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# Preliminaries

The discussion in this document is based on Tensorflow master from **April 26, 2020** which I forked in my github repo <https://github.com/dimitarpg13/tensorflow/>. For reading this document it is assumed that the reader has a good understanding of C++ v14 , standard template library, utilities and some compiler internals.

# Tensorflow globals and macros

The header file for the core Tensorflow macros and globals is [tensorflow/core/platform/macros.h](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/platform/macros.h).

## TF\_PREDICT\_TRUE and TF\_PREDICT\_FALSE

If we are not compiling with Nvidia GPU support which defines \_\_NVCC\_\_ global then TF\_PREDICT\_FALSE|TRUE uses the compiler attribute \_\_builtin\_expect(x,y) to issue a hint to the gcc compiler which branch to optimize against. This is shown on the code snippet TF\_PREDICT macro

Code Snippet: TF\_PREDICT macro

// Compilers can be told that a certain branch is not likely to be taken

// (for instance, a CHECK failure), and use that information in static

// analysis. Giving it this information can help it optimize for the

// common case in the absence of better information (ie.

// -fprofile-arcs).

//

// We need to disable this for GPU builds, though, since nvcc8 and older

// don't recognize `\_\_builtin\_expect` as a builtin, and fail compilation.

#if (!defined(\_\_NVCC\_\_)) && \

(TF\_HAS\_BUILTIN(\_\_builtin\_expect) || (defined(\_\_GNUC\_\_) && \_\_GNUC\_\_ >= 3))

#define TF\_PREDICT\_FALSE(x) (\_\_builtin\_expect(x, 0))

#define TF\_PREDICT\_TRUE(x) (\_\_builtin\_expect(!!(x), 1))

#else

#define TF\_PREDICT\_FALSE(x) (x)

#define TF\_PREDICT\_TRUE(x) (x)

#endif

## TF\_DISALLOW\_COPY\_AND\_ASSIGN

Another useful macro is TF\_DISALLOW\_COPY\_AND\_ASSIGN which deletes the copy constructor of the specified type and the assignment operator as well. It is shown on the code snippet Macro TF\_DISALLOW\_COPY\_AND\_ASSIGN below:

Code Snippet: Macro TF\_DISALLOW\_COPY\_AND\_ASSIGN

// A macro to disallow the copy constructor and operator= functions

// This is usually placed in the private: declarations for a class.

#define TF\_DISALLOW\_COPY\_AND\_ASSIGN(TypeName) \

TypeName(const TypeName&) = delete; \

void operator=(const TypeName&) = delete

## TF\_ARRAYSIZE

The macro TF\_ARRAYSIZE returns the number of elements of a generic pointer-based array of any type. Notice that any generic container which implements the dereference operator \* even if it is thin enough it will still cause TF\_ARRAYSIZE to throw floating point exception which is not standard C++ exception which can be caught by try / catch block but rather it can be intercepted by reading the state of the floating point exception flag using [std::fesetexceptflag](https://en.cppreference.com/w/cpp/numeric/fenv/feexceptflag). Refer to code snippet Macro TF\_ARRAYSIZE

Code Snippet: Macro TF\_ARRAYSIZE

// The TF\_ARRAYSIZE(arr) macro returns the # of elements in an array arr.

//

// The expression TF\_ARRAYSIZE(a) is a compile-time constant of type

// size\_t.

#define TF\_ARRAYSIZE(a) \

((sizeof(a) / sizeof(\*(a))) / \

static\_cast<size\_t>(!(sizeof(a) % sizeof(\*(a)))))

## TF\_FALLTHROUGH\_INTENDED

The next code snippet deals with fallthrough in the case when they are intended. In case we have a new enough compiler we define the macro TF\_FALLTHROUGH\_INTENDED to set a specific compiler attribute clang::fallthrough which tells the compiler that the specific fallthrough was intended so it should not emit a warning/error on it. If the compiler is not clang or we are not compiling with C++11 then we resort to a do-while trick to convince the compiler not to issue a warning on fallthrough. Details in the code snipper Macro TF\_FALLTHROUGH\_INTENDED.

Macro TF\_FALLTHROUGH\_INTENDED

#if defined(\_\_GXX\_EXPERIMENTAL\_CXX0X\_\_) || \_\_cplusplus >= 201103L || \

(defined(\_MSC\_VER) && \_MSC\_VER >= 1900)

// Define this to 1 if the code is compiled in C++11 mode; leave it

// undefined otherwise. Do NOT define it to 0 -- that causes

// '#ifdef LANG\_CXX11' to behave differently from '#if LANG\_CXX11'.

#define LANG\_CXX11 1

#endif

#if defined(\_\_clang\_\_) && defined(LANG\_CXX11) && defined(\_\_has\_warning)

#if \_\_has\_feature(cxx\_attributes) && \_\_has\_warning("-Wimplicit-fallthrough")

#define TF\_FALLTHROUGH\_INTENDED [[clang::fallthrough]] // NOLINT

#endif

#endif

#ifndef TF\_FALLTHROUGH\_INTENDED

#define TF\_FALLTHROUGH\_INTENDED \

do { \

} while (0)

#endif

## Macros utilizing compiler attributes

And here are some macros utilizing compiler attributes in their GCC implementation:

// Compiler supports GCC-style attributes

TF\_ATTRIBUTE\_NORETURN: hint to the compiler that the function does not return; implemented with the [((noreturn))](https://en.cppreference.com/w/cpp/language/attributes/noreturn) attribute.

#define TF\_ATTRIBUTE\_NORETURN \_\_attribute\_\_((noreturn))

TF\_ATTRIBUTE\_ALWAYS\_INLINE: hint to the compiler to inline the current function even if the compiler is not in optimizing mode. Implemented with the [((always\_inline))](https://gcc.gnu.org/onlinedocs/gcc/Inline.html) attribute.

#define TF\_ATTRIBUTE\_ALWAYS\_INLINE \_\_attribute\_\_((always\_inline))

TF\_ATTRIBUTE\_NOINLINE: hint to the compiler not to inline the current function even if the compiler is in optimizing mode. Implemented with the [((noinline))](https://gcc.gnu.org/onlinedocs/gcc-4.7.2/gcc/Function-Attributes.html) attribute.

#define TF\_ATTRIBUTE\_NOINLINE \_\_attribute\_\_((noinline))

TF\_ATTRIBUTE\_UNUSED: hint to the compiler not to issue a warning on unused variable as the variable is expected to be unused.

#define TF\_ATTRIBUTE\_UNUSED \_\_attribute\_\_((unused))

TF\_ATTRIBUTE\_COLD: hint to the compiler that the function is cold. Implemented through the [((cold))](https://gcc.gnu.org/onlinedocs/gcc-4.7.2/gcc/Function-Attributes.html) attribute. The cold attribute is used to inform the compiler that a function is unlikely executed. The function is optimized for size rather than speed and on many targets it is placed into special subsection of the text section so all cold functions appears close together improving code locality of non-cold parts of program. The paths leading to call of cold functions within code are marked as unlikely by the branch prediction mechanism. It is thus useful to mark functions used to handle unlikely conditions, such as perror, as cold to improve optimization of hot functions that do call marked functions in rare occasions.

#define TF\_ATTRIBUTE\_COLD \_\_attribute\_\_((cold))

TF\_ATTRIBUTE\_WEAK: marks the symbol to be weak rather than global by using the attribute [((weak))](https://gcc.gnu.org/onlinedocs/gcc-4.7.2/gcc/Function-Attributes.html). This is primarily useful in defining library functions which can be overridden in user code, though it can also be used with non-function declarations. Weak symbols are supported for ELF targets, and also for a.out targets when using the GNU assembler and linker.

#define TF\_ATTRIBUTE\_WEAK \_\_attribute\_\_((weak))

TF\_PACKED: marks the struct or union as packed using the compiler attribute ((packed)). The packed attribute, attached to the struct or union type definition, specifies that each member of the structure or union is placed to minimize the memory required. When attached to an enum definition, it indicates that the smallest integral type should be used. Specifying this attribute for struct and union types is equivalent to specifying the packed attribute on each of the structure or union members.

#define TF\_PACKED \_\_attribute\_\_((packed))

TF\_MUST\_USE\_RESULT: uses attribute [((warn\_unused\_result))](https://gcc.gnu.org/onlinedocs/gcc-4.7.2/gcc/Function-Attributes.html) which causes a warning to be emitted if a caller of the function with this attribute does not use its return value. This is useful for functions where not checking the result is either a security problem or always a bug, such as realloc.

#define TF\_MUST\_USE\_RESULT \_\_attribute\_\_((warn\_unused\_result))

TF\_PRINTF\_ATTRIBUTE: issues a printf string where string\_index is the index of the string to print within the param list.

#define TF\_PRINTF\_ATTRIBUTE(string\_index, first\_to\_check) \

\_\_attribute\_\_((\_\_format\_\_(\_\_printf\_\_, string\_index, first\_to\_check)))

#define TF\_SCANF\_ATTRIBUTE(string\_index, first\_to\_check) \

\_\_attribute\_\_((\_\_format\_\_(\_\_scanf\_\_, string\_index, first\_to\_check)))

# Tensorflow Logging Internals

The main Tensorflow logging header file is [tensorflow/core/platform/default/logging.h](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/platform/default/logging.h). This header file contains various macros and helper classes for implementing TensorFlow-centric logging internals.

Few logging global constants defining the logging level are shown in code snippet Logging Level constants

Code Snippet: Logging Level constants

namespace tensorflow {

const int INFO = 0; // base\_logging::INFO;

const int WARNING = 1; // base\_logging::WARNING;

const int ERROR = 2; // base\_logging::ERROR;

const int FATAL = 3; // base\_logging::FATAL;

const int NUM\_SEVERITIES = 4; // base\_logging::NUM\_SEVERITIES;

}

## Class LogMessage

The base class which controls the logging behavior is **LogMessage** and its declaration is shown in code snippet Classs LogMessage

Code Snippet: Classs LogMessage

namespace tensorflow {

namespace internal {

class LogMessage : public std::basic\_ostringstream<char> {

public:

LogMessage(const char\* fname, int line, int severity);

~LogMessage() override;

// Change the location of the log message.

LogMessage& AtLocation(const char\* fname, int line);

// Returns the minimum log level for VLOG statements.

// E.g., if MinVLogLevel() is 2, then VLOG(2) statements will produce output,

// but VLOG(3) will not. Defaults to 0.

static int64 MinVLogLevel();

// Returns whether VLOG level lvl is activated for the file fname.

//

// E.g. if the environment variable TF\_CPP\_VMODULE contains foo=3 and fname is

// foo.cc and lvl is <= 3, this will return true. It will also return true if

// the level is lower or equal to TF\_CPP\_MIN\_VLOG\_LEVEL (default zero).

//

// It is expected that the result of this query will be cached in the VLOG-ing

// call site to avoid repeated lookups. This routine performs a hash-map

// access against the VLOG-ing specification provided by the env var.

static bool VmoduleActivated(const char\* fname, int level);

protected:

void GenerateLogMessage();

private:

const char\* fname\_;

int line\_;

int severity\_;

};

} // namespace internal

} // namespace tensorflow

This class is the entry point for the core Tensorflow logging framework and all log entries are recorded via an instance of this class.

Important method in LogMessage is the static method LogMessage::VmoduleActivate(..) which accepts a zero-terminated char array containing a file name, and an int with the logging level. This method returns if the VLOG logging level lvl is activated for the specified file name fname. If the environment variable TF\_CPP\_VMODULE contains foo=3 and fname is foo.cc and lvl is <= 3, this will return true. It will also return true if the level is lower or equal to TF\_CPP\_MIN\_VLOG\_LEVEL (default zero). The value of the env var TF\_CPP\_MODULE is supposed to be of the form "foo=1,bar=2,baz=3".

Implementation of this method is given in code snippet Method VmoduleActivated

Code Snippet: Method VmoduleActivated

bool LogMessage::VmoduleActivated(const char\* fname, int level) {

if (level <= MinVLogLevel()) {

return true;

}

static VmoduleMap\* vmodules = VmodulesMapFromEnv();

if (TF\_PREDICT\_TRUE(vmodules == nullptr)) {

return false;

}

const char\* last\_slash = strrchr(fname, '/');

const char\* module\_start = last\_slash == nullptr ? fname : last\_slash + 1;

const char\* dot\_after = strchr(module\_start, '.');

const char\* module\_limit =

dot\_after == nullptr ? strchr(fname, '\0') : dot\_after;

StringData module(module\_start, module\_limit - module\_start);

auto it = vmodules->find(module);

return it != vmodules->end() && it->second >= level;

}

Both the implementation of LogMessage::VmoduleActivated(..) and the global function VmodulesMapFromEnv() use the container StringData. This container provides its own Hasher functor which is based on the DJB hash function given as :

h(0) = 5381

h(i) = 33 \* h(i-1) ^ str[i]

The definition of StringData is shown on code snippet Struct StringData below:

Code Snippet: Struct StringData

struct StringData {

struct Hasher {

size\_t operator()(const StringData& sdata) const {

// For dependency reasons, we cannot use hash.h here. Use DJBHash instead.

size\_t hash = 5381;

const char\* data = sdata.data;

for (const char\* top = data + sdata.size; data < top; ++data) {

hash = ((hash << 5) + hash) + (\*data);

}

return hash;

}

};

StringData() = default;

StringData(const char\* data, size\_t size) : data(data), size(size) {}

bool operator==(const StringData& rhs) const {

return size == rhs.size && memcmp(data, rhs.data, size) == 0;

}

const char\* data = nullptr;

size\_t size = 0;

};

The implementation of the global function VmodulesMapFromEnv() is shown on code snippet Function VmodulesMapFromEnv. Notice how the Hasher of StringData is used as a key in the hash table which is returned as a result of the invocation of VmodulesMapFromEnv().

Code Snippet: Function VmodulesMapFromEnv

using VmoduleMap = std::unordered\_map<StringData, int, StringData::Hasher>;

// Returns a mapping from module name to VLOG level, derived from the

// TF\_CPP\_VMODULE environment variable; ownership is transferred to the caller.

VmoduleMap\* VmodulesMapFromEnv() {

// The value of the env var is supposed to be of the form:

// "foo=1,bar=2,baz=3"

const char\* env = getenv("TF\_CPP\_VMODULE");

if (env == nullptr) {

// If there is no TF\_CPP\_VMODULE configuration (most common case), return

// nullptr so that the ShouldVlogModule() API can fast bail out of it.

return nullptr;

}

// The memory returned by getenv() can be invalidated by following getenv() or

// setenv() calls. And since we keep references to it in the VmoduleMap in

// form of StringData objects, make a copy of it.

const char\* env\_data = strdup(env);

VmoduleMap\* result = new VmoduleMap();

while (true) {

const char\* eq = strchr(env\_data, '=');

if (eq == nullptr) {

break;

}

const char\* after\_eq = eq + 1;

// Comma either points at the next comma delimiter, or at a null terminator.

// We check that the integer we parse ends at this delimiter.

const char\* comma = strchr(after\_eq, ',');

const char\* new\_env\_data;

if (comma == nullptr) {

comma = strchr(after\_eq, '\0');

new\_env\_data = comma;

} else {

new\_env\_data = comma + 1;

}

(\*result)[StringData(env\_data, eq - env\_data)] =

ParseInteger(after\_eq, comma - after\_eq);

env\_data = new\_env\_data;

}

return result;

}

The code of the ParseInteger is shown on code snippet Function ParseInteger – it uses [std::istringstream](http://www.cplusplus.com/reference/sstream/istringstream/) to convert the string to int64. Notice the comment why the safe version of str to int64 was not used:

Code Snippet: Function ParseInteger

int ParseInteger(const char\* str, size\_t size) {

// Ideally we would use env\_var / safe\_strto64, but it is

// hard to use here without pulling in a lot of dependencies,

// so we use std:istringstream instead

string integer\_str(str, size);

std:: ss(integer\_str);

int level = 0;

ss >> level;

return level;

}

The new log entry is added to the associated file by the protected method GenerateLogMessage(). This method is called from the destructor of the base class LogMessage. For platforms different than Andorid GenerateLogMessage() is shown on code snippet Method GenerateLogMessage. The thread id is included in the log entry if the environment vairable TF\_CPP\_LOG\_THREAD\_ID has been defined. Notice the last argument of the fprintf statement str().c\_str() which prints the message payload which was streamed into this LogMessage instance via the `<<` streaming operator.

Code Snippet: Method GenerateLogMessage

void LogMessage::GenerateLogMessage() {

static bool log\_thread\_id = EmitThreadIdFromEnv();

uint64 now\_micros = EnvTime::NowMicros();

time\_t now\_seconds = static\_cast<time\_t>(now\_micros / 1000000);

int32 micros\_remainder = static\_cast<int32>(now\_micros % 1000000);

const size\_t time\_buffer\_size = 30;

char time\_buffer[time\_buffer\_size];

strftime(time\_buffer, time\_buffer\_size, "%Y-%m-%d %H:%M:%S",

localtime(&now\_seconds));

const size\_t tid\_buffer\_size = 10;

char tid\_buffer[tid\_buffer\_size] = "";

if (log\_thread\_id) {

snprintf(tid\_buffer, sizeof(tid\_buffer), " %7u",

absl::base\_internal::GetTID());

}

// TODO(jeff,sanjay): Replace this with something that logs through the env.

fprintf(stderr, "%s.%06d: %c%s %s:%d] %s\n", time\_buffer, micros\_remainder,

"IWEF"[severity\_], tid\_buffer, fname\_, line\_, str().c\_str());

}

bool EmitThreadIdFromEnv() {

const char\* tf\_env\_var\_val = getenv("TF\_CPP\_LOG\_THREAD\_ID");

return tf\_env\_var\_val == nullptr

? false

: ParseInteger(tf\_env\_var\_val, strlen(tf\_env\_var\_val)) != 0;

}

And here is one descendant class from LogMessage – LogMessageFatal and another one which shares base class with LogMessage – LogMessageNull shown in the code snippet LogMessageFatal and LogMessageNull. Notice the use of the compiler attribute noreturn in the LogMessageFatal destructor giving hint to the compiler that this method does not return graciously. Also notice the compiler attrobute cold adorning the LogMessageFatal constructor giving a hint to the compiler to optimizer for size instead of for speed.

Code Snippet: LogMessageFatal and LogMessageNull

// LogMessageFatal ensures the process will exit in failure after

// logging this message.

class LogMessageFatal : public LogMessage {

public:

LogMessageFatal(const char\* file, int line) TF\_ATTRIBUTE\_COLD;

TF\_ATTRIBUTE\_NORETURN ~LogMessageFatal() override;

};

LogMessageFatal::LogMessageFatal(const char\* file, int line)

: LogMessage(file, line, FATAL) {}

LogMessageFatal::~LogMessageFatal() {

// abort() ensures we don't return (we promised we would not via

// ATTRIBUTE\_NORETURN).

GenerateLogMessage();

abort();

}

// LogMessageNull supports the DVLOG macro by simply dropping any log messages.

class LogMessageNull : public std::basic\_ostringstream<char> {

public:

LogMessageNull() {}

~LogMessageNull() override {}

};

## Minimum Log and Vlog level from the environment

Two global functions used in the macros LOG and VLOG to set the minimum log level which will allow emitting log messages are MinLogLevelFromEnv() and MinVLogLevelFromEnv(). Disabling the logging is relevant when the code is being tested in fuzzer mode using tools such as LLVM’s [LibFuzzer](https://llvm.org/docs/LibFuzzer.html). For automated Fuzz testing see the following wiki page – [Fuzzing](https://en.wikipedia.org/wiki/Fuzzing).

int64 MinLogLevelFromEnv() {

// We don't want to print logs during fuzzing as that would slow fuzzing down

// by almost 2x. So, if we are in fuzzing mode (not just running a test), we

// return a value so that nothing is actually printed. Since LOG uses >=

// (see ~LogMessage in this file) to see if log messages need to be printed,

// the value we're interested on to disable printing is the maximum severity.

// See also http://llvm.org/docs/LibFuzzer.html#fuzzer-friendly-build-mode

#ifdef FUZZING\_BUILD\_MODE\_UNSAFE\_FOR\_PRODUCTION

return tensorflow::NUM\_SEVERITIES;

#else

const char\* tf\_env\_var\_val = getenv("TF\_CPP\_MIN\_LOG\_LEVEL");

return LogLevelStrToInt(tf\_env\_var\_val);

#endif

}

int64 MinVLogLevelFromEnv() {

// We don't want to print logs during fuzzing as that would slow fuzzing down

// by almost 2x. So, if we are in fuzzing mode (not just running a test), we

// return a value so that nothing is actually printed. Since VLOG uses <=

// (see VLOG\_IS\_ON in logging.h) to see if log messages need to be printed,

// the value we're interested on to disable printing is 0.

// See also http://llvm.org/docs/LibFuzzer.html#fuzzer-friendly-build-mode

#ifdef FUZZING\_BUILD\_MODE\_UNSAFE\_FOR\_PRODUCTION

return 0;

#else

const char\* tf\_env\_var\_val = getenv("TF\_CPP\_MIN\_VLOG\_LEVEL");

return LogLevelStrToInt(tf\_env\_var\_val);

#endif

}

## The LOG macro

The LOG macro is defined in the following snippet. The code is self-explanatory given the earlier discussion in this section.

#define \_TF\_LOG\_INFO \

::tensorflow::internal::LogMessage(\_\_FILE\_\_, \_\_LINE\_\_, ::tensorflow::INFO)

#define \_TF\_LOG\_WARNING \

::tensorflow::internal::LogMessage(\_\_FILE\_\_, \_\_LINE\_\_, ::tensorflow::WARNING)

#define \_TF\_LOG\_ERROR \

::tensorflow::internal::LogMessage(\_\_FILE\_\_, \_\_LINE\_\_, ::tensorflow::ERROR)

#define \_TF\_LOG\_FATAL \

::tensorflow::internal::LogMessageFatal(\_\_FILE\_\_, \_\_LINE\_\_)

#define \_TF\_LOG\_QFATAL \_TF\_LOG\_FATAL

#define LOG(severity) \_TF\_LOG\_##severity

## The VLOG macro

The difference between the LOG macro and the VLOG macro is that the latter enables logging only if the specified logging level is enabled for the specified module (file) using the vmodule settings. This is achieved through a use of lambda function which invokes the static method LogMessage::VmoduleActivated(fname,level) and depending on the result it either creates on the stack a LogMessage instance or it executes a noop of type void. The purpose of the helper struct Voidifier (see below) is , as the name suggests, to alter the return type to void when invoking the constructor of LogMessage and thereby avoiding compilation error “*second operand to the conditional operator is of type 'void', but the third operand is neither a throw-expression nor of type 'void'*” when instantiating the VLOG macro. For the details see code snippet Voidifier, VLOG\_IS\_ON and VLOG macros.

Code Snippet: Voidifier, VLOG\_IS\_ON and VLOG macros

#ifdef IS\_MOBILE\_PLATFORM

// Uses the lower operator & precedence to voidify a LogMessage reference, so

// that the ternary VLOG() implementation is balanced, type wise.

struct Voidifier {

template <typename T>

void operator&(const T&)const {}

};

// Turn VLOG off when under mobile devices for considerations of binary size.

#define VLOG\_IS\_ON(lvl) ((lvl) <= 0)

#else

// Otherwise, set TF\_CPP\_MIN\_VLOG\_LEVEL environment to update minimum log level

// of VLOG, or TF\_CPP\_VMODULE to set the minimum log level for individual

// translation units.

#define VLOG\_IS\_ON(lvl) \

(([](int level, const char\* fname) { \

static const bool vmodule\_activated = \

::tensorflow::internal::LogMessage::VmoduleActivated(fname, level); \

return vmodule\_activated; \

})(lvl, \_\_FILE\_\_))

#endif

#define VLOG(level) \

TF\_PREDICT\_TRUE(!VLOG\_IS\_ON(level)) \

? (void)0 \

: ::tensorflow::internal::Voidifier() & \

::tensorflow::internal::LogMessage(\_\_FILE\_\_, \_\_LINE\_\_, \

tensorflow::INFO)

// `DVLOG` behaves like `VLOG` in debug mode (i.e. `#ifndef NDEBUG`).

// Otherwise, it compiles away and does nothing.

#ifndef NDEBUG

#define DVLOG VLOG

#else

#define DVLOG(verbose\_level) \

while (false && (verbose\_level) > 0) ::tensorflow::internal::LogMessageNull()

#endif

## Helper classes requiring synchronization – LogEveryNState, LogFirstNState, LogEveryPow2State, LogEveryNSecState

The code for the discussion below is shown in code snippet LogEveryXState helper classes.

The first class LogEveryNState, as the name suggests, logs every n-th entry where the atomicity of the transaction is maintained by an std::atomic int restricted to std::memory\_order\_relaxed which only guarantees that when the counter is being read and updated both the read and the update happen atomically i.e. no synchronization guarantees are offered with this memory order. Note that the concept of atomicity of the counter updates and reads does not imply atomicity of LossyIncrement execution. This means that if a thread invokes LogEveryNState::ShouldLog(n) there will be no guarantee that LossyIncrement(&counter\_) will increment LogEveryNState::counter\_.

Looking into the next helper class LogFirstNState, LogFirstNState::ShouldLog(n) returns true if the current LogFirstNState::counter\_ value is less than n.

Class LogEveryPow2State logs every time LogEveryPow2State::counter\_ becomes 2^n for some integer n. Class LogEveryNSecState is more interesting as it logs the associated state every n seconds. This is achieved by to std::atomic integers – one int32 representing counter\_ and another int64 representing the number of cycles until the next log time (next\_log\_time\_cycles\_); both initialized with 0 value.

The cycles counting and the conversion of cycles into seconds occurs in the method LogEveryNSecState::ShouldLog(seconds). Let us take a look into it. First we increment the internal counter by invoking LossyIncrement(&counter\_). Then we get the number of cycles from the clock by using [Abseil](https://github.com/abseil/abseil-cpp) internal clock - absl::base\_internal::CycleClock::Now(). Next we read the value of the atomic next\_log\_time\_cycles\_ into the local variable next\_cycles and compare it with the current value for the number of cycles obtained from the Abseil internal clock and if the latter is smaller than the former we return false immediatelly. Otherwise we enter the while clause where using atomic<T>::compare\_exchange\_weak(..) we compare the current value of next\_log\_time\_cycles\_ with the one just loaded into next\_cycles and if those have the same value we exchange the current value of next\_log\_time\_cycles\_ with now\_cycles + seconds \* absl::base\_internal::CycleClock::Frequency() and return true immediatelly. If those do not have the same value which is the case when another thread executes the same do-while loop and has just incremented the last value of next\_log\_time\_cycles\_ with seconds \* absl::base\_internal::CycleClock::Frequency() then our thread repeats the comparison of the current value of next\_log\_time\_cycles\_ with the current value for the number of cycles obtained from the Abseil internal clock inside the body of the do-while loop. Usually this do-while loop converges after just one iteration. Note that the do-while loop is necessary because we are using the weak form of compare-and-exchange which is allowed to fail spuriously but has better multi-threaded performance compared to the strong version.

Code Snippet: LogEveryXState helper classes

class LogEveryNState {

public:

bool ShouldLog(int n);

uint32\_t counter() { return counter\_.load(std::memory\_order\_relaxed); }

private:

std::atomic<uint32> counter\_{0};

};

class LogFirstNState {

public:

bool ShouldLog(int n);

uint32 counter() { return counter\_.load(std::memory\_order\_relaxed); }

private:

std::atomic<uint32> counter\_{0};

};

class LogEveryPow2State {

public:

bool ShouldLog(int ignored);

uint32 counter() { return counter\_.load(std::memory\_order\_relaxed); }

private:

std::atomic<uint32> counter\_{0};

};

class LogEveryNSecState {

public:

bool ShouldLog(double seconds);

uint32 counter() { return counter\_.load(std::memory\_order\_relaxed); }

private:

std::atomic<uint32> counter\_{0};

// Cycle count according to CycleClock that we should next log at.

std::atomic<int64> next\_log\_time\_cycles\_{0};

};

// The following code behaves like AtomicStatsCounter::LossyAdd() for

// speed since it is fine to lose occasional updates.

// Returns old value of \*counter.

uint32 LossyIncrement(std::atomic<uint32>\* counter) {

const uint32 value = counter->load(std::memory\_order\_relaxed);

counter->store(value + 1, std::memory\_order\_relaxed);

return value;

}

bool LogEveryNState::ShouldLog(int n) {

return n != 0 && (LossyIncrement(&counter\_) % n) == 0;

}

bool LogFirstNState::ShouldLog(int n) {

const uint32 counter\_value = counter\_.load(std::memory\_order\_relaxed);

if (counter\_value < n) {

counter\_.store(counter\_value + 1, std::memory\_order\_relaxed);

return true;

}

return false;

}

bool LogEveryPow2State::ShouldLog(int ignored) {

const uint32 new\_value = LossyIncrement(&counter\_) + 1;

return (new\_value & (new\_value - 1)) == 0;

}

bool LogEveryNSecState::ShouldLog(double seconds) {

LossyIncrement(&counter\_);

const int64 now\_cycles = absl::base\_internal::CycleClock::Now();

int64 next\_cycles = next\_log\_time\_cycles\_.load(std::memory\_order\_relaxed);

do {

if (now\_cycles <= next\_cycles) return false;

} while (!next\_log\_time\_cycles\_.compare\_exchange\_weak(

next\_cycles,

now\_cycles + seconds \* absl::base\_internal::CycleClock::Frequency(),

std::memory\_order\_relaxed, std::memory\_order\_relaxed));

return true;

}

## The helper macro LOGGING\_INTERNAL\_STATEFUL\_CONDITION and the LOG\_EVERY\_### macros

Let us digest the helper macro LOGGING\_INTERNAL\_STATEFUL\_CONDITION.

The outer for-loop

for (bool logging\_internal\_stateful\_condition\_do\_log(condition); \

logging\_internal\_stateful\_condition\_do\_log; \

logging\_internal\_stateful\_condition\_do\_log = false) \

executes exactly once and its only purpose is to make sure that the two inner for-loops run only once.

Inside the macro LOG\_EVERY\_N LogMessage is instantiated locally on the stack via the LOG macro after instantiating the macro LOGGING\_INTERNAL\_STATEFUL\_CONDITION. This gives us a clue how the LOGGING\_INTERNAL\_STATEFUL\_CONDITION should be used. Here is an example code illustrating the useage of the macro LOG\_EVERY\_N:

for (const auto& user : all\_users) {

LOG\_EVERY\_N(INFO, 1000) << "Processing user #" << COUNTER;

ProcessUser(user);

}

Since LogMessage inherits from std::basic\_ostringstream<char> both the string "Processing user #" and the value of COUNTER are sreamed into a LogMessage instance since the condition argument is set to true inside LOG\_EVERY\_N. The streamed string is output into a file via LogMessage::GenerateLogMessage when the LogMessage instance allocated on the stack goes out of scope. Notice the use of special keyword COUNTER in the code example above. This is connected to the declaration of the local int32 variable COUNTER initialized with the value of LogEvery***X***State.counter() which is streamed into the LogMessage instance by the costruct `<< COUNTER`. Notice the clever use of ABSL\_ATTRIBUTE\_UNUSED which suppresses compiler warning on unused variable and is defined in **absl/base/attributes.h:549** as

#define ABSL\_ATTRIBUTE\_UNUSED \_\_attribute\_\_((\_\_unused\_\_))

The code of the discussed macros is shown on code snippet LOGGING\_INTERNAL\_STATEFUL\_CONDITION and LOG\_EVERY\_X macros below.

Code Snippet: LOGGING\_INTERNAL\_STATEFUL\_CONDITION and LOG\_EVERY\_X macros

// This macro has a lot going on!

//

// \* A local static (`logging\_internal\_stateful\_condition\_state`) is

// declared in a scope such that each `LOG\_EVERY\_N` (etc.) line has its own

// state.

// \* `COUNTER`, the third variable, is used to support `<< COUNTER`. It is not

// mangled, so shadowing can be a problem, albeit more of a

// shoot-yourself-in-the-foot one. Don't name your variables `COUNTER`.

// \* A single for loop can declare state and also test

// `condition && state.ShouldLog()`, but there's no way to constrain it to run

// only once (or not at all) without declaring another variable. The outer

// for-loop declares this variable (`do\_log`).

// \* Using for loops instead of if statements means there's no risk of an

// ambiguous dangling else statement.

#define LOGGING\_INTERNAL\_STATEFUL\_CONDITION(kind, condition, arg) \

for (bool logging\_internal\_stateful\_condition\_do\_log(condition); \

logging\_internal\_stateful\_condition\_do\_log; \

logging\_internal\_stateful\_condition\_do\_log = false) \

for (static ::tensorflow::internal::Log##kind##State \

logging\_internal\_stateful\_condition\_state; \

logging\_internal\_stateful\_condition\_do\_log && \

logging\_internal\_stateful\_condition\_state.ShouldLog(arg); \

logging\_internal\_stateful\_condition\_do\_log = false) \

for (const uint32\_t COUNTER ABSL\_ATTRIBUTE\_UNUSED = \

logging\_internal\_stateful\_condition\_state.counter(); \

logging\_internal\_stateful\_condition\_do\_log; \

logging\_internal\_stateful\_condition\_do\_log = false)

// An instance of `LOG\_EVERY\_N` increments a hidden zero-initialized counter

// every time execution passes through it and logs the specified message when

// the counter's value is a multiple of `n`, doing nothing otherwise. Each

// instance has its own counter. The counter's value can be logged by streaming

// the symbol `COUNTER`. `LOG\_EVERY\_N` is thread-safe.

// Example:

//

// for (const auto& user : all\_users) {

// LOG\_EVERY\_N(INFO, 1000) << "Processing user #" << COUNTER;

// ProcessUser(user);

// }

#define LOG\_EVERY\_N(severity, n) \

LOGGING\_INTERNAL\_STATEFUL\_CONDITION(EveryN, true, n) \

LOG(severity)

// `LOG\_FIRST\_N` behaves like `LOG\_EVERY\_N` except that the specified message is

// logged when the counter's value is less than `n`. `LOG\_FIRST\_N` is

// thread-safe.

#define LOG\_FIRST\_N(severity, n) \

LOGGING\_INTERNAL\_STATEFUL\_CONDITION(FirstN, true, n) \

LOG(severity)

// `LOG\_EVERY\_POW\_2` behaves like `LOG\_EVERY\_N` except that the specified

// message is logged when the counter's value is a power of 2.

// `LOG\_EVERY\_POW\_2` is thread-safe.

#define LOG\_EVERY\_POW\_2(severity) \

LOGGING\_INTERNAL\_STATEFUL\_CONDITION(EveryPow2, true, 0) \

LOG(severity)

// An instance of `LOG\_EVERY\_N\_SEC` uses a hidden state variable to log the

// specified message at most once every `n\_seconds`. A hidden counter of

// executions (whether a message is logged or not) is also maintained and can be

// logged by streaming the symbol `COUNTER`. `LOG\_EVERY\_N\_SEC` is thread-safe.

// Example:

//

// LOG\_EVERY\_N\_SEC(INFO, 2.5) << "Got " << COUNTER << " cookies so far";

#define LOG\_EVERY\_N\_SEC(severity, n\_seconds) \

LOGGING\_INTERNAL\_STATEFUL\_CONDITION(EveryNSec, true, n\_seconds) \

LOG(severity)

## The CHECK\_X macros and related internals

The CHECK macro instantiates on the stack LogMessageFatal which logs the string supplied as argument and executes abort() causing the executing process to exit abnormally.

Code Snippet: CHECK macro

// CHECK dies with a fatal error if condition is not true. It is \*not\*

// controlled by NDEBUG, so the check will be executed regardless of

// compilation mode. Therefore, it is safe to do things like:

// CHECK(fp->Write(x) == 4)

#define CHECK(condition) \

if (TF\_PREDICT\_FALSE(!(condition))) \

LOG(FATAL) << "Check failed: " #condition " "

Next we have an inline helper function MakeCheckOpValueString which redirects an instance of the type T to an output stream os. It has few specializations which produce taylored output sent to the output stream.

Code Snippet: MakeCheckOpValueString

// This formats a value for a failing CHECK\_XX statement. Ordinarily,

// it uses the definition for operator<<, with a few special cases below.

template <typename T>

inline void MakeCheckOpValueString(std::ostream\* os, const T& v) {

(\*os) << v;

}

// Overrides for char types provide readable values for unprintable

// characters.

template <>

void MakeCheckOpValueString(std::ostream\* os, const char& v) {

if (v >= 32 && v <= 126) {

(\*os) << "'" << v << "'";

} else {

(\*os) << "char value " << static\_cast<short>(v);

}

}

template <>

void MakeCheckOpValueString(std::ostream\* os, const signed char& v) {

if (v >= 32 && v <= 126) {

(\*os) << "'" << v << "'";

} else {

(\*os) << "signed char value " << static\_cast<short>(v);

}

}

template <>

void MakeCheckOpValueString(std::ostream\* os, const unsigned char& v) {

if (v >= 32 && v <= 126) {

(\*os) << "'" << v << "'";

} else {

(\*os) << "unsigned char value " << static\_cast<unsigned short>(v);

}

}

#if LANG\_CXX11

// We need an explicit specialization for std::nullptr\_t.

template <>

void MakeCheckOpValueString(std::ostream\* os, const std::nullptr\_t& p) {

(\*os) << "nullptr";

}

#endif

The next struct CheckOpString is a helper struct which sole purpose is to hint the compiler that the comparison encoded in the overloaded cast operator CheckOpString::bool() is unlikely to be false **in a heavily optimized code** (using compiler option -O3).

Code Snippet: CheckOpString

// A container for a string pointer which can be evaluated to a bool -

// true iff the pointer is non-NULL.

struct CheckOpString {

CheckOpString(string\* str) : str\_(str) {}

// No destructor: if str\_ is non-NULL, we're about to LOG(FATAL),

// so there's no point in cleaning up str\_.

operator bool() const { return TF\_PREDICT\_FALSE(str\_ != NULL); }

string\* str\_;

};

Another helper class for formating error strings for binary expressions (operator and two operands) is CheckOpMessageBuilder. The constructor of this class inserts the text specified as constructor argument concatenated with left parenthesis to the ostrings stream instance which it creates. The two methods CheckOpMessageBuilder::ForVar1() and CheckOpMessageBuilder::ForVar2() preprare the stream for each of the two operands prepending the string “versus” before the second operand and appending the right parenthesis after it.

Code Snippet: CheckOpMessageBuilder

// A helper class for formatting "expr (V1 vs. V2)" in a CHECK\_XX

// statement. See MakeCheckOpString for sample usage. Other

// approaches were considered: use of a template method (e.g.,

// base::BuildCheckOpString(exprtext, base::Print<T1>, &v1,

// base::Print<T2>, &v2), however this approach has complications

// related to volatile arguments and function-pointer arguments).

class CheckOpMessageBuilder {

public:

// Inserts "exprtext" and " (" to the stream.

explicit CheckOpMessageBuilder(const char\* exprtext);

// Deletes "stream\_".

~CheckOpMessageBuilder();

// For inserting the first variable.

std::ostream\* ForVar1() { return stream\_; }

// For inserting the second variable (adds an intermediate " vs. ").

std::ostream\* ForVar2();

// Get the result (inserts the closing ")").

string\* NewString();

private:

std::ostringstream\* stream\_;

};

CheckOpMessageBuilder::CheckOpMessageBuilder(const char\* exprtext)

: stream\_(new std::ostringstream) {

\*stream\_ << "Check failed: " << exprtext << " (";

}

CheckOpMessageBuilder::~CheckOpMessageBuilder() { delete stream\_; }

std::ostream\* CheckOpMessageBuilder::ForVar2() {

\*stream\_ << " vs. ";

return stream\_;

}

string\* CheckOpMessageBuilder::NewString() {

\*stream\_ << ")";

return new string(stream\_->str());

}

MakeCheckOpString is a templetized helper function for building the error message string (as the comment below indicates). The function is adorned with the **noinline** compiler attribute to make sure the code is optimized for size rather than for performance as it will be invoked rarely but will be present on many places. This function makes use of CheckOpMessageBuilder and MakeCheckOpValueString with which it builds and formats the error message for the binary operator and the two operands v1 and v2.

Code Snippet: MakeCheckOpString

// Build the error message string. Specify no inlining for code size.

template <typename T1, typename T2>

string\* MakeCheckOpString(const T1& v1, const T2& v2,

const char\* exprtext) TF\_ATTRIBUTE\_NOINLINE {

CheckOpMessageBuilder comb(exprtext);

MakeCheckOpValueString(comb.ForVar1(), v1);

MakeCheckOpValueString(comb.ForVar2(), v2);

return comb.NewString();

}

Follow few Helper functions for the CHECK\_OP macro.

As the comment indicates the specialization of the helper inline string\* name##Impl(T1&,T2&) is due limitation of generic template instantiation when using declared but undefined static const and anonymous enum values as the arguments v1 and v2. *Note: the limitation of using anonymous enum values as typed template arguments has been lifted since c++0x as the text in* 4.3.1[temp.arg.type]/2 *“A local type, a type with no linkage, an unnamed type or a type compounded from any of these types shall not be used as a template-argument for a template type-parameter.” has been removed from the standard.*

Next we instantiate all of those helper functions for the following operators : ==, !=, <=, <, >=, >. Finally, we undefine the macro TF\_DEFINE\_CHECK\_OP\_IMPL as the we are done with it (the Impl functions have been created) and we do not want namespace polution.

Helper functions for the CHECK\_OP macro

// Helper functions for CHECK\_OP macro.

// The (int, int) specialization works around the issue that the compiler

// will not instantiate the template version of the function on values of

// unnamed enum type - see comment below.

// The (size\_t, int) and (int, size\_t) specialization are to handle unsigned

// comparison errors while still being thorough with the comparison.

#define TF\_DEFINE\_CHECK\_OP\_IMPL(name, op) \

template <typename T1, typename T2> \

inline string\* name##Impl(const T1& v1, const T2& v2, \

const char\* exprtext) { \

if (TF\_PREDICT\_TRUE(v1 op v2)) \

return NULL; \

else \

return ::tensorflow::internal::MakeCheckOpString(v1, v2, exprtext); \

} \

inline string\* name##Impl(int v1, int v2, const char\* exprtext) { \

return name##Impl<int, int>(v1, v2, exprtext); \

} \

inline string\* name##Impl(const size\_t v1, const int v2, \

const char\* exprtext) { \

if (TF\_PREDICT\_FALSE(v2 < 0)) { \

return ::tensorflow::internal::MakeCheckOpString(v1, v2, exprtext); \

} \

return name##Impl<size\_t, size\_t>(v1, v2, exprtext); \

} \

inline string\* name##Impl(const int v1, const size\_t v2, \

const char\* exprtext) { \

if (TF\_PREDICT\_FALSE(v2 >= std::numeric\_limits<int>::max())) { \

return ::tensorflow::internal::MakeCheckOpString(v1, v2, exprtext); \

} \

const size\_t uval = (size\_t)((unsigned)v2); \

return name##Impl<size\_t, size\_t>(v1, uval, exprtext); \

}

// We use the full name Check\_EQ, Check\_NE, etc. in case the file including

// base/logging.h provides its own #defines for the simpler names EQ, NE, etc.

// This happens if, for example, those are used as token names in a

// yacc grammar.

TF\_DEFINE\_CHECK\_OP\_IMPL(Check\_EQ,

==) // Compilation error with CHECK\_EQ(NULL, x)?

TF\_DEFINE\_CHECK\_OP\_IMPL(Check\_NE, !=) // Use CHECK(x == NULL) instead.

TF\_DEFINE\_CHECK\_OP\_IMPL(Check\_LE, <=)

TF\_DEFINE\_CHECK\_OP\_IMPL(Check\_LT, <)

TF\_DEFINE\_CHECK\_OP\_IMPL(Check\_GE, >=)

TF\_DEFINE\_CHECK\_OP\_IMPL(Check\_GT, >)

#undef TF\_DEFINE\_CHECK\_OP\_IMPL

Now we are going to look into another helper macro CHECK\_OP\_LOG which is needed in order to define and implement CHECK\_OP. As in the code snippet related to the Helper functions for the CHECK\_OP macro we end up with a bunch of specializations to accommodate static const integral types declared in classes such as the values of in-class anonymous enums.

Code Snippet: CHECK\_OP\_LOG

// Function is overloaded for integral types to allow static const

// integrals declared in classes and not defined to be used as arguments to

// CHECK\* macros. It's not encouraged though.

template <typename T>

inline const T& GetReferenceableValue(const T& t) {

return t;

}

inline char GetReferenceableValue(char t) { return t; }

inline unsigned char GetReferenceableValue(unsigned char t) { return t; }

inline signed char GetReferenceableValue(signed char t) { return t; }

inline short GetReferenceableValue(short t) { return t; }

inline unsigned short GetReferenceableValue(unsigned short t) { return t; }

inline int GetReferenceableValue(int t) { return t; }

inline unsigned int GetReferenceableValue(unsigned int t) { return t; }

inline long GetReferenceableValue(long t) { return t; }

inline unsigned long GetReferenceableValue(unsigned long t) { return t; }

inline long long GetReferenceableValue(long long t) { return t; }

inline unsigned long long GetReferenceableValue(unsigned long long t) {

return t;

}

// In optimized mode, use CheckOpString to hint to compiler that

// the while condition is unlikely.

#define CHECK\_OP\_LOG(name, op, val1, val2) \

while (::tensorflow::internal::CheckOpString \_result = \

::tensorflow::internal::name##Impl( \

::tensorflow::internal::GetReferenceableValue(val1), \

::tensorflow::internal::GetReferenceableValue(val2), \

#val1 " " #op " " #val2)) \

::tensorflow::internal::LogMessageFatal(\_\_FILE\_\_, \_\_LINE\_\_) << \*(\_result.str\_)

Finally we are ready to look into the CHECK\_OP macro and derivatives – CHECK\_{EQ|NE|LE|LT|GE|GT}, DCHECK\_{EQ|NE|LE|LT|GE|GT} and QCHECK\_{EQ|NE|LE|LT|GE|GT}. All of the CHECK\_{EQ|NE|LE|LT|GE|GT} macros are defined in terms of CHECK\_OP where the first and second argument are the helper function (see Helper functions for the CHECK\_OP macro) and the corresponding binary operation. The only exception is the CHECK\_NOTNULL macro which relies on the templetized function CheckNotNull which is shown below as well. Note that if not in DEBUG mode the macros DCHECK, DCHECK\_{EQ|NE|LE|LT|GE|GT} do nothing.

Code Snippet: CHECK\_OP macro and derivatives

#define CHECK\_OP(name, op, val1, val2) CHECK\_OP\_LOG(name, op, val1, val2)

// CHECK\_EQ/NE/...

#define CHECK\_EQ(val1, val2) CHECK\_OP(Check\_EQ, ==, val1, val2)

#define CHECK\_NE(val1, val2) CHECK\_OP(Check\_NE, !=, val1, val2)

#define CHECK\_LE(val1, val2) CHECK\_OP(Check\_LE, <=, val1, val2)

#define CHECK\_LT(val1, val2) CHECK\_OP(Check\_LT, <, val1, val2)

#define CHECK\_GE(val1, val2) CHECK\_OP(Check\_GE, >=, val1, val2)

#define CHECK\_GT(val1, val2) CHECK\_OP(Check\_GT, >, val1, val2)

#define CHECK\_NOTNULL(val) \

::tensorflow::internal::CheckNotNull(\_\_FILE\_\_, \_\_LINE\_\_, \

"'" #val "' Must be non NULL", (val))

template <typename T>

T&& CheckNotNull(const char\* file, int line, const char\* exprtext, T&& t) {

if (t == nullptr) {

LogMessageFatal(file, line) << string(exprtext);

}

return std::forward<T>(t);

}

#ifndef NDEBUG

// DCHECK\_EQ/NE/...

#define DCHECK(condition) CHECK(condition)

#define DCHECK\_EQ(val1, val2) CHECK\_EQ(val1, val2)

#define DCHECK\_NE(val1, val2) CHECK\_NE(val1, val2)

#define DCHECK\_LE(val1, val2) CHECK\_LE(val1, val2)

#define DCHECK\_LT(val1, val2) CHECK\_LT(val1, val2)

#define DCHECK\_GE(val1, val2) CHECK\_GE(val1, val2)

#define DCHECK\_GT(val1, val2) CHECK\_GT(val1, val2)

#else

#define DCHECK(condition) \

while (false && (condition)) LOG(FATAL)

// NDEBUG is defined, so DCHECK\_EQ(x, y) and so on do nothing.

// However, we still want the compiler to parse x and y, because

// we don't want to lose potentially useful errors and warnings.

// \_DCHECK\_NOP is a helper, and should not be used outside of this file.

#define \_TF\_DCHECK\_NOP(x, y) \

while (false && ((void)(x), (void)(y), 0)) LOG(FATAL)

#define DCHECK\_EQ(x, y) \_TF\_DCHECK\_NOP(x, y)

#define DCHECK\_NE(x, y) \_TF\_DCHECK\_NOP(x, y)

#define DCHECK\_LE(x, y) \_TF\_DCHECK\_NOP(x, y)

#define DCHECK\_LT(x, y) \_TF\_DCHECK\_NOP(x, y)

#define DCHECK\_GE(x, y) \_TF\_DCHECK\_NOP(x, y)

#define DCHECK\_GT(x, y) \_TF\_DCHECK\_NOP(x, y)

#endif

// These are for when you don't want a CHECK failure to print a verbose

// stack trace. The implementation of CHECK\* in this file already doesn't.

#define QCHECK(condition) CHECK(condition)

#define QCHECK\_EQ(x, y) CHECK\_EQ(x, y)

#define QCHECK\_NE(x, y) CHECK\_NE(x, y)

#define QCHECK\_LE(x, y) CHECK\_LE(x, y)

#define QCHECK\_LT(x, y) CHECK\_LT(x, y)

#define QCHECK\_GE(x, y) CHECK\_GE(x, y)

#define QCHECK\_GT(x, y) CHECK\_GT(x, y)

# The Abseil Hashing Framework

## Components of the Abseil Hashing Framework

Components of the Abseil Hashing Framework are-

**absl::Hash<T>** functor invoking the hasher

**AbslHashValue** – an extension point that allows for extending types to support hashing without requirement to define hashing algorithm. This is a friend function for the new container class for which we would like to add hashing support.

**HashState** – a type-erased class which manipulates and updates the hash state represented by the template parameter H. HashState contains members such as HashState::combine() and Hash::combine\_contiguous() which are called inside AbslHashValue implementing the hashing support for the new container.

## The pattern of Type Erasure

Here are some preliminaries on the type-erased HashState. There is a very good article on type erasure in C++ by Arthur O’Dwyer: <https://quuxplusone.github.io/blog/2019/03/18/what-is-type-erasure/>

In his post Arthur O’Dwyer has constructed a classic example of type-erased Callback struct shown below. In it it is used a helper WrappingCallback to erase the type of Callback

Code Snippet: classic example of type-erased Callback struct

struct AbstractCallback {

virtual int call(int) const = 0;

virtual ~AbstractCallback() = default;

};

template<class T>

struct WrappingCallback : AbstractCallback {

T cb\_;

explicit WrappingCallback(T &&cb) : cb\_(std::move(cb)) {}

int call(int x) const override { return cb\_(x); }

};

struct Callback {

std::unique\_ptr<AbstractCallback> ptr\_;

template<class T>

Callback(T t) {

ptr\_ = std::make\_unique<WrappingCallback<T>>(std::move(t));

}

int operator()(int x) const {

return ptr\_->call(x);

}

};

int run\_twice(const Callback& callback) {

return callback(1) + callback(1);

}

int main() {

int y = run\_twice([](int x) { return x+1; });

assert(y == 4);

}

Let us see how the type-erasure is implemented in HashState which is declared and defined in [absl/hash/hash.h](https://github.com/abseil/abseil-cpp/blob/20200225.2/absl/hash/hash.h). HashStateBase is declared and defined in absl/hash/internal/hash.h which is shown later.

class HashState : public hash\_internal::HashStateBase<HashState> {

public:

// HashState::Create()

//

// Create a new `HashState` instance that wraps `state`. All calls to

// `combine()` and `combine\_contiguous()` on the new instance will be

// redirected to the original `state` object. The `state` object must outlive

// the `HashState` instance.

template <typename T>

static HashState Create(T\* state) {

HashState s;

s.Init(state);

return s;

}

. . .

}

## Discussion on HashState

HashState is defined in absl/hash/hash.h. The contents of [absl/hash/hash.h](https://github.com/abseil/abseil-cpp/blob/20200225.2/absl/hash/hash.h) is shown below:

// This header defines the Abseil `hash` library and the Abseil hashing

// framework. This framework consists of the following:

//

// \* The `absl::Hash` functor, which is used to invoke the hasher within the

// Abseil hashing framework. `absl::Hash<T>` supports most basic types and

// a number of Abseil types out of the box.

// \* `AbslHashValue`, an extension point that allows you to extend types to

// support Abseil hashing without requiring you to define a hashing

// algorithm.

// \* `HashState`, a type-erased class which implements the manipulation of the

// hash state (H) itself, contains member functions `combine()` and

// `combine\_contiguous()`, which you can use to contribute to an existing

// hash state when hashing your types.

//

// Unlike `std::hash` or other hashing frameworks, the Abseil hashing framework

// provides most of its utility by abstracting away the hash algorithm (and its

// implementation) entirely. Instead, a type invokes the Abseil hashing

// framework by simply combining its state with the state of known, hashable

// types. Hashing of that combined state is separately done by `absl::Hash`.

//

// One should assume that a hash algorithm is chosen randomly at the start of

// each process. E.g., absl::Hash<int>()(9) in one process and

// absl::Hash<int>()(9) in another process are likely to differ.

//

// Example:

//

// // Suppose we have a class `Circle` for which we want to add hashing:

// class Circle {

// public:

// ...

// private:

// std::pair<int, int> center\_;

// int radius\_;

// };

//

// // To add hashing support to `Circle`, we simply need to add a free

// // (non-member) function `AbslHashValue()`, and return the combined hash

// // state of the existing hash state and the class state. You can add such a

// // free function using a friend declaration within the body of the class:

// class Circle {

// public:

// ...

// template <typename H>

// friend H AbslHashValue(H h, const Circle& c) {

// return H::combine(std::move(h), c.center\_, c.radius\_);

// }

// ...

// };

//

// For more information, see Adding Type Support to `absl::Hash` below.

//

#ifndef ABSL\_HASH\_HASH\_H\_

#define ABSL\_HASH\_HASH\_H\_

#include "absl/hash/internal/hash.h"

namespace absl {

// -----------------------------------------------------------------------------

// `absl::Hash`

// -----------------------------------------------------------------------------

//

// `absl::Hash<T>` is a convenient general-purpose hash functor for any type `T`

// satisfying any of the following conditions (in order):

//

// \* T is an arithmetic or pointer type

// \* T defines an overload for `AbslHashValue(H, const T&)` for an arbitrary

// hash state `H`.

// - T defines a specialization of `HASH\_NAMESPACE::hash<T>`

// - T defines a specialization of `std::hash<T>`

//

// `absl::Hash` intrinsically supports the following types:

//

// \* All integral types (including bool)

// \* All enum types

// \* All floating-point types (although hashing them is discouraged)

// \* All pointer types, including nullptr\_t

// \* std::pair<T1, T2>, if T1 and T2 are hashable

// \* std::tuple<Ts...>, if all the Ts... are hashable

// \* std::unique\_ptr and std::shared\_ptr

// \* All string-like types including:

// \* std::string

// \* std::string\_view (as well as any instance of std::basic\_string that

// uses char and std::char\_traits)

// \* All the standard sequence containers (provided the elements are hashable)

// \* All the standard ordered associative containers (provided the elements are

// hashable)

// \* absl types such as the following:

// \* absl::string\_view

// \* absl::InlinedVector

// \* absl::FixedArray

// \* absl::uint128

// \* absl::Time, absl::Duration, and absl::TimeZone

//

// Note: the list above is not meant to be exhaustive. Additional type support

// may be added, in which case the above list will be updated.

//

// -----------------------------------------------------------------------------

// absl::Hash Invocation Evaluation

// -----------------------------------------------------------------------------

//

// When invoked, `absl::Hash<T>` searches for supplied hash functions in the

// following order:

//

// \* Natively supported types out of the box (see above)

// \* Types for which an `AbslHashValue()` overload is provided (such as

// user-defined types). See "Adding Type Support to `absl::Hash`" below.

// \* Types which define a `HASH\_NAMESPACE::hash<T>` specialization (aka

// `\_\_gnu\_cxx::hash<T>` for gcc/Clang or `stdext::hash<T>` for MSVC)

// \* Types which define a `std::hash<T>` specialization

//

// The fallback to legacy hash functions exists mainly for backwards

// compatibility. If you have a choice, prefer defining an `AbslHashValue`

// overload instead of specializing any legacy hash functors.

//

// -----------------------------------------------------------------------------

// The Hash State Concept, and using `HashState` for Type Erasure

// -----------------------------------------------------------------------------

//

// The `absl::Hash` framework relies on the Concept of a "hash state." Such a

// hash state is used in several places:

//

// \* Within existing implementations of `absl::Hash<T>` to store the hashed

// state of an object. Note that it is up to the implementation how it stores

// such state. A hash table, for example, may mix the state to produce an

// integer value; a testing framework may simply hold a vector of that state.

// \* Within implementations of `AbslHashValue()` used to extend user-defined

// types. (See "Adding Type Support to absl::Hash" below.)

// \* Inside a `HashState`, providing type erasure for the concept of a hash

// state, which you can use to extend the `absl::Hash` framework for types

// that are otherwise difficult to extend using `AbslHashValue()`. (See the

// `HashState` class below.)

//

// The "hash state" concept contains two member functions for mixing hash state:

//

// \* `H::combine(state, values...)`

//

// Combines an arbitrary number of values into a hash state, returning the

// updated state. Note that the existing hash state is move-only and must be

// passed by value.

//

// Each of the value types T must be hashable by H.

//

// NOTE:

//

// state = H::combine(std::move(state), value1, value2, value3);

//

// must be guaranteed to produce the same hash expansion as

//

// state = H::combine(std::move(state), value1);

// state = H::combine(std::move(state), value2);

// state = H::combine(std::move(state), value3);

//

// \* `H::combine\_contiguous(state, data, size)`

//

// Combines a contiguous array of `size` elements into a hash state,

// returning the updated state. Note that the existing hash state is

// move-only and must be passed by value.

//

// NOTE:

//

// state = H::combine\_contiguous(std::move(state), data, size);

//

// need NOT be guaranteed to produce the same hash expansion as a loop

// (it may perform internal optimizations). If you need this guarantee, use a

// loop instead.

//

// -----------------------------------------------------------------------------

// Adding Type Support to `absl::Hash`

// -----------------------------------------------------------------------------

//

// To add support for your user-defined type, add a proper `AbslHashValue()`

// overload as a free (non-member) function. The overload will take an

// existing hash state and should combine that state with state from the type.

//

// Example:

//

// template <typename H>

// H AbslHashValue(H state, const MyType& v) {

// return H::combine(std::move(state), v.field1, ..., v.fieldN);

// }

//

// where `(field1, ..., fieldN)` are the members you would use on your

// `operator==` to define equality.

//

// Notice that `AbslHashValue` is not a class member, but an ordinary function.

// An `AbslHashValue` overload for a type should only be declared in the same

// file and namespace as said type. The proper `AbslHashValue` implementation

// for a given type will be discovered via ADL.

//

// Note: unlike `std::hash', `absl::Hash` should never be specialized. It must

// only be extended by adding `AbslHashValue()` overloads.

//

template <typename T>

using Hash = absl::hash\_internal::Hash<T>;

// HashState

//

// A type erased version of the hash state concept, for use in user-defined

// `AbslHashValue` implementations that can't use templates (such as PImpl

// classes, virtual functions, etc.). The type erasure adds overhead so it

// should be avoided unless necessary.

//

// Note: This wrapper will only erase calls to:

// combine\_contiguous(H, const unsigned char\*, size\_t)

//

// All other calls will be handled internally and will not invoke overloads

// provided by the wrapped class.

//

// Users of this class should still define a template `AbslHashValue` function,

// but can use `absl::HashState::Create(&state)` to erase the type of the hash

// state and dispatch to their private hashing logic.

//

// This state can be used like any other hash state. In particular, you can call

// `HashState::combine()` and `HashState::combine\_contiguous()` on it.

//

// Example:

//

// class Interface {

// public:

// template <typename H>

// friend H AbslHashValue(H state, const Interface& value) {

// state = H::combine(std::move(state), std::type\_index(typeid(\*this)));

// value.HashValue(absl::HashState::Create(&state));

// return state;

// }

// private:

// virtual void HashValue(absl::HashState state) const = 0;

// };

//

// class Impl : Interface {

// private:

// void HashValue(absl::HashState state) const override {

// absl::HashState::combine(std::move(state), v1\_, v2\_);

// }

// int v1\_;

// std::string v2\_;

// };

class HashState : public hash\_internal::HashStateBase<HashState> {

public:

// HashState::Create()

//

// Create a new `HashState` instance that wraps `state`. All calls to

// `combine()` and `combine\_contiguous()` on the new instance will be

// redirected to the original `state` object. The `state` object must outlive

// the `HashState` instance.

template <typename T>

static HashState Create(T\* state) {

HashState s;

s.Init(state);

return s;

}

HashState(const HashState&) = delete;

HashState& operator=(const HashState&) = delete;

HashState(HashState&&) = default;

HashState& operator=(HashState&&) = default;

// HashState::combine()

//

// Combines an arbitrary number of values into a hash state, returning the

// updated state.

using HashState::HashStateBase::combine;

// HashState::combine\_contiguous()

//

// Combines a contiguous array of `size` elements into a hash state, returning

// the updated state.

static HashState combine\_contiguous(HashState hash\_state,

const unsigned char\* first, size\_t size) {

hash\_state.combine\_contiguous\_(hash\_state.state\_, first, size);

return hash\_state;

}

using HashState::HashStateBase::combine\_contiguous;

private:

HashState() = default;

template <typename T>

static void CombineContiguousImpl(void\* p, const unsigned char\* first,

size\_t size) {

T& state = \*static\_cast<T\*>(p);

state = T::combine\_contiguous(std::move(state), first, size);

}

template <typename T>

void Init(T\* state) {

state\_ = state;

combine\_contiguous\_ = &CombineContiguousImpl<T>;

}

// Do not erase an already erased state.

void Init(HashState\* state) {

state\_ = state->state\_;

combine\_contiguous\_ = state->combine\_contiguous\_;

}

void\* state\_;

void (\*combine\_contiguous\_)(void\*, const unsigned char\*, size\_t);

};

} // namespace absl

## Notes on [CRTP](https://en.wikipedia.org/wiki/Curiously_recurring_template_pattern) (Curiously Recurring Template Pattern)

CRTP is used in the absl::hash\_internal::HashBase implementation therefore we will discuss it now.

CRTP General form

template <class T>

class Base

{

// methods within Base can use template to access members of Derived

};

class Derived : public Base<Derived>

{

// …

};

### Use cases for CRTP: Static polymorphism

Typically, the base class will take advantage of the fact that the member function bodies (definitions) are not instantiated until long after their declarations and will use members of the derived class within its own member functions via the use of cast e.g.:

template <class T>

struct Base

{

void interface()

{

// …

static\_cast<T\*>(this)->implementation();

// …

}

static void static\_func()

{

// …

T::static\_sub\_func();

// …

}

};

struct Derived : Base<Derived>

{

void implementation();

static void static\_sub\_func();

};

In the above example, note in particular that the function Base<Derived>::interface(), though declared before the existence of the struct Derived is known by the compiler (i.e. before Derived is declared) is not actually instantiated by the compiler until it is actually called by some later code which occurs after the declaration of Derived (not shown in the above example) so that at the time the function “implementation” is instantiated, the declaration of Derived::implementation() is known. This technique achieves a similar effect to the use of virtual functions without the costs and flexibility of dynamic polymorphism. This particular use of the CRTP has been called “simulated dynamic binding”.

To elaborate on the above example, consider a base class with *no virtual functions*. Whenever the base class calls another function it will always call its own base class functions. When we derive a class from this base class we inherit the member variables and member functions that were not overridden (no constructors and destructors). If the derived class calls an inherited function which then calls another member function, that function will never call any derived or overridden member functions in the derived class.

However, if member functions use CRTP for all member function calls, the overridden functions in the derived class will be selected at compile time without the costs in size or function call overhead (VTBL structures, and method lookups, multiple-inheritance VTBL machinery) at the disadvantage of not being able to make this choice at runtime.

### CRTP Example: Object Counter

The main purpose of object counter is retrieving statistics of object creation and destruction for a given class. This can easily be solved via CRTP.

template <typename T>

struct counter

{

static int objects\_created;

static int objects\_alive;

counter()

{

++objects\_created;

++objects\_alive;

}

counter(const counter&)

{

++objects\_created;

++objects\_alive;

}

protected:

~counter() // objects should never be removed through pointers of this type

{

--objects\_alive;

}

};

template <typename T> int counter<T>::objects\_created( 0 );

template <typename T> int counter<T>::objects\_alive( 0 );

class X : counter<X>

{

// …

}

class Y : counter<Y>

{

// …

}

Each time an object of class X is created , the constructor of counter<X> is called incrementing both the created and alive count. Each time an object of class X is destroyed the alive count is decremented. It is important to note that counter<X> and counter<Y> are two separate classes and this is why they will keep separate counts of X’s and Y’s. In this example of CRTP, this distinction of classes is the only use of the template parameter ( T in counter<T> ) and the reason why we cannot use a simple un-templated base class.

### CRTP Example: Polymorphic chaining

Method chaining also known as the named parameter idiom is a common syntax for invoking multiple method calls in OOP languages. Each method returns an object , allowing the calls to be chained together in a single statement without requiring the variables to store intermediate results.

When the named parameter object pattern is applied to an object hierarchy things can go wrong. Suppose we have such a base class:

class Printer

{

public:

Printer(ostream& pstream) : m\_stream(pstream) {}

template <typename T>

Printer& print(T&& t) { m\_stream << t; return \*this; }

template <typename T>

Printer& println(T&& t) { m\_stream << t << endl; return \*this; }

private:

ostream& m\_stream;

}

Prints can be easily chained:

Printer{myStream}.println(“hello”).println(500);

However, if we define the following derived class:

class CoutPrinter : public Printer

{

public:

CoutPrinter() : Printer(cout) {}

CoutPrinter& SetConsoleColor(Color c)

{

// …

return \*this;

}

}

we “loose” the concrete class as soon as we invoke a function of the base:

CoutPrinter().print(“Hello “).SetConsoleColor(Color.red).println(“Printer!”); // compile error

CRTP can be used to avoid this problem and implement polymorphic chaining:

// Base class

template<typename ConcretePrinter>

class Printer

{

public:

Printer(ostream& pstream) : m\_stream(pstream) {}

template <typename T>

ConcretePrinter& print(T&& t)

{

m\_stream << t;

return static\_cast<ConcretePrinter&>(\*this);

}

template <typename T>

ConcretePrinter& println(T&& t)

{

m\_stream << t;

return static\_cast<ConcretePrinter&>(\*this);

}

private:

ostream& m\_stream;

};

// Derived class

class CoutPrinter : public Printer<CoutPrinter>

{

public:

CoutPrinter() : Printer(cout) {}

CoutPrinter& SetConsoleColor(Color c)

{

// …

return \*this;

}

};

Now the expected usage

CoutPrinter().print(“Hello “).SetConsoleColor(Color.red).println(“Printer!”);

does not cause compile error.

### CRTP for Polymorphic Copy construction

When using polymorphism one sometimes needs to create copies of objects by the base class pointer. A commonly used idiom for this is adding a virtual clone function that is defined in every derived class. The CRTP can be used to avoid having to duplicate that function or other similar functions in every derived class.

// Base class has a pure virtual function for cloning

class AbstractShape {

public:

virtual ~AbstractShape () = default;

virtual std::unique\_ptr<AbstractShape> clone() const = 0;

} ;

// This CRTP class implements clone() for Derived

template <typename Derived>

class Shape : public AbstractShape {

public:

std::unique\_ptr<AbstractShape> clone() const override {

return std::make\_unique<Derived>(static\_cast<Derived const&>(\*this));

}

protected:

// we are clear Shape class needs to be inherited

Shape() = default;

Shape(const Shape&) = default;

} ;

class Square : public Shape<Square>{};

class Circle : public Shape<Circle>{};

### Drawbacks of using CRTP

One issue with static polymorphism is that without using a general base class like AbstractShape from the above example, derived classes cannot be stored homogeneously – that is putting different types derived from the same base class in the same container.

## Discussion on HashStateBase, PiecewiseCombiner and AbslHashValue

HashStateBase is declared and defined in absl/hash/internal/hash.h.

The contents of [absl/hash/internal/hash.h](https://github.com/abseil/abseil-cpp/blob/20200225.2/absl/hash/internal/hash.h) is shown below

namespace hash\_internal {

class PiecewiseCombiner;

// Internal detail: Large buffers are hashed in smaller chunks. This function

// returns the size of these chunks.

constexpr size\_t PiecewiseChunkSize() { return 1024; }

// HashStateBase

//

// A hash state object represents an intermediate state in the computation

// of an unspecified hash algorithm. `HashStateBase` provides a CRTP style

// base class for hash state implementations. Developers adding type support

// for `absl::Hash` should not rely on any parts of the state object other than

// the following member functions:

//

// \* HashStateBase::combine()

// \* HashStateBase::combine\_contiguous()

//

// A derived hash state class of type `H` must provide a static member function

// with a signature similar to the following:

//

// `static H combine\_contiguous(H state, const unsigned char\*, size\_t)`.

//

// `HashStateBase` will provide a complete implementation for a hash state

// object in terms of this method.

//

// Example:

//

// // Use CRTP to define your derived class.

// struct MyHashState : HashStateBase<MyHashState> {

// static H combine\_contiguous(H state, const unsigned char\*, size\_t);

// using MyHashState::HashStateBase::combine;

// using MyHashState::HashStateBase::combine\_contiguous;

// };

template <typename H>

class HashStateBase {

public:

// HashStateBase::combine()

//

// Combines an arbitrary number of values into a hash state, returning the

// updated state.

//

// Each of the value types `T` must be separately hashable by the Abseil

// hashing framework.

//

// NOTE:

//

// state = H::combine(std::move(state), value1, value2, value3);

//

// is guaranteed to produce the same hash expansion as:

//

// state = H::combine(std::move(state), value1);

// state = H::combine(std::move(state), value2);

// state = H::combine(std::move(state), value3);

template <typename T, typename... Ts>

static H combine(H state, const T& value, const Ts&... values);

static H combine(H state) { return state; }

// HashStateBase::combine\_contiguous()

//

// Combines a contiguous array of `size` elements into a hash state, returning

// the updated state.

//

// NOTE:

//

// state = H::combine\_contiguous(std::move(state), data, size);

//

// is NOT guaranteed to produce the same hash expansion as a for-loop (it may

// perform internal optimizations). If you need this guarantee, use the

// for-loop instead.

template <typename T>

static H combine\_contiguous(H state, const T\* data, size\_t size);

private:

friend class PiecewiseCombiner;

};

// is\_uniquely\_represented

//

// `is\_uniquely\_represented<T>` is a trait class that indicates whether `T`

// is uniquely represented.

//

// A type is "uniquely represented" if two equal values of that type are

// guaranteed to have the same bytes in their underlying storage. In other

// words, if `a == b`, then `memcmp(&a, &b, sizeof(T))` is guaranteed to be

// zero. This property cannot be detected automatically, so this trait is false

// by default, but can be specialized by types that wish to assert that they are

// uniquely represented. This makes them eligible for certain optimizations.

//

// If you have any doubt whatsoever, do not specialize this template.

// The default is completely safe, and merely disables some optimizations

// that will not matter for most types. Specializing this template,

// on the other hand, can be very hazardous.

//

// To be uniquely represented, a type must not have multiple ways of

// representing the same value; for example, float and double are not

// uniquely represented, because they have distinct representations for

// +0 and -0. Furthermore, the type's byte representation must consist

// solely of user-controlled data, with no padding bits and no compiler-

// controlled data such as vptrs or sanitizer metadata. This is usually

// very difficult to guarantee, because in most cases the compiler can

// insert data and padding bits at its own discretion.

//

// If you specialize this template for a type `T`, you must do so in the file

// that defines that type (or in this file). If you define that specialization

// anywhere else, `is\_uniquely\_represented<T>` could have different meanings

// in different places.

//

// The Enable parameter is meaningless; it is provided as a convenience,

// to support certain SFINAE techniques when defining specializations.

template <typename T, typename Enable = void>

struct is\_uniquely\_represented : std::false\_type {};

// is\_uniquely\_represented<unsigned char>

//

// unsigned char is a synonym for "byte", so it is guaranteed to be

// uniquely represented.

template <>

struct is\_uniquely\_represented<unsigned char> : std::true\_type {};

// is\_uniquely\_represented for non-standard integral types

//

// Integral types other than bool should be uniquely represented on any

// platform that this will plausibly be ported to.

template <typename Integral>

struct is\_uniquely\_represented<

Integral, typename std::enable\_if<std::is\_integral<Integral>::value>::type>

: std::true\_type {};

// is\_uniquely\_represented<bool>

//

//

template <>

struct is\_uniquely\_represented<bool> : std::false\_type {};

// hash\_bytes()

//

// Convenience function that combines `hash\_state` with the byte representation

// of `value`.

template <typename H, typename T>

H hash\_bytes(H hash\_state, const T& value) {

const unsigned char\* start = reinterpret\_cast<const unsigned char\*>(&value);

return H::combine\_contiguous(std::move(hash\_state), start, sizeof(value));

}

// PiecewiseCombiner

//

// PiecewiseCombiner is an internal-only helper class for hashing a piecewise

// buffer of `char` or `unsigned char` as though it were contiguous. This class

// provides two methods:

//

// H add\_buffer(state, data, size)

// H finalize(state)

//

// `add\_buffer` can be called zero or more times, followed by a single call to

// `finalize`. This will produce the same hash expansion as concatenating each

// buffer piece into a single contiguous buffer, and passing this to

// `H::combine\_contiguous`.

//

// Example usage:

// PiecewiseCombiner combiner;

// for (const auto& piece : pieces) {

// state = combiner.add\_buffer(std::move(state), piece.data, piece.size);

// }

// return combiner.finalize(std::move(state));

class PiecewiseCombiner {

public:

PiecewiseCombiner() : position\_(0) {}

PiecewiseCombiner(const PiecewiseCombiner&) = delete;

PiecewiseCombiner& operator=(const PiecewiseCombiner&) = delete;

// PiecewiseCombiner::add\_buffer()

//

// Appends the given range of bytes to the sequence to be hashed, which may

// modify the provided hash state.

template <typename H>

H add\_buffer(H state, const unsigned char\* data, size\_t size);

template <typename H>

H add\_buffer(H state, const char\* data, size\_t size) {

return add\_buffer(std::move(state),

reinterpret\_cast<const unsigned char\*>(data), size);

}

// PiecewiseCombiner::finalize()

//

// Finishes combining the hash sequence, which may may modify the provided

// hash state.

//

// Once finalize() is called, add\_buffer() may no longer be called. The

// resulting hash state will be the same as if the pieces passed to

// add\_buffer() were concatenated into a single flat buffer, and then provided

// to H::combine\_contiguous().

template <typename H>

H finalize(H state);

private:

unsigned char buf\_[PiecewiseChunkSize()];

size\_t position\_;

};

// -----------------------------------------------------------------------------

// AbslHashValue for Basic Types

// -----------------------------------------------------------------------------

// Note: Default `AbslHashValue` implementations live in `hash\_internal`. This

// allows us to block lexical scope lookup when doing an unqualified call to

// `AbslHashValue` below. User-defined implementations of `AbslHashValue` can

// only be found via ADL.

// AbslHashValue() for hashing bool values

//

// We use SFINAE to ensure that this overload only accepts bool, not types that

// are convertible to bool.

template <typename H, typename B>

typename std::enable\_if<std::is\_same<B, bool>::value, H>::type AbslHashValue(

H hash\_state, B value) {

return H::combine(std::move(hash\_state),

static\_cast<unsigned char>(value ? 1 : 0));

}

// AbslHashValue() for hashing enum values

template <typename H, typename Enum>

typename std::enable\_if<std::is\_enum<Enum>::value, H>::type AbslHashValue(

H hash\_state, Enum e) {

// In practice, we could almost certainly just invoke hash\_bytes directly,

// but it's possible that a sanitizer might one day want to

// store data in the unused bits of an enum. To avoid that risk, we

// convert to the underlying type before hashing. Hopefully this will get

// optimized away; if not, we can reopen discussion with c-toolchain-team.

return H::combine(std::move(hash\_state),

static\_cast<typename std::underlying\_type<Enum>::type>(e));

}

// AbslHashValue() for hashing floating-point values

template <typename H, typename Float>

typename std::enable\_if<std::is\_same<Float, float>::value ||

std::is\_same<Float, double>::value,

H>::type

AbslHashValue(H hash\_state, Float value) {

return hash\_internal::hash\_bytes(std::move(hash\_state),

value == 0 ? 0 : value);

}

// Long double has the property that it might have extra unused bytes in it.

// For example, in x86 sizeof(long double)==16 but it only really uses 80-bits

// of it. This means we can't use hash\_bytes on a long double and have to

// convert it to something else first.

template <typename H, typename LongDouble>

typename std::enable\_if<std::is\_same<LongDouble, long double>::value, H>::type

AbslHashValue(H hash\_state, LongDouble value) {

const int category = std::fpclassify(value);

switch (category) {

case FP\_INFINITE:

// Add the sign bit to differentiate between +Inf and -Inf

hash\_state = H::combine(std::move(hash\_state), std::signbit(value));

break;

case FP\_NAN:

case FP\_ZERO:

default:

// Category is enough for these.

break;

case FP\_NORMAL:

case FP\_SUBNORMAL:

// We can't convert `value` directly to double because this would have

// undefined behavior if the value is out of range.

// std::frexp gives us a value in the range (-1, -.5] or [.5, 1) that is

// guaranteed to be in range for `double`. The truncation is

// implementation defined, but that works as long as it is deterministic.

int exp;

auto mantissa = static\_cast<double>(std::frexp(value, &exp));

hash\_state = H::combine(std::move(hash\_state), mantissa, exp);

}

return H::combine(std::move(hash\_state), category);

}

// AbslHashValue() for hashing pointers

template <typename H, typename T>

H AbslHashValue(H hash\_state, T\* ptr) {

auto v = reinterpret\_cast<uintptr\_t>(ptr);

// Due to alignment, pointers tend to have low bits as zero, and the next few

// bits follow a pattern since they are also multiples of some base value.

// Mixing the pointer twice helps prevent stuck low bits for certain alignment

// values.

return H::combine(std::move(hash\_state), v, v);

}

// AbslHashValue() for hashing nullptr\_t

template <typename H>

H AbslHashValue(H hash\_state, std::nullptr\_t) {

return H::combine(std::move(hash\_state), static\_cast<void\*>(nullptr));

}

// -----------------------------------------------------------------------------

// AbslHashValue for Composite Types

// -----------------------------------------------------------------------------

// is\_hashable()

//

// Trait class which returns true if T is hashable by the absl::Hash framework.

// Used for the AbslHashValue implementations for composite types below.

template <typename T>

struct is\_hashable;

// AbslHashValue() for hashing pairs

template <typename H, typename T1, typename T2>

typename std::enable\_if<is\_hashable<T1>::value && is\_hashable<T2>::value,

H>::type

AbslHashValue(H hash\_state, const std::pair<T1, T2>& p) {

return H::combine(std::move(hash\_state), p.first, p.second);

}

// hash\_tuple()

//

// Helper function for hashing a tuple. The third argument should

// be an index\_sequence running from 0 to tuple\_size<Tuple> - 1.

template <typename H, typename Tuple, size\_t... Is>

H hash\_tuple(H hash\_state, const Tuple& t, absl::index\_sequence<Is...>) {

return H::combine(std::move(hash\_state), std::get<Is>(t)...);

}

// AbslHashValue for hashing tuples

template <typename H, typename... Ts>

#if defined(\_MSC\_VER)

// This SFINAE gets MSVC confused under some conditions. Let's just disable it

// for now.

H

#else // \_MSC\_VER

typename std::enable\_if<absl::conjunction<is\_hashable<Ts>...>::value, H>::type

#endif // \_MSC\_VER

AbslHashValue(H hash\_state, const std::tuple<Ts...>& t) {

return hash\_internal::hash\_tuple(std::move(hash\_state), t,

absl::make\_index\_sequence<sizeof...(Ts)>());

}

// -----------------------------------------------------------------------------

// AbslHashValue for Pointers

// -----------------------------------------------------------------------------

// AbslHashValue for hashing unique\_ptr

template <typename H, typename T, typename D>

H AbslHashValue(H hash\_state, const std::unique\_ptr<T, D>& ptr) {

return H::combine(std::move(hash\_state), ptr.get());

}

// AbslHashValue for hashing shared\_ptr

template <typename H, typename T>

H AbslHashValue(H hash\_state, const std::shared\_ptr<T>& ptr) {

return H::combine(std::move(hash\_state), ptr.get());

}

// -----------------------------------------------------------------------------

// AbslHashValue for String-Like Types

// -----------------------------------------------------------------------------

// AbslHashValue for hashing strings

//

// All the string-like types supported here provide the same hash expansion for

// the same character sequence. These types are:

//

// - `std::string` (and std::basic\_string<char, std::char\_traits<char>, A> for

// any allocator A)

// - `absl::string\_view` and `std::string\_view`

//

// For simplicity, we currently support only `char` strings. This support may

// be broadened, if necessary, but with some caution - this overload would

// misbehave in cases where the traits' `eq()` member isn't equivalent to `==`

// on the underlying character type.

template <typename H>

H AbslHashValue(H hash\_state, absl::string\_view str) {

return H::combine(

H::combine\_contiguous(std::move(hash\_state), str.data(), str.size()),

str.size());

}

// Support std::wstring, std::u16string and std::u32string.

template <typename Char, typename Alloc, typename H,

typename = absl::enable\_if\_t<std::is\_same<Char, wchar\_t>::value ||

std::is\_same<Char, char16\_t>::value ||

std::is\_same<Char, char32\_t>::value>>

H AbslHashValue(

H hash\_state,

const std::basic\_string<Char, std::char\_traits<Char>, Alloc>& str) {

return H::combine(

H::combine\_contiguous(std::move(hash\_state), str.data(), str.size()),

str.size());

}

// -----------------------------------------------------------------------------

// AbslHashValue for Sequence Containers

// -----------------------------------------------------------------------------

// AbslHashValue for hashing std::array

template <typename H, typename T, size\_t N>

typename std::enable\_if<is\_hashable<T>::value, H>::type AbslHashValue(

H hash\_state, const std::array<T, N>& array) {

return H::combine\_contiguous(std::move(hash\_state), array.data(),

array.size());

}

// AbslHashValue for hashing std::deque

template <typename H, typename T, typename Allocator>

typename std::enable\_if<is\_hashable<T>::value, H>::type AbslHashValue(

H hash\_state, const std::deque<T, Allocator>& deque) {

// TODO(gromer): investigate a more efficient implementation taking

// advantage of the chunk structure.

for (const auto& t : deque) {

hash\_state = H::combine(std::move(hash\_state), t);

}

return H::combine(std::move(hash\_state), deque.size());

}

// AbslHashValue for hashing std::forward\_list

template <typename H, typename T, typename Allocator>

typename std::enable\_if<is\_hashable<T>::value, H>::type AbslHashValue(

H hash\_state, const std::forward\_list<T, Allocator>& list) {

size\_t size = 0;

for (const T& t : list) {

hash\_state = H::combine(std::move(hash\_state), t);

++size;

}

return H::combine(std::move(hash\_state), size);

}

// AbslHashValue for hashing std::list

template <typename H, typename T, typename Allocator>

typename std::enable\_if<is\_hashable<T>::value, H>::type AbslHashValue(

H hash\_state, const std::list<T, Allocator>& list) {

for (const auto& t : list) {

hash\_state = H::combine(std::move(hash\_state), t);

}

return H::combine(std::move(hash\_state), list.size());

}

// AbslHashValue for hashing std::vector

//

// Do not use this for vector<bool>. It does not have a .data(), and a fallback

// for std::hash<> is most likely faster.

template <typename H, typename T, typename Allocator>

typename std::enable\_if<is\_hashable<T>::value && !std::is\_same<T, bool>::value,

H>::type

AbslHashValue(H hash\_state, const std::vector<T, Allocator>& vector) {

return H::combine(H::combine\_contiguous(std::move(hash\_state), vector.data(),

vector.size()),

vector.size());

}

// -----------------------------------------------------------------------------

// AbslHashValue for Ordered Associative Containers

// -----------------------------------------------------------------------------

// AbslHashValue for hashing std::map

template <typename H, typename Key, typename T, typename Compare,

typename Allocator>

typename std::enable\_if<is\_hashable<Key>::value && is\_hashable<T>::value,

H>::type

AbslHashValue(H hash\_state, const std::map<Key, T, Compare, Allocator>& map) {

for (const auto& t : map) {

hash\_state = H::combine(std::move(hash\_state), t);

}

return H::combine(std::move(hash\_state), map.size());

}

// AbslHashValue for hashing std::multimap

template <typename H, typename Key, typename T, typename Compare,

typename Allocator>

typename std::enable\_if<is\_hashable<Key>::value && is\_hashable<T>::value,

H>::type

AbslHashValue(H hash\_state,

const std::multimap<Key, T, Compare, Allocator>& map) {

for (const auto& t : map) {

hash\_state = H::combine(std::move(hash\_state), t);

}

return H::combine(std::move(hash\_state), map.size());

}

// AbslHashValue for hashing std::set

template <typename H, typename Key, typename Compare, typename Allocator>

typename std::enable\_if<is\_hashable<Key>::value, H>::type AbslHashValue(

H hash\_state, const std::set<Key, Compare, Allocator>& set) {

for (const auto& t : set) {

hash\_state = H::combine(std::move(hash\_state), t);

}

return H::combine(std::move(hash\_state), set.size());

}

// AbslHashValue for hashing std::multiset

template <typename H, typename Key, typename Compare, typename Allocator>

typename std::enable\_if<is\_hashable<Key>::value, H>::type AbslHashValue(

H hash\_state, const std::multiset<Key, Compare, Allocator>& set) {

for (const auto& t : set) {

hash\_state = H::combine(std::move(hash\_state), t);

}

return H::combine(std::move(hash\_state), set.size());

}

// -----------------------------------------------------------------------------

// AbslHashValue for Wrapper Types

// -----------------------------------------------------------------------------

// AbslHashValue for hashing absl::optional

template <typename H, typename T>

typename std::enable\_if<is\_hashable<T>::value, H>::type AbslHashValue(

H hash\_state, const absl::optional<T>& opt) {

if (opt) hash\_state = H::combine(std::move(hash\_state), \*opt);

return H::combine(std::move(hash\_state), opt.has\_value());

}

// VariantVisitor

template <typename H>

struct VariantVisitor {

H&& hash\_state;

template <typename T>

H operator()(const T& t) const {

return H::combine(std::move(hash\_state), t);

}

};

// AbslHashValue for hashing absl::variant

template <typename H, typename... T>

typename std::enable\_if<conjunction<is\_hashable<T>...>::value, H>::type

AbslHashValue(H hash\_state, const absl::variant<T...>& v) {

if (!v.valueless\_by\_exception()) {

hash\_state = absl::visit(VariantVisitor<H>{std::move(hash\_state)}, v);

}

return H::combine(std::move(hash\_state), v.index());

}

// -----------------------------------------------------------------------------

// AbslHashValue for Other Types

// -----------------------------------------------------------------------------

// AbslHashValue for hashing std::bitset is not defined, for the same reason as

// for vector<bool> (see std::vector above): It does not expose the raw bytes,

// and a fallback to std::hash<> is most likely faster.

// -----------------------------------------------------------------------------

// hash\_range\_or\_bytes()

//

// Mixes all values in the range [data, data+size) into the hash state.

// This overload accepts only uniquely-represented types, and hashes them by

// hashing the entire range of bytes.

template <typename H, typename T>

typename std::enable\_if<is\_uniquely\_represented<T>::value, H>::type

hash\_range\_or\_bytes(H hash\_state, const T\* data, size\_t size) {

const auto\* bytes = reinterpret\_cast<const unsigned char\*>(data);

return H::combine\_contiguous(std::move(hash\_state), bytes, sizeof(T) \* size);

}

// hash\_range\_or\_bytes()

template <typename H, typename T>

typename std::enable\_if<!is\_uniquely\_represented<T>::value, H>::type

hash\_range\_or\_bytes(H hash\_state, const T\* data, size\_t size) {

for (const auto end = data + size; data < end; ++data) {

hash\_state = H::combine(std::move(hash\_state), \*data);

}

return hash\_state;

}

#if defined(ABSL\_INTERNAL\_LEGACY\_HASH\_NAMESPACE) && \

ABSL\_META\_INTERNAL\_STD\_HASH\_SFINAE\_FRIENDLY\_

#define ABSL\_HASH\_INTERNAL\_SUPPORT\_LEGACY\_HASH\_ 1

#else

#define ABSL\_HASH\_INTERNAL\_SUPPORT\_LEGACY\_HASH\_ 0

#endif

// HashSelect

//

// Type trait to select the appropriate hash implementation to use.

// HashSelect::type<T> will give the proper hash implementation, to be invoked

// as:

// HashSelect::type<T>::Invoke(state, value)

// Also, HashSelect::type<T>::value is a boolean equal to `true` if there is a

// valid `Invoke` function. Types that are not hashable will have a ::value of

// `false`.

struct HashSelect {

private:

struct State : HashStateBase<State> {

static State combine\_contiguous(State hash\_state, const unsigned char\*,

size\_t);

using State::HashStateBase::combine\_contiguous;

};

struct UniquelyRepresentedProbe {

template <typename H, typename T>

static auto Invoke(H state, const T& value)

-> absl::enable\_if\_t<is\_uniquely\_represented<T>::value, H> {

return hash\_internal::hash\_bytes(std::move(state), value);

}

};

struct HashValueProbe {

template <typename H, typename T>

static auto Invoke(H state, const T& value) -> absl::enable\_if\_t<

std::is\_same<H,

decltype(AbslHashValue(std::move(state), value))>::value,

H> {

return AbslHashValue(std::move(state), value);

}

};

struct LegacyHashProbe {

#if ABSL\_HASH\_INTERNAL\_SUPPORT\_LEGACY\_HASH\_

template <typename H, typename T>

static auto Invoke(H state, const T& value) -> absl::enable\_if\_t<

std::is\_convertible<

decltype(ABSL\_INTERNAL\_LEGACY\_HASH\_NAMESPACE::hash<T>()(value)),

size\_t>::value,

H> {

return hash\_internal::hash\_bytes(

std::move(state),

ABSL\_INTERNAL\_LEGACY\_HASH\_NAMESPACE::hash<T>{}(value));

}

#endif // ABSL\_HASH\_INTERNAL\_SUPPORT\_LEGACY\_HASH\_

};

struct StdHashProbe {

template <typename H, typename T>

static auto Invoke(H state, const T& value)

-> absl::enable\_if\_t<type\_traits\_internal::IsHashable<T>::value, H> {

return hash\_internal::hash\_bytes(std::move(state), std::hash<T>{}(value));

}

};

template <typename Hash, typename T>

struct Probe : Hash {

private:

template <typename H, typename = decltype(H::Invoke(

std::declval<State>(), std::declval<const T&>()))>

static std::true\_type Test(int);

template <typename U>

static std::false\_type Test(char);

public:

static constexpr bool value = decltype(Test<Hash>(0))::value;

};

public:

// Probe each implementation in order.

// disjunction provides short circuiting wrt instantiation.

template <typename T>

using Apply = absl::disjunction< //

Probe<UniquelyRepresentedProbe, T>, //

Probe<HashValueProbe, T>, //

Probe<LegacyHashProbe, T>, //

Probe<StdHashProbe, T>, //

std::false\_type>;

};

template <typename T>

struct is\_hashable

: std::integral\_constant<bool, HashSelect::template Apply<T>::value> {};

// CityHashState

class ABSL\_DLL CityHashState

: public HashStateBase<CityHashState> {

// absl::uint128 is not an alias or a thin wrapper around the intrinsic.

// We use the intrinsic when available to improve performance.

#ifdef ABSL\_HAVE\_INTRINSIC\_INT128

using uint128 = \_\_uint128\_t;

#else // ABSL\_HAVE\_INTRINSIC\_INT128

using uint128 = absl::uint128;

#endif // ABSL\_HAVE\_INTRINSIC\_INT128

static constexpr uint64\_t kMul =

sizeof(size\_t) == 4 ? uint64\_t{0xcc9e2d51}

: uint64\_t{0x9ddfea08eb382d69};

template <typename T>

using IntegralFastPath =

conjunction<std::is\_integral<T>, is\_uniquely\_represented<T>>;

public:

// Move only

CityHashState(CityHashState&&) = default;

CityHashState& operator=(CityHashState&&) = default;

// CityHashState::combine\_contiguous()

//

// Fundamental base case for hash recursion: mixes the given range of bytes

// into the hash state.

static CityHashState combine\_contiguous(CityHashState hash\_state,

const unsigned char\* first,

size\_t size) {

return CityHashState(

CombineContiguousImpl(hash\_state.state\_, first, size,

std::integral\_constant<int, sizeof(size\_t)>{}));

}

using CityHashState::HashStateBase::combine\_contiguous;

// CityHashState::hash()

//

// For performance reasons in non-opt mode, we specialize this for

// integral types.

// Otherwise we would be instantiating and calling dozens of functions for

// something that is just one multiplication and a couple xor's.

// The result should be the same as running the whole algorithm, but faster.

template <typename T, absl::enable\_if\_t<IntegralFastPath<T>::value, int> = 0>

static size\_t hash(T value) {

return static\_cast<size\_t>(Mix(Seed(), static\_cast<uint64\_t>(value)));

}

// Overload of CityHashState::hash()

template <typename T, absl::enable\_if\_t<!IntegralFastPath<T>::value, int> = 0>

static size\_t hash(const T& value) {

return static\_cast<size\_t>(combine(CityHashState{}, value).state\_);

}

private:

// Invoked only once for a given argument; that plus the fact that this is

// move-only ensures that there is only one non-moved-from object.

CityHashState() : state\_(Seed()) {}

// Workaround for MSVC bug.

// We make the type copyable to fix the calling convention, even though we

// never actually copy it. Keep it private to not affect the public API of the

// type.

CityHashState(const CityHashState&) = default;

explicit CityHashState(uint64\_t state) : state\_(state) {}

// Implementation of the base case for combine\_contiguous where we actually

// mix the bytes into the state.

// Dispatch to different implementations of the combine\_contiguous depending

// on the value of `sizeof(size\_t)`.

static uint64\_t CombineContiguousImpl(uint64\_t state,

const unsigned char\* first, size\_t len,

std::integral\_constant<int, 4>

/\* sizeof\_size\_t \*/);

static uint64\_t CombineContiguousImpl(uint64\_t state,

const unsigned char\* first, size\_t len,

std::integral\_constant<int, 8>

/\* sizeof\_size\_t\*/);

// Slow dispatch path for calls to CombineContiguousImpl with a size argument

// larger than PiecewiseChunkSize(). Has the same effect as calling

// CombineContiguousImpl() repeatedly with the chunk stride size.

static uint64\_t CombineLargeContiguousImpl32(uint64\_t state,

const unsigned char\* first,

size\_t len);

static uint64\_t CombineLargeContiguousImpl64(uint64\_t state,

const unsigned char\* first,

size\_t len);

// Reads 9 to 16 bytes from p.

// The first 8 bytes are in .first, the rest (zero padded) bytes are in

// .second.

static std::pair<uint64\_t, uint64\_t> Read9To16(const unsigned char\* p,

size\_t len) {

uint64\_t high = little\_endian::Load64(p + len - 8);

return {little\_endian::Load64(p), high >> (128 - len \* 8)};

}

// Reads 4 to 8 bytes from p. Zero pads to fill uint64\_t.

static uint64\_t Read4To8(const unsigned char\* p, size\_t len) {

return (static\_cast<uint64\_t>(little\_endian::Load32(p + len - 4))

<< (len - 4) \* 8) |

little\_endian::Load32(p);

}

// Reads 1 to 3 bytes from p. Zero pads to fill uint32\_t.

static uint32\_t Read1To3(const unsigned char\* p, size\_t len) {

return static\_cast<uint32\_t>((p[0]) | //

(p[len / 2] << (len / 2 \* 8)) | //

(p[len - 1] << ((len - 1) \* 8)));

}

ABSL\_ATTRIBUTE\_ALWAYS\_INLINE static uint64\_t Mix(uint64\_t state, uint64\_t v) {

using MultType =

absl::conditional\_t<sizeof(size\_t) == 4, uint64\_t, uint128>;

// We do the addition in 64-bit space to make sure the 128-bit

// multiplication is fast. If we were to do it as MultType the compiler has

// to assume that the high word is non-zero and needs to perform 2

// multiplications instead of one.

MultType m = state + v;

m \*= kMul;

return static\_cast<uint64\_t>(m ^ (m >> (sizeof(m) \* 8 / 2)));

}

// Seed()

//

// A non-deterministic seed.

//

// The current purpose of this seed is to generate non-deterministic results

// and prevent having users depend on the particular hash values.

// It is not meant as a security feature right now, but it leaves the door

// open to upgrade it to a true per-process random seed. A true random seed

// costs more and we don't need to pay for that right now.

//

// On platforms with ASLR, we take advantage of it to make a per-process

// random value.

// See https://en.wikipedia.org/wiki/Address\_space\_layout\_randomization

//

// On other platforms this is still going to be non-deterministic but most

// probably per-build and not per-process.

ABSL\_ATTRIBUTE\_ALWAYS\_INLINE static uint64\_t Seed() {

return static\_cast<uint64\_t>(reinterpret\_cast<uintptr\_t>(kSeed));

}

static const void\* const kSeed;

uint64\_t state\_;

};

// CityHashState::CombineContiguousImpl()

inline uint64\_t CityHashState::CombineContiguousImpl(

uint64\_t state, const unsigned char\* first, size\_t len,

std::integral\_constant<int, 4> /\* sizeof\_size\_t \*/) {

// For large values we use CityHash, for small ones we just use a

// multiplicative hash.

uint64\_t v;

if (len > 8) {

if (ABSL\_PREDICT\_FALSE(len > PiecewiseChunkSize())) {

return CombineLargeContiguousImpl32(state, first, len);

}

v = absl::hash\_internal::CityHash32(reinterpret\_cast<const char\*>(first), len);

} else if (len >= 4) {

v = Read4To8(first, len);

} else if (len > 0) {

v = Read1To3(first, len);

} else {

// Empty ranges have no effect.

return state;

}

return Mix(state, v);

}

// Overload of CityHashState::CombineContiguousImpl()

inline uint64\_t CityHashState::CombineContiguousImpl(

uint64\_t state, const unsigned char\* first, size\_t len,

std::integral\_constant<int, 8> /\* sizeof\_size\_t \*/) {

// For large values we use CityHash, for small ones we just use a

// multiplicative hash.

uint64\_t v;

if (len > 16) {

if (ABSL\_PREDICT\_FALSE(len > PiecewiseChunkSize())) {

return CombineLargeContiguousImpl64(state, first, len);

}

v = absl::hash\_internal::CityHash64(reinterpret\_cast<const char\*>(first), len);

} else if (len > 8) {

auto p = Read9To16(first, len);

state = Mix(state, p.first);

v = p.second;

} else if (len >= 4) {

v = Read4To8(first, len);

} else if (len > 0) {

v = Read1To3(first, len);

} else {

// Empty ranges have no effect.

return state;

}

return Mix(state, v);

}

struct AggregateBarrier {};

// HashImpl

// Add a private base class to make sure this type is not an aggregate.

// Aggregates can be aggregate initialized even if the default constructor is

// deleted.

struct PoisonedHash : private AggregateBarrier {

PoisonedHash() = delete;

PoisonedHash(const PoisonedHash&) = delete;

PoisonedHash& operator=(const PoisonedHash&) = delete;

};

template <typename T>

struct HashImpl {

size\_t operator()(const T& value) const { return CityHashState::hash(value); }

};

template <typename T>

struct Hash

: absl::conditional\_t<is\_hashable<T>::value, HashImpl<T>, PoisonedHash> {};

template <typename H>

template <typename T, typename... Ts>

H HashStateBase<H>::combine(H state, const T& value, const Ts&... values) {

return H::combine(hash\_internal::HashSelect::template Apply<T>::Invoke(

std::move(state), value),

values...);

}

// HashStateBase::combine\_contiguous()

template <typename H>

template <typename T>

H HashStateBase<H>::combine\_contiguous(H state, const T\* data, size\_t size) {

return hash\_internal::hash\_range\_or\_bytes(std::move(state), data, size);

}

// HashStateBase::PiecewiseCombiner::add\_buffer()

template <typename H>

H PiecewiseCombiner::add\_buffer(H state, const unsigned char\* data,

size\_t size) {

if (position\_ + size < PiecewiseChunkSize()) {

// This partial chunk does not fill our existing buffer

memcpy(buf\_ + position\_, data, size);

position\_ += size;

return state;

}

// Complete the buffer and hash it

const size\_t bytes\_needed = PiecewiseChunkSize() - position\_;

memcpy(buf\_ + position\_, data, bytes\_needed);

state = H::combine\_contiguous(std::move(state), buf\_, PiecewiseChunkSize());

data += bytes\_needed;

size -= bytes\_needed;

// Hash whatever chunks we can without copying

while (size >= PiecewiseChunkSize()) {

state = H::combine\_contiguous(std::move(state), data, PiecewiseChunkSize());

data += PiecewiseChunkSize();

size -= PiecewiseChunkSize();

}

// Fill the buffer with the remainder

memcpy(buf\_, data, size);

position\_ = size;

return state;

}

// HashStateBase::PiecewiseCombiner::finalize()

template <typename H>

H PiecewiseCombiner::finalize(H state) {

// Hash the remainder left in the buffer, which may be empty

return H::combine\_contiguous(std::move(state), buf\_, position\_);

}

} // namespace hash\_internal

## Discussion on CombineContiguous implementation

CombineContiguous implementation is defined in absl/hash/internal/hash.cc.

The contents of [absl/hash/internal/hash.cc](https://github.com/abseil/abseil-cpp/blob/20200225.2/absl/hash/internal/hash.cc) is shown below

#include "absl/hash/internal/hash.h"

namespace absl {

ABSL\_NAMESPACE\_BEGIN

namespace hash\_internal {

uint64\_t CityHashState::CombineLargeContiguousImpl32(uint64\_t state,

const unsigned char\* first,

size\_t len) {

while (len >= PiecewiseChunkSize()) {

state =

Mix(state, absl::hash\_internal::CityHash32(reinterpret\_cast<const char\*>(first),

PiecewiseChunkSize()));

len -= PiecewiseChunkSize();

first += PiecewiseChunkSize();

}

// Handle the remainder.

return CombineContiguousImpl(state, first, len,

std::integral\_constant<int, 4>{});

}

uint64\_t CityHashState::CombineLargeContiguousImpl64(uint64\_t state,

const unsigned char\* first,

size\_t len) {

while (len >= PiecewiseChunkSize()) {

state =

Mix(state, absl::hash\_internal::CityHash64(reinterpret\_cast<const char\*>(first),

PiecewiseChunkSize()));

len -= PiecewiseChunkSize();

first += PiecewiseChunkSize();

}

// Handle the remainder.

return CombineContiguousImpl(state, first, len,

std::integral\_constant<int, 8>{});

}

ABSL\_CONST\_INIT const void\* const CityHashState::kSeed = &kSeed;

} // namespace hash\_internal

ABSL\_NAMESPACE\_END

} // namespace absl

# Tensorflow Internal structures, containers and interfaces

## Internal Data Structures and Synchronization Primitives

The internal data structures which we will look into in this section are gtl::FlatMap and gtl::FlatSet

### Internal helper structs FlatMap::Bucket and FlatSet::Bucket

Both gtl::FlatMap and gtl::FlatSet declare and define their own nested container Bucket storing a single element of the corresponding structure. Both FlatMap::Bucket and FlatSet::Bucket are referenced in common internal container gtl::internal::FlatRep which is discussed in the next parapgraph. As we need to be familiar with both FlatMap::Bucket and FlatSet::Bucket before we move to gtl::internal::FlatRep, gtl::FlatMap and ftl::FlatSet we start our journey in the Tensorflow’s internal structures with FlatMap::Bucket and FlatSet::Bucket.

The first thing to notice is that the type of the key and the type of the value are template parameters of the enclosing class gtl::FlatMap, and that the arrays which hold the markers, keys and values are of size 8 which is defined in the constexpr FlatRep::kWidth initializer. The internal storage of Bucket is a struct member wrapped in a union which facilities lazy on-first-access construction. As the comment below points the Bucket stores kWidth triplets <maker, key, value> and provides simple interface for manipulating those. Bucket::InitVal(uint32 i, V&& v) initializes the Value in i-th position by using perfect forwarding. Bucket::CopyFrom(uint32 i, Bucket\* src, uint32 src\_index) copies the element on the src\_index position of the internal storage array of the specified Bucket instance (which has FlatRep::kWidth elements) to the element on the i-th position in the current Bucket instance using placement new expression. Similarly Bucket::MoveFrom(uint32 i, Bucket\* src, uint32 src\_index) moves the element on the src\_index position in the Bucket instance *src* to the element in the i-th position of the current Bucket instance. The marker has to be >= 2 because the values 0 and 1 are reserved for empty and deleted elements as the private gtl::FlatRep anonymous enum indicates

enum { kEmpty = 0, kDeleted = 1 }; // Special markers for an entry.

The class gtl::FlatSet::Bucket is organized similarly to gtl::FlatMap::Bucket except that it is tailored to represent a set instead of a map which means the Value from the triplet <marker, key, value> is missing which now it becomes the tuple <marker, key>.

Code Snippet: FlatMap::Bucket

template <typename Key, typename Val, class Hash = hash<Key>,

class Eq = std::equal\_to<Key>>

class FlatMap {

. . .

// Bucket stores kWidth <marker, key, value> triples.

// The data is organized as three parallel arrays to reduce padding.

struct Bucket {

uint8 marker[Rep::kWidth];

// Wrap keys and values in union to control construction and destruction.

union Storage {

struct {

Key key[Rep::kWidth];

Val val[Rep::kWidth];

};

Storage() {}

~Storage() {}

} storage;

Key& key(uint32 i) {

DCHECK\_GE(marker[i], 2);

return storage.key[i];

}

Val& val(uint32 i) {

DCHECK\_GE(marker[i], 2);

return storage.val[i];

}

template <typename V>

void InitVal(uint32 i, V&& v) {

new (&storage.val[i]) Val(std::forward<V>(v));

}

void Destroy(uint32 i) {

storage.key[i].Key::~Key();

storage.val[i].Val::~Val();

}

void MoveFrom(uint32 i, Bucket\* src, uint32 src\_index) {

new (&storage.key[i]) Key(std::move(src->storage.key[src\_index]));

new (&storage.val[i]) Val(std::move(src->storage.val[src\_index]));

}

void CopyFrom(uint32 i, Bucket\* src, uint32 src\_index) {

new (&storage.key[i]) Key(src->storage.key[src\_index]);

new (&storage.val[i]) Val(src->storage.val[src\_index]);

}

}; // nested struct FlatMap::Bucket declaration

. . .

}; // class FlatMap declaration

Code Snippet: FlatSet::Bucket

template <typename Key, class Hash = hash<Key>, class Eq = std::equal\_to<Key>>

class FlatSet {

. . .

// Bucket stores kWidth <marker, key> tuples.

// The data is organized as three parallel arrays to reduce padding.

struct Bucket {

uint8 marker[Rep::kWidth];

// Wrap keys in union to control construction and destruction.

union Storage {

Key key[Rep::kWidth];

Storage() {}

~Storage() {}

} storage;

Key& key(uint32 i) {

DCHECK\_GE(marker[i], 2);

return storage.key[i];

}

void Destroy(uint32 i) { storage.key[i].Key::~Key(); }

void MoveFrom(uint32 i, Bucket\* src, uint32 src\_index) {

new (&storage.key[i]) Key(std::move(src->storage.key[src\_index]));

}

void CopyFrom(uint32 i, Bucket\* src, uint32 src\_index) {

new (&storage.key[i]) Key(src->storage.key[src\_index]);

}

}; // nested struct FlatSet::Bucket declaration

. . .

}; // class FlatSet declaration

### Class gtl::internal::FlatRep - the internal representation for FlatMap and FlatSet

FlatRep is an internal representation container introduced in FlatMap and FlatSet by the using declaration

using Rep = internal::FlatRep<Key, Bucket, Hash, Eq>;

it is declared in [tensorflow/core/lib/gtl/flatrep.h](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/lib/gtl/flatrep.h). In order to understand FlatMap and FlatSet we will go over FlatRep first. The three template type parameters of class FlatRep are Key, Bucket, Hash, and Eq. Their usage will become clear as we go through the code. FlatRep is the internal representation of FlatSet and FlatMap which is a flat array of entries split into Buckets. FlatMap passes a Bucket which contains Key and Value entries while FlatSet passes a Bucket which contains Key only.

First we will look at the member void FlatRep::Init(size\_t N) shown on the snippet below. The code below initializes the required number of Bucket instances on the heap which will accommodate N elements, noting that each Bucket stores kWidth=8 elements. For each of the n new Buckets it sets the marker values to kEmpty indicating an empty element. Here are few interesting members initialized inside FlatRep::Init – FlatRep::lglen\_ is the binary logarithm of the number of Buckets calculated to hold N elements. FlatRep::mask\_ is set to the index of the last Bucket instance: capacity – 1. There are two more factors: FlatRep::grow\_ = capacity \* 0.8 and FlatRep::shrink\_ = grow\_ \* 0.4 which control the growth rate and the shrink rate of the array of Buckets.

void Init(size\_t N) {

// Make enough room for N elements.

size\_t lg = 0; // Smallest table is just one bucket.

while (N >= 0.8 \* ((1 << lg) \* kWidth)) {

lg++;

}

const size\_t n = (1 << lg);

Bucket\* array = new Bucket[n];

for (size\_t i = 0; i < n; i++) {

Bucket\* b = &array[i];

memset(b->marker, kEmpty, kWidth);

}

const size\_t capacity = (1 << lg) \* kWidth;

lglen\_ = lg;

mask\_ = capacity - 1;

array\_ = array;

end\_ = array + n;

not\_empty\_ = 0;

deleted\_ = 0;

grow\_ = static\_cast<size\_t>(capacity \* 0.8);

if (lg == 0) {

// Already down to one bucket; no more shrinking.

shrink\_ = 0;

} else {

shrink\_ = static\_cast<size\_t>(grow\_ \* 0.4); // Must be less than 0.5

}

}

There are some interesting methods in the class FlatRep. One of those is SearchResult Find(const Key& k) const. It finds a bucket/index for key k. The process of finding a bucket starts with hashing the key by applying the hashing function FlatRep::hash\_ supplied as constructor parameter with type specified by the given template type. Then we take the lower 8 bits of the result from applying hash\_ and make sure it is at least with value 2 thus avoiding kEmpty and kDeleted marker values. Those modified 8 bits will be stored in the field Bucket::marker to help speed up comparisons. Recall from FlatRep::Init(size\_t) that mask\_ was set to hold capacity – 1 of elements where capacity is given with (1 << lg) \* kWidth. Here lg is the smallest integer such that N < 0.8 \* ((1 << lg) \* kWidth). The value index = (h >> 8) & mask\_ which corresponds to the bits higher than the lower 8 bits hold the bucket number and the element index-in-bucket. The element index-in-bucket is obtained as the lowest 3 bits from the higher 24 bits of the hash by using the equation b = index & (kWidth - 1). And finally the bucket number is obtained by shifting right the lower 3 bits as index >> kBase. If the marker of the obtained Bucket is equal to the marker of the calculated hash and the key of that Bucket is the same as the key specified as an argument then this Bucket is what we are searching for. Otherwise, if the marker of the referenced Bucket is set to kEmpty we return nullptr and the found flag set to false indicating that the search with this key failed. If the Bucket is not empty and the marker or the key does not match we move to the next bucket index by using NextIndex. Note that contrary to the code comment NextIndex does not use [quadratic probing](https://en.wikipedia.org/wiki/Quadratic_probing) but rather use the masked increment formula (index + num\_probes) & mask\_ to obtain the index of the next Bucket candidate.

// Avoid kEmpty and kDeleted markers when computing hash values to

// store in Bucket::marker[].

static uint32 Marker(uint32 hb) { return hb + (hb < 2 ? 2 : 0); }

// Hash value is partitioned as follows:

// 1. Bottom 8 bits are stored in bucket to help speed up comparisons.

// 2. Next 3 bits give index inside bucket.

// 3. Remaining bits give bucket number.

// Find bucket/index for key k.

SearchResult Find(const Key& k) const {

size\_t h = hash\_(k);

const uint32 marker = Marker(h & 0xff);

size\_t index = (h >> 8) & mask\_; // Holds bucket num and index-in-bucket

uint32 num\_probes = 1; // Needed for quadratic probing

while (true) {

uint32 bi = index & (kWidth - 1);

Bucket\* b = &array\_[index >> kBase];

const uint32 x = b->marker[bi];

if (x == marker && equal\_(b->key(bi), k)) {

return {true, b, bi};

} else if (x == kEmpty) {

return {false, nullptr, 0};

}

index = NextIndex(index, num\_probes);

num\_probes++;

}

}

The next interesting method SearchResult FindOrInsert(KeyType&& k) is shown below.

First notice the templetized key type and the rvalue reference for the corresponding argument which facilitate perfect forwarding i.e. lvalue references of the key are forwarded as lvalue references and rvalue references are forwarded as rvalue references. In the first lines of this method the hash value , the bucket number and the index-in-bucket are obtained in a similar fashion as in SearchResult Find(const Key& k) const. Next we start probing in a loop for Bucket with matching marker and key and if one is found we return immediately that instance. If a Bucket instance is found with in-bucket-index marker set to kDeleted we store a reference to it and its number and continue probing. If the next probed Bucket and in-bucket-index render marker set to kEmpty then we move the given key to the Key field of the last kDeleted element found from the previous probing iteration. If there is not kDeleted element found in a previous iteration then mark the current element as not empty, transfer the given Key to it and return it with the found flag set to false.

// Find bucket/index for key k, creating a new one if necessary.

//

// KeyType is a template parameter so that k's type is deduced and it

// becomes a universal reference which allows the key initialization

// below to use an rvalue constructor if available.

template <typename KeyType>

SearchResult FindOrInsert(KeyType&& k) {

size\_t h = hash\_(k);

const uint32 marker = Marker(h & 0xff);

size\_t index = (h >> 8) & mask\_; // Holds bucket num and index-in-bucket

uint32 num\_probes = 1; // Needed for quadratic probing

Bucket\* del = nullptr; // First encountered deletion for kInsert

uint32 di = 0;

while (true) {

uint32 bi = index & (kWidth - 1);

Bucket\* b = &array\_[index >> kBase];

const uint32 x = b->marker[bi];

if (x == marker && equal\_(b->key(bi), k)) {

return {true, b, bi};

} else if (!del && x == kDeleted) {

// Remember deleted index to use for insertion.

del = b;

di = bi;

} else if (x == kEmpty) {

if (del) {

// Store in the first deleted slot we encountered

b = del;

bi = di;

deleted\_--; // not\_empty\_ does not change

} else {

not\_empty\_++;

}

b->marker[bi] = marker;

new (&b->key(bi)) Key(std::forward<KeyType>(k));

return {false, b, bi};

}

index = NextIndex(index, num\_probes);

num\_probes++;

}

}

An interesting set of FlatRep methods which need mention are CopyEntries and FreshInsert shown below. FreshInsert creates an entry for the key corresponding to an element index src\_index in Bucket \*src. So this is a helper method for populating empty hashtable. Uses the templatized Copier instance to perform the copy of the source Bucket instance into the found empty Bucket.

Code Snippet: CopyEntries and FreshInsert

template <typename Copier>

void CopyEntries(Bucket\* start, Bucket\* end, Copier copier) {

for (Bucket\* b = start; b != end; b++) {

for (uint32 i = 0; i < kWidth; i++) {

if (b->marker[i] >= 2) {

FreshInsert(b, i, copier);

}

}

}

}

// Create an entry for the key numbered src\_index in \*src and return

// its bucket/index. Used for insertion into a fresh table. We

// assume that there are no deletions, and k does not already exist

// in the table.

template <typename Copier>

void FreshInsert(Bucket\* src, uint32 src\_index, Copier copier) {

size\_t h = hash\_(src->key(src\_index));

const uint32 marker = Marker(h & 0xff);

size\_t index = (h >> 8) & mask\_; // Holds bucket num and index-in-bucket

uint32 num\_probes = 1; // Needed for quadratic probing

while (true) {

uint32 bi = index & (kWidth - 1);

Bucket\* b = &array\_[index >> kBase];

const uint32 x = b->marker[bi];

if (x == 0) {

b->marker[bi] = marker;

not\_empty\_++;

copier(b, bi, src, src\_index);

return;

}

index = NextIndex(index, num\_probes);

num\_probes++;

}

}

Another set of related FlatRep methods are clear\_no\_resize(), CopyEntries(), MoveEntry(), Resize(), MaybeResize(), Prefetch(), Erase(), clear(). clear\_no\_resize() traverses the internal FlatRep array of Bucket instances. If the marker of the current Bucket instance is different than kEmpty and kDeleted it invokes the destructor of the Key instance referenced by corresponding index-in-bucket and sets the corresponding marker to kEmpty. CopyEntries() copies all entries from specified starting Bucket instance until the specified ending Bucket instance where the supplied copier is applied only to those entries which are marked neither as kEmpty nor as kDeleted. MoveEntry() moves the entry specified with the in-bucket-index srci from the source Bucket src to the destination entry given with its in-bucket-index dsti for the specified destination Bucket dst. Resize(N) preserves the old beginning and old end of the internal array of Bucket instances , then it invokes Init(N) for the new number N of entries, then it invokes CopyEntries for all elements of the old array, and finally it destroys all entries of the old array. Note that no actual copy of the old entries to the newly allocated array of Buckets takes place. The reason why is that the copier instance MoveEntry supplied to CopyEntries() actually uses the move semantics (see Bucket::MoveFrom() discussed previously) followed by Bucket::Destroy() which invokes the destructor of the specified with in-bucket-index Key entry. The final thing which CopyEntries() does is to set the marker of the specified in-bucket entry to kDeleted.

struct MoveEntry {

inline void operator()(Bucket\* dst, uint32 dsti, Bucket\* src, uint32 srci) {

dst->MoveFrom(dsti, src, srci);

src->Destroy(srci);

src->marker[srci] = kDeleted;

}

};

MaybeResize() first checks if the member FlatRep::not\_empty\_ is smaller than FlatRep::grow\_ and if it is it returns immediately since the resize threshold has not been reached. Next there is a check for FlatRep::grow\_ is equal to 0 which is a special value set by Erase() causing a shrink on next insert. The shrink will happen only if the current entry count given with not\_empty\_ - deleted\_ is larger or equal to the value of FlatRep::shrink\_ and if not\_empty\_ is larger or equal to bucket\_count() \* 0.8. Otherwise Resize(not\_empty\_ - deleted\_+1) is executed.

Code Snippet: Portion of MaybeResize()

if (grow\_ == 0) {

// Special value set by erase to cause shrink on next insert.

if (size() >= shrink\_) {

// Not small enough to shrink.

grow\_ = static\_cast<size\_t>(bucket\_count() \* 0.8);

if (not\_empty\_ < grow\_) return;

}

}

Resize(size() + 1);

}

The method Prefetch(const Key& k) issues \_\_builtin\_prefetch() for the entry marker and key for the specified Key k. \_\_builtin\_prefetch(x,T0) issues the x86 [PREFETCH](https://c9x.me/x86/html/file_module_x86_id_252.html) machine instruction which leads to an entire 64 byte cache line to be read *into all levels* of cache hierarchy.

void Prefetch(const Key& k) const {

size\_t h = hash\_(k);

size\_t index = (h >> 8) & mask\_; // Holds bucket num and index-in-bucket

uint32 bi = index & (kWidth - 1);

Bucket\* b = &array\_[index >> kBase];

port::prefetch<port::PREFETCH\_HINT\_T0>(&b->marker[bi]);

port::prefetch<port::PREFETCH\_HINT\_T0>(&b->storage.key[bi]);

}

The method Erase() destroys the entry specified by the supplied in-bucket-index i and sets the corresponding marker to kDeleted. It increase the count of FlatRep::deleted\_ and sets FlatRep::grow\_ to 0 which would trigger shrink on a new insert.

void Erase(Bucket\* b, uint32 i) {

b->Destroy(i);

b->marker[i] = kDeleted;

deleted\_++;

grow\_ = 0; // Consider shrinking on next insert

}

Code Snippet: The entire code of class FlatRep

// Internal representation for FlatMap and FlatSet.

//

// The representation is an open-addressed hash table. Conceptually,

// the representation is a flat array of entries. However, we

// structure it as an array of buckets where each bucket holds

// kWidth entries along with metadata for the kWidth entries. The

// metadata marker is

//

// (a) kEmpty: the entry is empty

// (b) kDeleted: the entry has been deleted

// (c) other: the entry is occupied and has low-8 bits of its hash.

// These hash bits can be used to avoid potentially expensive

// key comparisons.

//

// FlatMap passes in a bucket that contains keys and values, FlatSet

// passes in a bucket that does not contain values.

template <typename Key, typename Bucket, class Hash, class Eq>

class FlatRep {

public:

// kWidth is the number of entries stored in a bucket.

static constexpr uint32 kBase = 3;

static constexpr uint32 kWidth = (1 << kBase);

FlatRep(size\_t N, const Hash& hf, const Eq& eq) : hash\_(hf), equal\_(eq) {

Init(N);

}

FlatRep(const FlatRep& src) : hash\_(src.hash\_), equal\_(src.equal\_) {

Init(src.size());

CopyEntries(src.array\_, src.end\_, CopyEntry());

}

FlatRep(FlatRep&& src)

// Copy rather than move src.hash\_ and src.equal\_. This is necessary to

// leave src in a valid state -- otherwise e.g. if hash\_ is an

// std::function, moving it would null it out.

: hash\_(src.hash\_), equal\_(src.equal\_) {

// TODO(jlebar): Init(1) still allocates some memory, so this isn't as cheap

// as it could be. The fundamental problem is that we need to leave src in

// a valid state, and FlatRep \*always\* owns a nonzero amount of memory.

Init(1);

swap(src);

}

~FlatRep() {

clear\_no\_resize();

delete[] array\_;

}

// Simple accessors.

size\_t size() const { return not\_empty\_ - deleted\_; }

size\_t bucket\_count() const { return mask\_ + 1; }

Bucket\* start() const { return array\_; }

Bucket\* limit() const { return end\_; }

const Hash& hash\_function() const { return hash\_; }

const Eq& key\_eq() const { return equal\_; }

// Overwrite contents of \*this with contents of src.

void CopyFrom(const FlatRep& src) {

if (this != &src) {

clear\_no\_resize();

delete[] array\_;

Init(src.size());

CopyEntries(src.array\_, src.end\_, CopyEntry());

}

}

void MoveFrom(FlatRep&& src) {

if (this != &src) {

swap(src);

}

}

void clear\_no\_resize() {

for (Bucket\* b = array\_; b != end\_; b++) {

for (uint32 i = 0; i < kWidth; i++) {

if (b->marker[i] >= 2) {

b->Destroy(i);

b->marker[i] = kEmpty;

}

}

}

not\_empty\_ = 0;

deleted\_ = 0;

}

void clear() {

clear\_no\_resize();

grow\_ = 0; // Consider shrinking in MaybeResize()

MaybeResize();

}

void swap(FlatRep& x) {

using std::swap;

swap(array\_, x.array\_);

swap(end\_, x.end\_);

swap(lglen\_, x.lglen\_);

swap(mask\_, x.mask\_);

swap(not\_empty\_, x.not\_empty\_);

swap(deleted\_, x.deleted\_);

swap(grow\_, x.grow\_);

swap(shrink\_, x.shrink\_);

}

struct SearchResult {

bool found;

Bucket\* b;

uint32 index;

};

// Hash value is partitioned as follows:

// 1. Bottom 8 bits are stored in bucket to help speed up comparisons.

// 2. Next 3 bits give index inside bucket.

// 3. Remaining bits give bucket number.

// Find bucket/index for key k.

SearchResult Find(const Key& k) const {

size\_t h = hash\_(k);

const uint32 marker = Marker(h & 0xff);

size\_t index = (h >> 8) & mask\_; // Holds bucket num and index-in-bucket

uint32 num\_probes = 1; // Needed for quadratic probing

while (true) {

uint32 bi = index & (kWidth - 1);

Bucket\* b = &array\_[index >> kBase];

const uint32 x = b->marker[bi];

if (x == marker && equal\_(b->key(bi), k)) {

return {true, b, bi};

} else if (x == kEmpty) {

return {false, nullptr, 0};

}

index = NextIndex(index, num\_probes);

num\_probes++;

}

}

// Find bucket/index for key k, creating a new one if necessary.

//

// KeyType is a template parameter so that k's type is deduced and it

// becomes a universal reference which allows the key initialization

// below to use an rvalue constructor if available.

template <typename KeyType>

SearchResult FindOrInsert(KeyType&& k) {

size\_t h = hash\_(k);

const uint32 marker = Marker(h & 0xff);

size\_t index = (h >> 8) & mask\_; // Holds bucket num and index-in-bucket

uint32 num\_probes = 1; // Needed for quadratic probing

Bucket\* del = nullptr; // First encountered deletion for kInsert

uint32 di = 0;

while (true) {

uint32 bi = index & (kWidth - 1);

Bucket\* b = &array\_[index >> kBase];

const uint32 x = b->marker[bi];

if (x == marker && equal\_(b->key(bi), k)) {

return {true, b, bi};

} else if (!del && x == kDeleted) {

// Remember deleted index to use for insertion.

del = b;

di = bi;

} else if (x == kEmpty) {

if (del) {

// Store in the first deleted slot we encountered

b = del;

bi = di;

deleted\_--; // not\_empty\_ does not change

} else {

not\_empty\_++;

}

b->marker[bi] = marker;

new (&b->key(bi)) Key(std::forward<KeyType>(k));

return {false, b, bi};

}

index = NextIndex(index, num\_probes);

num\_probes++;

}

}

void Erase(Bucket\* b, uint32 i) {

b->Destroy(i);

b->marker[i] = kDeleted;

deleted\_++;

grow\_ = 0; // Consider shrinking on next insert

}

void Prefetch(const Key& k) const {

size\_t h = hash\_(k);

size\_t index = (h >> 8) & mask\_; // Holds bucket num and index-in-bucket

uint32 bi = index & (kWidth - 1);

Bucket\* b = &array\_[index >> kBase];

port::prefetch<port::PREFETCH\_HINT\_T0>(&b->marker[bi]);

port::prefetch<port::PREFETCH\_HINT\_T0>(&b->storage.key[bi]);

}

inline void MaybeResize() {

if (not\_empty\_ < grow\_) {

return; // Nothing to do

}

if (grow\_ == 0) {

// Special value set by erase to cause shrink on next insert.

if (size() >= shrink\_) {

// Not small enough to shrink.

grow\_ = static\_cast<size\_t>(bucket\_count() \* 0.8);

if (not\_empty\_ < grow\_) return;

}

}

Resize(size() + 1);

}

void Resize(size\_t N) {

Bucket\* old = array\_;

Bucket\* old\_end = end\_;

Init(N);

CopyEntries(old, old\_end, MoveEntry());

delete[] old;

}

private:

enum { kEmpty = 0, kDeleted = 1 }; // Special markers for an entry.

Hash hash\_; // User-supplied hasher

Eq equal\_; // User-supplied comparator

uint8 lglen\_; // lg(#buckets)

Bucket\* array\_; // array of length (1 << lglen\_)

Bucket\* end\_; // Points just past last bucket in array\_

size\_t mask\_; // (# of entries in table) - 1

size\_t not\_empty\_; // Count of entries with marker != kEmpty

size\_t deleted\_; // Count of entries with marker == kDeleted

size\_t grow\_; // Grow array when not\_empty\_ >= grow\_

size\_t shrink\_; // Shrink array when size() < shrink\_

// Avoid kEmpty and kDeleted markers when computing hash values to

// store in Bucket::marker[].

static uint32 Marker(uint32 hb) { return hb + (hb < 2 ? 2 : 0); }

void Init(size\_t N) {

// Make enough room for N elements.

size\_t lg = 0; // Smallest table is just one bucket.

while (N >= 0.8 \* ((1 << lg) \* kWidth)) {

lg++;

}

const size\_t n = (1 << lg);

Bucket\* array = new Bucket[n];

for (size\_t i = 0; i < n; i++) {

Bucket\* b = &array[i];

memset(b->marker, kEmpty, kWidth);

}

const size\_t capacity = (1 << lg) \* kWidth;

lglen\_ = lg;

mask\_ = capacity - 1;

array\_ = array;

end\_ = array + n;

not\_empty\_ = 0;

deleted\_ = 0;

grow\_ = static\_cast<size\_t>(capacity \* 0.8);

if (lg == 0) {

// Already down to one bucket; no more shrinking.

shrink\_ = 0;

} else {

shrink\_ = static\_cast<size\_t>(grow\_ \* 0.4); // Must be less than 0.5

}

}

// Used by FreshInsert when we should copy from source.

struct CopyEntry {

inline void operator()(Bucket\* dst, uint32 dsti, Bucket\* src, uint32 srci) {

dst->CopyFrom(dsti, src, srci);

}

};

// Used by FreshInsert when we should move from source.

struct MoveEntry {

inline void operator()(Bucket\* dst, uint32 dsti, Bucket\* src, uint32 srci) {

dst->MoveFrom(dsti, src, srci);

src->Destroy(srci);

src->marker[srci] = kDeleted;

}

};

template <typename Copier>

void CopyEntries(Bucket\* start, Bucket\* end, Copier copier) {

for (Bucket\* b = start; b != end; b++) {

for (uint32 i = 0; i < kWidth; i++) {

if (b->marker[i] >= 2) {

FreshInsert(b, i, copier);

}

}

}

}

// Create an entry for the key numbered src\_index in \*src and return

// its bucket/index. Used for insertion into a fresh table. We

// assume that there are no deletions, and k does not already exist

// in the table.

template <typename Copier>

void FreshInsert(Bucket\* src, uint32 src\_index, Copier copier) {

size\_t h = hash\_(src->key(src\_index));

const uint32 marker = Marker(h & 0xff);

size\_t index = (h >> 8) & mask\_; // Holds bucket num and index-in-bucket

uint32 num\_probes = 1; // Needed for quadratic probing

while (true) {

uint32 bi = index & (kWidth - 1);

Bucket\* b = &array\_[index >> kBase];

const uint32 x = b->marker[bi];

if (x == 0) {

b->marker[bi] = marker;

not\_empty\_++;

copier(b, bi, src, src\_index);

return;

}

index = NextIndex(index, num\_probes);

num\_probes++;

}

}

inline size\_t NextIndex(size\_t i, uint32 num\_probes) const {

// Quadratic probing.

return (i + num\_probes) & mask\_;

}

};

### Class gtl::FlatMap

gtl::FlatMap is a templetized container class used throughout the tensorflow core functionality. The FlatMap is not implemented like balanced binary search tree but instead it is implemented as a hash table with O(1) insertion, deletion, and search times.

Class gtl::FlatMap is declared in [tensorflow/core/lib/gtl/flatmap.h](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/lib/gtl/flatmap.h) as shown below.

The class gtl::FlatMap declares and defines the following internals in its class declaration:

struct Bucket, struct ValueType, class iterator, class const\_iterator,

// FlatMap<K,V,...> provides a map from K to V.

//

// The map is implemented using an open-addressed hash table. A

// single array holds entire map contents and collisions are resolved

// by probing at a sequence of locations in the array.

template <typename Key, typename Val, class Hash = hash<Key>,

class Eq = std::equal\_to<Key>>

class FlatMap {

private:

// Forward declare some internal types needed in public section.

struct Bucket;

// We cannot use std::pair<> since internal representation stores

// keys and values in separate arrays, so we make a custom struct

// that holds references to the internal key, value elements.

//

// We define the struct as private ValueType, and typedef it as public

// value\_type, to work around a gcc bug when compiling the iterators.

struct ValueType {

typedef Key first\_type;

typedef Val second\_type;

const Key& first;

Val& second;

ValueType(const Key& k, Val& v) : first(k), second(v) {}

};

public:

typedef Key key\_type;

typedef Val mapped\_type;

typedef Hash hasher;

typedef Eq key\_equal;

typedef size\_t size\_type;

typedef ptrdiff\_t difference\_type;

typedef ValueType value\_type;

typedef value\_type\* pointer;

typedef const value\_type\* const\_pointer;

typedef value\_type& reference;

typedef const value\_type& const\_reference;

FlatMap() : FlatMap(1) {}

explicit FlatMap(size\_t N, const Hash& hf = Hash(), const Eq& eq = Eq())

: rep\_(N, hf, eq) {}

FlatMap(const FlatMap& src) : rep\_(src.rep\_) {}

// Move constructor leaves src in a valid but unspecified state (same as

// std::unordered\_map).

FlatMap(FlatMap&& src) : rep\_(std::move(src.rep\_)) {}

template <typename InputIter>

FlatMap(InputIter first, InputIter last, size\_t N = 1,

const Hash& hf = Hash(), const Eq& eq = Eq())

: FlatMap(N, hf, eq) {

insert(first, last);

}

FlatMap(std::initializer\_list<std::pair<const Key, Val>> init, size\_t N = 1,

const Hash& hf = Hash(), const Eq& eq = Eq())

: FlatMap(init.begin(), init.end(), N, hf, eq) {}

FlatMap& operator=(const FlatMap& src) {

rep\_.CopyFrom(src.rep\_);

return \*this;

}

// Move-assignment operator leaves src in a valid but unspecified state (same

// as std::unordered\_map).

FlatMap& operator=(FlatMap&& src) {

rep\_.MoveFrom(std::move(src.rep\_));

return \*this;

}

~FlatMap() {}

void swap(FlatMap& x) { rep\_.swap(x.rep\_); }

void clear\_no\_resize() { rep\_.clear\_no\_resize(); }

void clear() { rep\_.clear(); }

void reserve(size\_t N) { rep\_.Resize(std::max(N, size())); }

void rehash(size\_t N) { rep\_.Resize(std::max(N, size())); }

void resize(size\_t N) { rep\_.Resize(std::max(N, size())); }

size\_t size() const { return rep\_.size(); }

bool empty() const { return size() == 0; }

size\_t bucket\_count() const { return rep\_.bucket\_count(); }

hasher hash\_function() const { return rep\_.hash\_function(); }

key\_equal key\_eq() const { return rep\_.key\_eq(); }

class iterator {

public:

typedef typename FlatMap::difference\_type difference\_type;

typedef typename FlatMap::value\_type value\_type;

typedef typename FlatMap::pointer pointer;

typedef typename FlatMap::reference reference;

typedef ::std::forward\_iterator\_tag iterator\_category;

iterator() : b\_(nullptr), end\_(nullptr), i\_(0) {}

// Make iterator pointing at first element at or after b.

iterator(Bucket\* b, Bucket\* end) : b\_(b), end\_(end), i\_(0) { SkipUnused(); }

// Make iterator pointing exactly at ith element in b, which must exist.

iterator(Bucket\* b, Bucket\* end, uint32 i) : b\_(b), end\_(end), i\_(i) {

FillValue();

}

reference operator\*() { return \*val(); }

pointer operator->() { return val(); }

bool operator==(const iterator& x) const {

return b\_ == x.b\_ && i\_ == x.i\_;

}

bool operator!=(const iterator& x) const { return !(\*this == x); }

iterator& operator++() {

DCHECK(b\_ != end\_);

i\_++;

SkipUnused();

return \*this;

}

iterator operator++(int /\*indicates postfix\*/) {

iterator tmp(\*this);

++\*this;

return tmp;

}

private:

friend class FlatMap;

Bucket\* b\_;

Bucket\* end\_;

char space\_ alignas(value\_type)[sizeof(value\_type)];

uint32 i\_;

pointer val() { return reinterpret\_cast<pointer>(space\_); }

void FillValue() { new (space\_) value\_type(b\_->key(i\_), b\_->val(i\_)); }

void SkipUnused() {

while (b\_ < end\_) {

if (i\_ >= Rep::kWidth) {

i\_ = 0;

b\_++;

} else if (b\_->marker[i\_] < 2) {

i\_++;

} else {

FillValue();

break;

}

}

}

};

class const\_iterator {

private:

mutable iterator rep\_; // Share state and logic with non-const iterator.

public:

typedef typename FlatMap::difference\_type difference\_type;

typedef typename FlatMap::value\_type value\_type;

typedef typename FlatMap::const\_pointer pointer;

typedef typename FlatMap::const\_reference reference;

typedef ::std::forward\_iterator\_tag iterator\_category;

const\_iterator() : rep\_() {}

const\_iterator(Bucket\* start, Bucket\* end) : rep\_(start, end) {}

const\_iterator(Bucket\* b, Bucket\* end, uint32 i) : rep\_(b, end, i) {}

reference operator\*() const { return \*rep\_.val(); }

pointer operator->() const { return rep\_.val(); }

bool operator==(const const\_iterator& x) const { return rep\_ == x.rep\_; }

bool operator!=(const const\_iterator& x) const { return rep\_ != x.rep\_; }

const\_iterator& operator++() {

++rep\_;

return \*this;

}

const\_iterator operator++(int /\*indicates postfix\*/) {

const\_iterator tmp(\*this);

++\*this;

return tmp;

}

};

iterator begin() { return iterator(rep\_.start(), rep\_.limit()); }

iterator end() { return iterator(rep\_.limit(), rep\_.limit()); }

const\_iterator begin() const {

return const\_iterator(rep\_.start(), rep\_.limit());

}

const\_iterator end() const {

return const\_iterator(rep\_.limit(), rep\_.limit());

}

size\_t count(const Key& k) const { return rep\_.Find(k).found ? 1 : 0; }

iterator find(const Key& k) {

auto r = rep\_.Find(k);

return r.found ? iterator(r.b, rep\_.limit(), r.index) : end();

}

const\_iterator find(const Key& k) const {

auto r = rep\_.Find(k);

return r.found ? const\_iterator(r.b, rep\_.limit(), r.index) : end();

}

Val& at(const Key& k) {

auto r = rep\_.Find(k);

DCHECK(r.found);

return r.b->val(r.index);

}

const Val& at(const Key& k) const {

auto r = rep\_.Find(k);

DCHECK(r.found);

return r.b->val(r.index);

}

template <typename P>

std::pair<iterator, bool> insert(const P& p) {

return Insert(p.first, p.second);

}

std::pair<iterator, bool> insert(const std::pair<const Key, Val>& p) {

return Insert(p.first, p.second);

}

template <typename InputIter>

void insert(InputIter first, InputIter last) {

for (; first != last; ++first) {

insert(\*first);

}

}

Val& operator[](const Key& k) { return IndexOp(k); }

Val& operator[](Key&& k) { return IndexOp(std::forward<Key>(k)); }

template <typename... Args>

std::pair<iterator, bool> emplace(Args&&... args) {

return InsertPair(std::make\_pair(std::forward<Args>(args)...));

}

size\_t erase(const Key& k) {

auto r = rep\_.Find(k);

if (!r.found) return 0;

rep\_.Erase(r.b, r.index);

return 1;

}

iterator erase(iterator pos) {

rep\_.Erase(pos.b\_, pos.i\_);

++pos;

return pos;

}

iterator erase(iterator pos, iterator last) {

for (; pos != last; ++pos) {

rep\_.Erase(pos.b\_, pos.i\_);

}

return pos;

}

std::pair<iterator, iterator> equal\_range(const Key& k) {

auto pos = find(k);

if (pos == end()) {

return std::make\_pair(pos, pos);

} else {

auto next = pos;

++next;

return std::make\_pair(pos, next);

}

}

std::pair<const\_iterator, const\_iterator> equal\_range(const Key& k) const {

auto pos = find(k);

if (pos == end()) {

return std::make\_pair(pos, pos);

} else {

auto next = pos;

++next;

return std::make\_pair(pos, next);

}

}

bool operator==(const FlatMap& x) const {

if (size() != x.size()) return false;

for (auto& p : x) {

auto i = find(p.first);

if (i == end()) return false;

if (i->second != p.second) return false;

}

return true;

}

bool operator!=(const FlatMap& x) const { return !(\*this == x); }

// If key exists in the table, prefetch the associated value. This

// is a hint, and may have no effect.

void prefetch\_value(const Key& key) const { rep\_.Prefetch(key); }

private:

using Rep = internal::FlatRep<Key, Bucket, Hash, Eq>;

// Bucket stores kWidth <marker, key, value> triples.

// The data is organized as three parallel arrays to reduce padding.

struct Bucket {

uint8 marker[Rep::kWidth];

// Wrap keys and values in union to control construction and destruction.

union Storage {

struct {

Key key[Rep::kWidth];

Val val[Rep::kWidth];

};

Storage() {}

~Storage() {}

} storage;

Key& key(uint32 i) {

DCHECK\_GE(marker[i], 2);

return storage.key[i];

}

Val& val(uint32 i) {

DCHECK\_GE(marker[i], 2);

return storage.val[i];

}

template <typename V>

void InitVal(uint32 i, V&& v) {

new (&storage.val[i]) Val(std::forward<V>(v));

}

void Destroy(uint32 i) {

storage.key[i].Key::~Key();

storage.val[i].Val::~Val();

}

void MoveFrom(uint32 i, Bucket\* src, uint32 src\_index) {

new (&storage.key[i]) Key(std::move(src->storage.key[src\_index]));

new (&storage.val[i]) Val(std::move(src->storage.val[src\_index]));

}

void CopyFrom(uint32 i, Bucket\* src, uint32 src\_index) {

new (&storage.key[i]) Key(src->storage.key[src\_index]);

new (&storage.val[i]) Val(src->storage.val[src\_index]);

}

};

template <typename Pair>

std::pair<iterator, bool> InsertPair(Pair&& p) {

return Insert(std::forward<decltype(p.first)>(p.first),

std::forward<decltype(p.second)>(p.second));

}

template <typename K, typename V>

std::pair<iterator, bool> Insert(K&& k, V&& v) {

rep\_.MaybeResize();

auto r = rep\_.FindOrInsert(std::forward<K>(k));

const bool inserted = !r.found;

if (inserted) {

r.b->InitVal(r.index, std::forward<V>(v));

}

return {iterator(r.b, rep\_.limit(), r.index), inserted};

}

template <typename K>

Val& IndexOp(K&& k) {

rep\_.MaybeResize();

auto r = rep\_.FindOrInsert(std::forward<K>(k));

Val\* vptr = &r.b->val(r.index);

if (!r.found) {

new (vptr) Val(); // Initialize value in new slot.

}

return \*vptr;

}

Rep rep\_;

};

### Class gtl::FlatSet

// FlatSet<K,...> provides a set of K.

//

// The map is implemented using an open-addressed hash table. A

// single array holds entire map contents and collisions are resolved

// by probing at a sequence of locations in the array.

template <typename Key, class Hash = hash<Key>, class Eq = std::equal\_to<Key>>

class FlatSet {

private:

// Forward declare some internal types needed in public section.

struct Bucket;

public:

typedef Key key\_type;

typedef Key value\_type;

typedef Hash hasher;

typedef Eq key\_equal;

typedef size\_t size\_type;

typedef ptrdiff\_t difference\_type;

typedef value\_type\* pointer;

typedef const value\_type\* const\_pointer;

typedef value\_type& reference;

typedef const value\_type& const\_reference;

FlatSet() : FlatSet(1) {}

explicit FlatSet(size\_t N, const Hash& hf = Hash(), const Eq& eq = Eq())

: rep\_(N, hf, eq) {}

FlatSet(const FlatSet& src) : rep\_(src.rep\_) {}

// Move constructor leaves src in a valid but unspecified state (same as

// std::unordered\_set).

FlatSet(FlatSet&& src) : rep\_(std::move(src.rep\_)) {}

template <typename InputIter>

FlatSet(InputIter first, InputIter last, size\_t N = 1,

const Hash& hf = Hash(), const Eq& eq = Eq())

: FlatSet(N, hf, eq) {

insert(first, last);

}

FlatSet(std::initializer\_list<value\_type> init, size\_t N = 1,

const Hash& hf = Hash(), const Eq& eq = Eq())

: FlatSet(init.begin(), init.end(), N, hf, eq) {}

FlatSet& operator=(const FlatSet& src) {

rep\_.CopyFrom(src.rep\_);

return \*this;

}

// Move-assignment operator leaves src in a valid but unspecified state (same

// as std::unordered\_set).

FlatSet& operator=(FlatSet&& src) {

rep\_.MoveFrom(std::move(src.rep\_));

return \*this;

}

~FlatSet() {}

void swap(FlatSet& x) { rep\_.swap(x.rep\_); }

void clear\_no\_resize() { rep\_.clear\_no\_resize(); }

void clear() { rep\_.clear(); }

void reserve(size\_t N) { rep\_.Resize(std::max(N, size())); }

void rehash(size\_t N) { rep\_.Resize(std::max(N, size())); }

void resize(size\_t N) { rep\_.Resize(std::max(N, size())); }

size\_t size() const { return rep\_.size(); }

bool empty() const { return size() == 0; }

size\_t bucket\_count() const { return rep\_.bucket\_count(); }

hasher hash\_function() const { return rep\_.hash\_function(); }

key\_equal key\_eq() const { return rep\_.key\_eq(); }

class const\_iterator {

public:

typedef typename FlatSet::difference\_type difference\_type;

typedef typename FlatSet::value\_type value\_type;

typedef typename FlatSet::const\_pointer pointer;

typedef typename FlatSet::const\_reference reference;

typedef ::std::forward\_iterator\_tag iterator\_category;

const\_iterator() : b\_(nullptr), end\_(nullptr), i\_(0) {}

// Make iterator pointing at first element at or after b.

const\_iterator(Bucket\* b, Bucket\* end) : b\_(b), end\_(end), i\_(0) {

SkipUnused();

}

// Make iterator pointing exactly at ith element in b, which must exist.

const\_iterator(Bucket\* b, Bucket\* end, uint32 i)

: b\_(b), end\_(end), i\_(i) {}

reference operator\*() const { return key(); }

pointer operator->() const { return &key(); }

bool operator==(const const\_iterator& x) const {

return b\_ == x.b\_ && i\_ == x.i\_;

}

bool operator!=(const const\_iterator& x) const { return !(\*this == x); }

const\_iterator& operator++() {

DCHECK(b\_ != end\_);

i\_++;

SkipUnused();

return \*this;

}

const\_iterator operator++(int /\*indicates postfix\*/) {

const\_iterator tmp(\*this);

++\*this;

return tmp;

}

private:

friend class FlatSet;

Bucket\* b\_;

Bucket\* end\_;

uint32 i\_;

reference key() const { return b\_->key(i\_); }

void SkipUnused() {

while (b\_ < end\_) {

if (i\_ >= Rep::kWidth) {

i\_ = 0;

b\_++;

} else if (b\_->marker[i\_] < 2) {

i\_++;

} else {

break;

}

}

}

};

typedef const\_iterator iterator;

iterator begin() { return iterator(rep\_.start(), rep\_.limit()); }

iterator end() { return iterator(rep\_.limit(), rep\_.limit()); }

const\_iterator begin() const {

return const\_iterator(rep\_.start(), rep\_.limit());

}

const\_iterator end() const {

return const\_iterator(rep\_.limit(), rep\_.limit());

}

size\_t count(const Key& k) const { return rep\_.Find(k).found ? 1 : 0; }

iterator find(const Key& k) {

auto r = rep\_.Find(k);

return r.found ? iterator(r.b, rep\_.limit(), r.index) : end();

}

const\_iterator find(const Key& k) const {

auto r = rep\_.Find(k);

return r.found ? const\_iterator(r.b, rep\_.limit(), r.index) : end();

}

std::pair<iterator, bool> insert(const Key& k) { return Insert(k); }

std::pair<iterator, bool> insert(Key&& k) { return Insert(std::move(k)); }

template <typename InputIter>

void insert(InputIter first, InputIter last) {

for (; first != last; ++first) {

insert(\*first);

}

}

template <typename... Args>

std::pair<iterator, bool> emplace(Args&&... args) {

rep\_.MaybeResize();

auto r = rep\_.FindOrInsert(std::forward<Args>(args)...);

const bool inserted = !r.found;

return {iterator(r.b, rep\_.limit(), r.index), inserted};

}

size\_t erase(const Key& k) {

auto r = rep\_.Find(k);

if (!r.found) return 0;

rep\_.Erase(r.b, r.index);

return 1;

}

iterator erase(iterator pos) {

rep\_.Erase(pos.b\_, pos.i\_);

++pos;

return pos;

}

iterator erase(iterator pos, iterator last) {

for (; pos != last; ++pos) {

rep\_.Erase(pos.b\_, pos.i\_);

}

return pos;

}

std::pair<iterator, iterator> equal\_range(const Key& k) {

auto pos = find(k);

if (pos == end()) {

return std::make\_pair(pos, pos);

} else {

auto next = pos;

++next;

return std::make\_pair(pos, next);

}

}

std::pair<const\_iterator, const\_iterator> equal\_range(const Key& k) const {

auto pos = find(k);

if (pos == end()) {

return std::make\_pair(pos, pos);

} else {

auto next = pos;

++next;

return std::make\_pair(pos, next);

}

}

bool operator==(const FlatSet& x) const {

if (size() != x.size()) return false;

for (const auto& elem : x) {

auto i = find(elem);

if (i == end()) return false;

}

return true;

}

bool operator!=(const FlatSet& x) const { return !(\*this == x); }

// If key exists in the table, prefetch it. This is a hint, and may

// have no effect.

void prefetch\_value(const Key& key) const { rep\_.Prefetch(key); }

private:

using Rep = internal::FlatRep<Key, Bucket, Hash, Eq>;

// Bucket stores kWidth <marker, key, value> triples.

// The data is organized as three parallel arrays to reduce padding.

struct Bucket {

uint8 marker[Rep::kWidth];

// Wrap keys in union to control construction and destruction.

union Storage {

Key key[Rep::kWidth];

Storage() {}

~Storage() {}

} storage;

Key& key(uint32 i) {

DCHECK\_GE(marker[i], 2);

return storage.key[i];

}

void Destroy(uint32 i) { storage.key[i].Key::~Key(); }

void MoveFrom(uint32 i, Bucket\* src, uint32 src\_index) {

new (&storage.key[i]) Key(std::move(src->storage.key[src\_index]));

}

void CopyFrom(uint32 i, Bucket\* src, uint32 src\_index) {

new (&storage.key[i]) Key(src->storage.key[src\_index]);

}

};

template <typename K>

std::pair<iterator, bool> Insert(K&& k) {

rep\_.MaybeResize();

auto r = rep\_.FindOrInsert(std::forward<K>(k));

const bool inserted = !r.found;

return {iterator(r.b, rep\_.limit(), r.index), inserted};

}

Rep rep\_;

};

### Class CompactPointerSet<T>

// CompactPointerSet<T> is like a std::unordered\_set<T> but is optimized

// for small sets (<= 1 element). T must be a pointer type.

template <typename T>

class CompactPointerSet {

private:

using BigRep = FlatSet<T>;

public:

using value\_type = T;

CompactPointerSet() : rep\_(0) {}

~CompactPointerSet() {

static\_assert(

std::is\_pointer<T>::value,

"CompactPointerSet<T> can only be used with T's that are pointers");

if (isbig()) delete big();

}

CompactPointerSet(const CompactPointerSet& other) : rep\_(0) { \*this = other; }

CompactPointerSet& operator=(const CompactPointerSet& other) {

if (this == &other) return \*this;

if (other.isbig()) {

// big => any

if (!isbig()) MakeBig();

\*big() = \*other.big();

} else if (isbig()) {

// !big => big

big()->clear();

if (other.rep\_ != 0) {

big()->insert(reinterpret\_cast<T>(other.rep\_));

}

} else {

// !big => !big

rep\_ = other.rep\_;

}

return \*this;

}

class iterator {

public:

typedef ssize\_t difference\_type;

typedef T value\_type;

typedef const T\* pointer;

typedef const T& reference;

typedef ::std::forward\_iterator\_tag iterator\_category;

explicit iterator(uintptr\_t rep)

: bigrep\_(false), single\_(reinterpret\_cast<T>(rep)) {}

explicit iterator(typename BigRep::iterator iter)

: bigrep\_(true), single\_(nullptr), iter\_(iter) {}

iterator& operator++() {

if (bigrep\_) {

++iter\_;

} else {

DCHECK(single\_ != nullptr);

single\_ = nullptr;

}

return \*this;

}

// maybe post-increment?

bool operator==(const iterator& other) const {

if (bigrep\_) {

return iter\_ == other.iter\_;

} else {

return single\_ == other.single\_;

}

}

bool operator!=(const iterator& other) const { return !(\*this == other); }

const T& operator\*() const {

if (bigrep\_) {

return \*iter\_;

} else {

DCHECK(single\_ != nullptr);

return single\_;

}

}

private:

friend class CompactPointerSet;

bool bigrep\_;

T single\_;

typename BigRep::iterator iter\_;

};

using const\_iterator = iterator;

bool empty() const { return isbig() ? big()->empty() : (rep\_ == 0); }

size\_t size() const { return isbig() ? big()->size() : (rep\_ == 0 ? 0 : 1); }

void clear() {

if (isbig()) {

delete big();

}

rep\_ = 0;

}

std::pair<iterator, bool> insert(T elem) {

if (!isbig()) {

if (rep\_ == 0) {

uintptr\_t v = reinterpret\_cast<uintptr\_t>(elem);

if (v == 0 || ((v & 0x3) != 0)) {

// Cannot use small representation for nullptr. Fall through.

} else {

rep\_ = v;

return {iterator(v), true};

}

}

MakeBig();

}

auto p = big()->insert(elem);

return {iterator(p.first), p.second};

}

template <typename InputIter>

void insert(InputIter begin, InputIter end) {

for (; begin != end; ++begin) {

insert(\*begin);

}

}

const\_iterator begin() const {

return isbig() ? iterator(big()->begin()) : iterator(rep\_);

}

const\_iterator end() const {

return isbig() ? iterator(big()->end()) : iterator(0);

}

iterator find(T elem) const {

if (rep\_ == reinterpret\_cast<uintptr\_t>(elem)) {

return iterator(rep\_);

} else if (!isbig()) {

return iterator(0);

} else {

return iterator(big()->find(elem));

}

}

size\_t count(T elem) const { return find(elem) != end() ? 1 : 0; }

size\_t erase(T elem) {

if (!isbig()) {

if (rep\_ == reinterpret\_cast<uintptr\_t>(elem)) {

rep\_ = 0;

return 1;

} else {

return 0;

}

} else {

return big()->erase(elem);

}

}

private:

// Size rep\_

// -------------------------------------------------------------------------

// 0 0

// 1 The pointer itself (bottom bits == 00)

// large Pointer to a BigRep (bottom bits == 01)

uintptr\_t rep\_;

bool isbig() const { return (rep\_ & 0x3) == 1; }

BigRep\* big() const {

DCHECK(isbig());

return reinterpret\_cast<BigRep\*>(rep\_ - 1);

}

void MakeBig() {

DCHECK(!isbig());

BigRep\* big = new BigRep;

if (rep\_ != 0) {

big->insert(reinterpret\_cast<T>(rep\_));

}

rep\_ = reinterpret\_cast<uintptr\_t>(big) + 0x1;

}

};

### Class ArraySlice

tensorflow::gtl::ArraySlice is abseil::Span as shown below. Let’s take a look in the abseil::Span design. The header file [absl/types/span.h](https://github.com/dimitarpg13/abseil-cpp/blob/lts_2020_02_25/absl/types/span.h) is pasted below.

#include "absl/types/span.h"

// TODO(timshen): This is kept only because lots of targets transitively depend

// on it. Remove all targets' dependencies.

#include "tensorflow/core/lib/gtl/inlined\_vector.h"

namespace tensorflow {

namespace gtl {

template <typename T>

using ArraySlice = absl::Span<const T>;

template <typename T>

using MutableArraySlice = absl::Span<T>;

} // namespace gtl

} // namespace tensorflow

absl::Span is a lightweight templetized container which accepts arrays of contiguous data providing a thin layer of functionality for manipulating the underlying array without needing to manage pointers and array lengths manually. Most of this functionality is designed through constexpr/templates and is available at compile time.

***Note*** *on Span constructors*: There are two Span constructors, one for immutable view and the other for mutable view, provided in case the template type argument V can be converted into a Span i.e. has data() and size() members.

template <typename T>

class Span {

. . .

template <typename V, typename = EnableIfConvertibleFrom<V>,

typename = EnableIfMutableView<V>>

explicit Span(V& v) noexcept // NOLINT(runtime/references)

: Span(span\_internal::GetData(v), v.size()) {}

// Implicit reference constructor for a read-only `Span<const T>` type

template <typename V, typename = EnableIfConvertibleFrom<V>,

typename = EnableIfConstView<V>>

constexpr Span(const V& v) noexcept // NOLINT(runtime/explicit)

: Span(span\_internal::GetData(v), v.size()) {}

The constructors are enabled through SFINAE and helper template constructs as the ones shown below:

template <typename C>

using EnableIfConvertibleFrom =

typename std::enable\_if<span\_internal::HasData<T, C>::value &&

span\_internal::HasSize<C>::value>::type;

. . .

}

The template utilities HasSize<C> and HasData<T,C> rely on type checking in unevaluated context using the pair of std::declval and std::decltype as shown below.

// Detection idioms for size() and data().

template <typename C>

using HasSize =

std::is\_integral<absl::decay\_t<decltype(std::declval<C&>().size())>>;

As the comment below clarifies C is convertible to T if T is the same or more cv-qualified version of C.

We try to convert C\*\* to T\* const\* and if that succeeds then conclude that C is convertible to T; otherwise it is not. For the purpose we use std::is\_convertible<A,B>::value which is true if std::declval<A>() can be converted to B using [implicit conversion](https://en.cppreference.com/w/cpp/language/implicit_conversion) otherwise it is false.

// We want to enable conversion from vector<T\*> to Span<const T\* const> but

// disable conversion from vector<Derived> to Span<Base>. Here we use

// the fact that U\*\* is convertible to Q\* const\* if and only if Q is the same

// type or a more cv-qualified version of U. We also decay the result type of

// data() to avoid problems with classes which have a member function data()

// which returns a reference.

template <typename T, typename C>

using HasData =

std::is\_convertible<absl::decay\_t<decltype(GetData(std::declval<C&>()))>\*,

T\* const\*>;

In the above template absl::decay\_t is part of the abseil metalibrary and is defined as std::decay<T>::type. std::decay<T> removes cv-qualifier and reference if such is present and if T is neither an array of another type U nor it is function reference; otherwise it returns U\*.

The GetData<T> template is defined as:

template <typename C>

constexpr auto GetData(C& c) noexcept // NOLINT(runtime/references)

-> decltype(GetDataImpl(c, 0)) {

return GetDataImpl(c, 0);

}

GetDataImpl template shown below will be expanded for every C which is not std::string when in the latter case we have a special inline GetDataImpl function which will invoked instead.

// Wrappers for access to container data pointers.

template <typename C>

constexpr auto GetDataImpl(C& c, char) noexcept // NOLINT(runtime/references)

-> decltype(c.data()) {

return c.data();

}

// Before C++17, std::string::data returns a const char\* in all cases.

inline char\* GetDataImpl(std::string& s, // NOLINT(runtime/references)

int) noexcept {

return &s[0];

}

***Note*** *on Abseil version*: the Abseil version used in the TF `master` branch from April 26,20 is `lts\_2020\_02\_25` which is stored in the global ABSL\_OPTION\_INLINE\_NAMESPACE\_NAME:

#define ABSL\_OPTION\_INLINE\_NAMESPACE\_NAME **lts\_2020\_02\_25**

***Note*** *on ABSL\_NAMESPACE\_BEGIN*: ABSL\_NAMESPACE\_BEGIN and ABSL\_NAMESPACE\_END are defined to expand as a namespace which denotes the current abseil version if the global ABSL\_OPTION\_USE\_INLINE\_NAMESPACE is defined and set to 1. Otherwise it is a noop. This is shown on the code excerpt below:

#if ABSL\_OPTION\_USE\_INLINE\_NAMESPACE == 0

#define ABSL\_NAMESPACE\_BEGIN

#define ABSL\_NAMESPACE\_END

#elif ABSL\_OPTION\_USE\_INLINE\_NAMESPACE == 1

#define ABSL\_NAMESPACE\_BEGIN \

inline namespace ABSL\_OPTION\_INLINE\_NAMESPACE\_NAME {

#define ABSL\_NAMESPACE\_END }

#else

#error options.h is misconfigured. // ABSL\_OPTION\_USE\_INLINE\_NAMESPACE is specified in abseil’s

// options.h file

#endif

***Note*** *on ExplicitArgumentBarrier*: in the constexpr factory methods MakeSpan(..) a variadic template argument ExplicitArgumentBarrier is used as shown below:

template <int&... ExplicitArgumentBarrier, typename T>

constexpr Span<T> MakeSpan(T\* ptr, size\_t size) noexcept {

return Span<T>(ptr, size);

}

This barrier is introduced to prevent a [bug-prone and superfluous use of explicitly typed parameters](https://stackoverflow.com/questions/48014146/abseil-c-template-argument/48014251#48014251?newreg=8b4a6ea3be5e4a05af4f1a4509a8c1a7) which in turn could prevent template deduction from taking place. For example:

double b[3] = {1.0, 2.0, 3.0};

auto s1 = MakeSpan(b,3); // will compile without an issue

auto s2 = MakeSpan<double>(b,3); // will fail to compile!

Note that Span works with absl::InlinedVector and can be created with it.

***Remark*** on *clang-tidy*:

The comment // NOLINT(runtime/explicit*)* indicates to the cpp linter / clang-tidy diagnostic utility not to emit an warning. While clang-tidy diagnostics are intended to call out code that does not adhere to a coding standard, or is otherwise problematic in some way, there are times when it is more appropriate to silence the diagnostic instead of changing the semantics of the code. In such circumstances, the NOLINT or NOLINTNEXTLINE comments can be used to silence the diagnostic. For example:

// Implicit conversion constructors

template <size\_t N>

constexpr Span(T (&a)[N]) noexcept // NOLINT(runtime/explicit)

: Span(a, N) {}

The comment syntax can be described more formally as:

\*lint-comment:\*

\*lint-command\* \*lint-args~opt~\*

\*lint-args:\*

`(` \*check-name-list\* `)`

\*check-name-list:\*

\*check-name\*

\*check-name-list\* `,` \*check-name\*

\*lint-command:\*

`NOLINT`

`NOLINTNEXTLINE`

Specific to the prose mentioned above, you should document where the feature is tolerant to whitespace (can there be a space between NOLINT and the parens, what about inside the parens, how about after or before commas, etc).

***Note*** on ABSL\_HARDENING\_ASSERT:

ABSL\_HARDENING\_ASSERT is defined as:

// ABSL\_HARDENING\_ASSERT()

//

// `ABSL\_HARDENING\_ASSERT()` is like `ABSL\_ASSERT()`, but used to implement

// runtime assertions that should be enabled in hardened builds even when

// `NDEBUG` is defined.

//

// When `NDEBUG` is not defined, `ABSL\_HARDENING\_ASSERT()` is identical to

// `ABSL\_ASSERT()`.

//

// See `ABSL\_OPTION\_HARDENED` in `absl/base/options.h` for more information on

// hardened mode.

#if ABSL\_OPTION\_HARDENED == 1 && defined(NDEBUG)

#define ABSL\_HARDENING\_ASSERT(expr) \

(ABSL\_PREDICT\_TRUE((expr)) ? static\_cast<void>(0) \

: [] { ABSL\_INTERNAL\_HARDENING\_ABORT(); }())

#else

#define ABSL\_HARDENING\_ASSERT(expr) ABSL\_ASSERT(expr)

#endif

// `ABSL\_INTERNAL\_HARDENING\_ABORT()` controls how `ABSL\_HARDENING\_ASSERT()`

// aborts the program in release mode (when NDEBUG is defined). The

// implementation should abort the program as quickly as possible and ideally it

// should not be possible to ignore the abort request.

#if (ABSL\_HAVE\_BUILTIN(\_\_builtin\_trap) && \

ABSL\_HAVE\_BUILTIN(\_\_builtin\_unreachable)) || \

(defined(\_\_GNUC\_\_) && !defined(\_\_clang\_\_))

#define ABSL\_INTERNAL\_HARDENING\_ABORT() \

do { \

\_\_builtin\_trap(); \

\_\_builtin\_unreachable(); \

} while (false)

#else

#define ABSL\_INTERNAL\_HARDENING\_ABORT() abort()

#endif

// ABSL\_HAVE\_BUILTIN()

//

// Checks whether the compiler supports a Clang Feature Checking Macro, and if

// so, checks whether it supports the provided builtin function "x" where x

// is one of the functions noted in

// https://clang.llvm.org/docs/LanguageExtensions.html

//

// Note: Use this macro to avoid an extra level of #ifdef \_\_has\_builtin check.

// http://releases.llvm.org/3.3/tools/clang/docs/LanguageExtensions.html

#ifdef \_\_has\_builtin

#define ABSL\_HAVE\_BUILTIN(x) \_\_has\_builtin(x)

#else

#define ABSL\_HAVE\_BUILTIN(x) 0

#endif

Here is the complete code of the templatized class absl::Span with my comments in green italics interspersed between the lines when appropriate:

namespace absl {

ABSL\_NAMESPACE\_BEGIN

//------------------------------------------------------------------------------

// Span

//------------------------------------------------------------------------------

//

// A `Span` is an "array reference" type for holding a reference of contiguous

// array data; the `Span` object does not and cannot own such data itself. A

// span provides an easy way to provide overloads for anything operating on

// contiguous sequences without needing to manage pointers and array lengths

// manually.

// A span is conceptually a pointer (ptr) and a length (size) into an already

// existing array of contiguous memory; the array it represents references the

// elements "ptr[0] .. ptr[size-1]". Passing a properly-constructed `Span`

// instead of raw pointers avoids many issues related to index out of bounds

// errors.

//

// Spans may also be constructed from containers holding contiguous sequences.

// Such containers must supply `data()` and `size() const` methods (e.g

// `std::vector<T>`, `absl::InlinedVector<T, N>`). All implicit conversions to

// `absl::Span` from such containers will create spans of type `const T`;

// spans which can mutate their values (of type `T`) must use explicit

// constructors.

//

// A `Span<T>` is somewhat analogous to an `absl::string\_view`, but for an array

// of elements of type `T`, and unlike an `absl::string\_view`, a span can hold a

// reference to mutable data. A user of `Span` must ensure that the data being

// pointed to outlives the `Span` itself.

//

// You can construct a `Span<T>` in several ways:

//

// \* Explicitly from a reference to a container type

// \* Explicitly from a pointer and size

// \* Implicitly from a container type (but only for spans of type `const T`)

// \* Using the `MakeSpan()` or `MakeConstSpan()` factory functions.

//

// Examples:

//

// // Construct a Span explicitly from a container:

// std::vector<int> v = {1, 2, 3, 4, 5};

// auto span = absl::Span<const int>(v);

//

// // Construct a Span explicitly from a C-style array:

// int a[5] = {1, 2, 3, 4, 5};

// auto span = absl::Span<const int>(a);

//

// // Construct a Span implicitly from a container

// void MyRoutine(absl::Span<const int> a) {

// ...

// }

// std::vector v = {1,2,3,4,5};

// MyRoutine(v) // convert to Span<const T>

//

// Note that `Span` objects, in addition to requiring that the memory they

// point to remains alive, must also ensure that such memory does not get

// reallocated. Therefore, to avoid undefined behavior, containers with

// associated spans should not invoke operations that may reallocate memory

// (such as resizing) or invalidate iterators into the container.

//

// One common use for a `Span` is when passing arguments to a routine that can

// accept a variety of array types (e.g. a `std::vector`, `absl::InlinedVector`,

// a C-style array, etc.). Instead of creating overloads for each case, you

// can simply specify a `Span` as the argument to such a routine.

//

// Example:

//

// void MyRoutine(absl::Span<const int> a) {

// ...

// }

//

// std::vector v = {1,2,3,4,5};

// MyRoutine(v);

//

// absl::InlinedVector<int, 4> my\_inline\_vector;

// MyRoutine(my\_inline\_vector);

//

// // Explicit constructor from pointer,size

// int\* my\_array = new int[10];

// MyRoutine(absl::Span<const int>(my\_array, 10));

template <typename T>

class Span {

private:

// Used to determine whether a Span can be constructed from a container of

// type C.

template <typename C>

using EnableIfConvertibleFrom =

typename std::enable\_if<span\_internal::HasData<T, C>::value &&

span\_internal::HasSize<C>::value>::type;

// Used to SFINAE-enable a function when the slice elements are const.

template <typename U>

using EnableIfConstView =

typename std::enable\_if<std::is\_const<T>::value, U>::type;

// Used to SFINAE-enable a function when the slice elements are mutable.

template <typename U>

using EnableIfMutableView =

typename std::enable\_if<!std::is\_const<T>::value, U>::type;

public:

using value\_type = absl::remove\_cv\_t<T>;

*// absl::remove\_cv\_t<T> is defined as*

*// template <typename T>*

*// using remove\_cv\_t = typename std::remove\_cv<T>::type;*

using pointer = T\*;

using const\_pointer = const T\*;

using reference = T&;

using const\_reference = const T&;

using iterator = pointer;

using const\_iterator = const\_pointer;

using reverse\_iterator = std::reverse\_iterator<iterator>;

using const\_reverse\_iterator = std::reverse\_iterator<const\_iterator>;

using size\_type = size\_t;

using difference\_type = ptrdiff\_t;

static const size\_type npos = ~(size\_type(0));

constexpr Span() noexcept : Span(nullptr, 0) {}

constexpr Span(pointer array, size\_type length) noexcept

: ptr\_(array), len\_(length) {}

// Implicit conversion constructors

template <size\_t N>

constexpr Span(T (&a)[N]) noexcept // NOLINT(runtime/explicit)

: Span(a, N) {}

// Explicit reference constructor for a mutable `Span<T>` type. Can be

// replaced with MakeSpan() to infer the type parameter.

template <typename V, typename = EnableIfConvertibleFrom<V>,

typename = EnableIfMutableView<V>>

explicit Span(V& v) noexcept // NOLINT(runtime/references)

: Span(span\_internal::GetData(v), v.size()) {}

// Implicit reference constructor for a read-only `Span<const T>` type

template <typename V, typename = EnableIfConvertibleFrom<V>,

typename = EnableIfConstView<V>>

constexpr Span(const V& v) noexcept // NOLINT(runtime/explicit)

: Span(span\_internal::GetData(v), v.size()) {}

// Implicit constructor from an initializer list, making it possible to pass a

// brace-enclosed initializer list to a function expecting a `Span`. Such

// spans constructed from an initializer list must be of type `Span<const T>`.

//

// void Process(absl::Span<const int> x);

// Process({1, 2, 3});

//

// Note that as always the array referenced by the span must outlive the span.

// Since an initializer list constructor acts as if it is fed a temporary

// array (cf. C++ standard [dcl.init.list]/5), it's safe to use this

// constructor only when the `std::initializer\_list` itself outlives the span.

// In order to meet this requirement it's sufficient to ensure that neither

// the span nor a copy of it is used outside of the expression in which it's

// created:

//

// // Assume that this function uses the array directly, not retaining any

// // copy of the span or pointer to any of its elements.

// void Process(absl::Span<const int> ints);

//

// // Okay: the std::initializer\_list<int> will reference a temporary array

// // that isn't destroyed until after the call to Process returns.

// Process({ 17, 19 });

//

// // Not okay: the storage used by the std::initializer\_list<int> is not

// // allowed to be referenced after the first line.

// absl::Span<const int> ints = { 17, 19 };

// Process(ints);

//

// // Not okay for the same reason as above: even when the elements of the

// // initializer list expression are not temporaries the underlying array

// // is, so the initializer list must still outlive the span.

// const int foo = 17;

// absl::Span<const int> ints = { foo };

// Process(ints);

//

template <typename LazyT = T,

typename = EnableIfConstView<LazyT>>

Span(

std::initializer\_list<value\_type> v) noexcept // NOLINT(runtime/explicit)

: Span(v.begin(), v.size()) {}

// Accessors

// Span::data()

//

// Returns a pointer to the span's underlying array of data (which is held

// outside the span).

constexpr pointer data() const noexcept { return ptr\_; }

// Span::size()

//

// Returns the size of this span.

constexpr size\_type size() const noexcept { return len\_; }

// Span::length()

//

// Returns the length (size) of this span.

constexpr size\_type length() const noexcept { return size(); }

// Span::empty()

//

// Returns a boolean indicating whether or not this span is considered empty.

constexpr bool empty() const noexcept { return size() == 0; }

// Span::operator[]

//

// Returns a reference to the i'th element of this span.

constexpr reference operator[](size\_type i) const noexcept {

// MSVC 2015 accepts this as constexpr, but not ptr\_[i]

return ABSL\_HARDENING\_ASSERT(i < size()), \*(data() + i);

}

// Span::at()

//

// Returns a reference to the i'th element of this span.

constexpr reference at(size\_type i) const {

return ABSL\_PREDICT\_TRUE(i < size())

? \*(data() + i)

: (base\_internal::ThrowStdOutOfRange(

"Span::at failed bounds check"),

\*(data() + i));

}

// Span::front()

//

// Returns a reference to the first element of this span. The span must not

// be empty.

constexpr reference front() const noexcept {

return ABSL\_HARDENING\_ASSERT(size() > 0), \*data();

}

// Span::back()

//

// Returns a reference to the last element of this span. The span must not

// be empty.

constexpr reference back() const noexcept {

return ABSL\_HARDENING\_ASSERT(size() > 0), \*(data() + size() - 1);

}

// Span::begin()

//

// Returns an iterator pointing to the first element of this span, or `end()`

// if the span is empty.

constexpr iterator begin() const noexcept { return data(); }

// Span::cbegin()

//

// Returns a const iterator pointing to the first element of this span, or

// `end()` if the span is empty.

constexpr const\_iterator cbegin() const noexcept { return begin(); }

// Span::end()

//

// Returns an iterator pointing just beyond the last element at the

// end of this span. This iterator acts as a placeholder; attempting to

// access it results in undefined behavior.

constexpr iterator end() const noexcept { return data() + size(); }

// Span::cend()

//

// Returns a const iterator pointing just beyond the last element at the

// end of this span. This iterator acts as a placeholder; attempting to

// access it results in undefined behavior.

constexpr const\_iterator cend() const noexcept { return end(); }

// Span::rbegin()

//

// Returns a reverse iterator pointing to the last element at the end of this

// span, or `rend()` if the span is empty.

constexpr reverse\_iterator rbegin() const noexcept {

return reverse\_iterator(end());

}

// Span::crbegin()

//

// Returns a const reverse iterator pointing to the last element at the end of

// this span, or `crend()` if the span is empty.

constexpr const\_reverse\_iterator crbegin() const noexcept { return rbegin(); }

// Span::rend()

//

// Returns a reverse iterator pointing just before the first element

// at the beginning of this span. This pointer acts as a placeholder;

// attempting to access its element results in undefined behavior.

constexpr reverse\_iterator rend() const noexcept {

return reverse\_iterator(begin());

}

// Span::crend()

//

// Returns a reverse const iterator pointing just before the first element

// at the beginning of this span. This pointer acts as a placeholder;

// attempting to access its element results in undefined behavior.

constexpr const\_reverse\_iterator crend() const noexcept { return rend(); }

// Span mutations

// Span::remove\_prefix()

//

// Removes the first `n` elements from the span.

void remove\_prefix(size\_type n) noexcept {

ABSL\_HARDENING\_ASSERT(size() >= n);

ptr\_ += n;

len\_ -= n;

}

// Span::remove\_suffix()

//

// Removes the last `n` elements from the span.

void remove\_suffix(size\_type n) noexcept {

ABSL\_HARDENING\_ASSERT(size() >= n);

len\_ -= n;

}

// Span::subspan()

//

// Returns a `Span` starting at element `pos` and of length `len`. Both `pos`

// and `len` are of type `size\_type` and thus non-negative. Parameter `pos`

// must be <= size(). Any `len` value that points past the end of the span

// will be trimmed to at most size() - `pos`. A default `len` value of `npos`

// ensures the returned subspan continues until the end of the span.

//

// Examples:

//

// std::vector<int> vec = {10, 11, 12, 13};

// absl::MakeSpan(vec).subspan(1, 2); // {11, 12}

// absl::MakeSpan(vec).subspan(2, 8); // {12, 13}

// absl::MakeSpan(vec).subspan(1); // {11, 12, 13}

// absl::MakeSpan(vec).subspan(4); // {}

// absl::MakeSpan(vec).subspan(5); // throws std::out\_of\_range

constexpr Span subspan(size\_type pos = 0, size\_type len = npos) const {

return (pos <= size())

? Span(data() + pos, span\_internal::Min(size() - pos, len))

: (base\_internal::ThrowStdOutOfRange("pos > size()"), Span());

}

// Span::first()

//

// Returns a `Span` containing first `len` elements. Parameter `len` is of

// type `size\_type` and thus non-negative. `len` value must be <= size().

//

// Examples:

//

// std::vector<int> vec = {10, 11, 12, 13};

// absl::MakeSpan(vec).first(1); // {10}

// absl::MakeSpan(vec).first(3); // {10, 11, 12}

// absl::MakeSpan(vec).first(5); // throws std::out\_of\_range

constexpr Span first(size\_type len) const {

return (len <= size())

? Span(data(), len)

: (base\_internal::ThrowStdOutOfRange("len > size()"), Span());

}

// Span::last()

//

// Returns a `Span` containing last `len` elements. Parameter `len` is of

// type `size\_type` and thus non-negative. `len` value must be <= size().

//

// Examples:

//

// std::vector<int> vec = {10, 11, 12, 13};

// absl::MakeSpan(vec).last(1); // {13}

// absl::MakeSpan(vec).last(3); // {11, 12, 13}

// absl::MakeSpan(vec).last(5); // throws std::out\_of\_range

constexpr Span last(size\_type len) const {

return (len <= size())

? Span(size() - len + data(), len)

: (base\_internal::ThrowStdOutOfRange("len > size()"), Span());

}

// Support for absl::Hash.

template <typename H>

friend H AbslHashValue(H h, Span v) {

return H::combine(H::combine\_contiguous(std::move(h), v.data(), v.size()),

v.size());

}

private:

pointer ptr\_;

size\_type len\_;

};

template <typename T>

const typename Span<T>::size\_type Span<T>::npos;

// Span relationals

// Equality is compared element-by-element, while ordering is lexicographical.

// We provide three overloads for each operator to cover any combination on the

// left or right hand side of mutable Span<T>, read-only Span<const T>, and

// convertible-to-read-only Span<T>.

// TODO(zhangxy): Due to MSVC overload resolution bug with partial ordering

// template functions, 5 overloads per operator is needed as a workaround. We

// should update them to 3 overloads per operator using non-deduced context like

// string\_view, i.e.

// - (Span<T>, Span<T>)

// - (Span<T>, non\_deduced<Span<const T>>)

// - (non\_deduced<Span<const T>>, Span<T>)

// operator==

template <typename T>

bool operator==(Span<T> a, Span<T> b) {

return span\_internal::EqualImpl<Span, const T>(a, b);

}

template <typename T>

bool operator==(Span<const T> a, Span<T> b) {

return span\_internal::EqualImpl<Span, const T>(a, b);

}

template <typename T>

bool operator==(Span<T> a, Span<const T> b) {

return span\_internal::EqualImpl<Span, const T>(a, b);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator==(const U& a, Span<T> b) {

return span\_internal::EqualImpl<Span, const T>(a, b);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator==(Span<T> a, const U& b) {

return span\_internal::EqualImpl<Span, const T>(a, b);

}

// operator!=

template <typename T>

bool operator!=(Span<T> a, Span<T> b) {

return !(a == b);

}

template <typename T>

bool operator!=(Span<const T> a, Span<T> b) {

return !(a == b);

}

template <typename T>

bool operator!=(Span<T> a, Span<const T> b) {

return !(a == b);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator!=(const U& a, Span<T> b) {

return !(a == b);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator!=(Span<T> a, const U& b) {

return !(a == b);

}

// operator<

template <typename T>

bool operator<(Span<T> a, Span<T> b) {

return span\_internal::LessThanImpl<Span, const T>(a, b);

}

template <typename T>

bool operator<(Span<const T> a, Span<T> b) {

return span\_internal::LessThanImpl<Span, const T>(a, b);

}

template <typename T>

bool operator<(Span<T> a, Span<const T> b) {

return span\_internal::LessThanImpl<Span, const T>(a, b);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator<(const U& a, Span<T> b) {

return span\_internal::LessThanImpl<Span, const T>(a, b);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator<(Span<T> a, const U& b) {

return span\_internal::LessThanImpl<Span, const T>(a, b);

}

// operator>

template <typename T>

bool operator>(Span<T> a, Span<T> b) {

return b < a;

}

template <typename T>

bool operator>(Span<const T> a, Span<T> b) {

return b < a;

}

template <typename T>

bool operator>(Span<T> a, Span<const T> b) {

return b < a;

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator>(const U& a, Span<T> b) {

return b < a;

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator>(Span<T> a, const U& b) {

return b < a;

}

// operator<=

template <typename T>

bool operator<=(Span<T> a, Span<T> b) {

return !(b < a);

}

template <typename T>

bool operator<=(Span<const T> a, Span<T> b) {

return !(b < a);

}

template <typename T>

bool operator<=(Span<T> a, Span<const T> b) {

return !(b < a);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator<=(const U& a, Span<T> b) {

return !(b < a);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator<=(Span<T> a, const U& b) {

return !(b < a);

}

// operator>=

template <typename T>

bool operator>=(Span<T> a, Span<T> b) {

return !(a < b);

}

template <typename T>

bool operator>=(Span<const T> a, Span<T> b) {

return !(a < b);

}

template <typename T>

bool operator>=(Span<T> a, Span<const T> b) {

return !(a < b);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator>=(const U& a, Span<T> b) {

return !(a < b);

}

template <

typename T, typename U,

typename = span\_internal::EnableIfConvertibleTo<U, absl::Span<const T>>>

bool operator>=(Span<T> a, const U& b) {

return !(a < b);

}

// MakeSpan()

//

// Constructs a mutable `Span<T>`, deducing `T` automatically from either a

// container or pointer+size.

//

// Because a read-only `Span<const T>` is implicitly constructed from container

// types regardless of whether the container itself is a const container,

// constructing mutable spans of type `Span<T>` from containers requires

// explicit constructors. The container-accepting version of `MakeSpan()`

// deduces the type of `T` by the constness of the pointer received from the

// container's `data()` member. Similarly, the pointer-accepting version returns

// a `Span<const T>` if `T` is `const`, and a `Span<T>` otherwise.

//

// Examples:

//

// void MyRoutine(absl::Span<MyComplicatedType> a) {

// ...

// };

// // my\_vector is a container of non-const types

// std::vector<MyComplicatedType> my\_vector;

//

// // Constructing a Span implicitly attempts to create a Span of type

// // `Span<const T>`

// MyRoutine(my\_vector); // error, type mismatch

//

// // Explicitly constructing the Span is verbose

// MyRoutine(absl::Span<MyComplicatedType>(my\_vector));

//

// // Use MakeSpan() to make an absl::Span<T>

// MyRoutine(absl::MakeSpan(my\_vector));

//

// // Construct a span from an array ptr+size

// absl::Span<T> my\_span() {

// return absl::MakeSpan(&array[0], num\_elements\_);

// }

//

template <int&... ExplicitArgumentBarrier, typename T>

constexpr Span<T> MakeSpan(T\* ptr, size\_t size) noexcept {

return Span<T>(ptr, size);

}

template <int&... ExplicitArgumentBarrier, typename T>

Span<T> MakeSpan(T\* begin, T\* end) noexcept {

return ABSL\_HARDENING\_ASSERT(begin <= end), Span<T>(begin, end - begin);

}

template <int&... ExplicitArgumentBarrier, typename C>

constexpr auto MakeSpan(C& c) noexcept // NOLINT(runtime/references)

-> decltype(absl::MakeSpan(span\_internal::GetData(c), c.size())) {

return MakeSpan(span\_internal::GetData(c), c.size());

}

template <int&... ExplicitArgumentBarrier, typename T, size\_t N>

constexpr Span<T> MakeSpan(T (&array)[N]) noexcept {

return Span<T>(array, N);

}

// MakeConstSpan()

//

// Constructs a `Span<const T>` as with `MakeSpan`, deducing `T` automatically,

// but always returning a `Span<const T>`.

//

// Examples:

//

// void ProcessInts(absl::Span<const int> some\_ints);

//

// // Call with a pointer and size.

// int array[3] = { 0, 0, 0 };

// ProcessInts(absl::MakeConstSpan(&array[0], 3));

//

// // Call with a [begin, end) pair.

// ProcessInts(absl::MakeConstSpan(&array[0], &array[3]));

//

// // Call directly with an array.

// ProcessInts(absl::MakeConstSpan(array));

//

// // Call with a contiguous container.

// std::vector<int> some\_ints = ...;

// ProcessInts(absl::MakeConstSpan(some\_ints));

// ProcessInts(absl::MakeConstSpan(std::vector<int>{ 0, 0, 0 }));

//

template <int&... ExplicitArgumentBarrier, typename T>

constexpr Span<const T> MakeConstSpan(T\* ptr, size\_t size) noexcept {

return Span<const T>(ptr, size);

}

template <int&... ExplicitArgumentBarrier, typename T>

Span<const T> MakeConstSpan(T\* begin, T\* end) noexcept {

return ABSL\_HARDENING\_ASSERT(begin <= end), Span<const T>(begin, end - begin);

}

template <int&... ExplicitArgumentBarrier, typename C>

constexpr auto MakeConstSpan(const C& c) noexcept -> decltype(MakeSpan(c)) {

return MakeSpan(c);

}

template <int&... ExplicitArgumentBarrier, typename T, size\_t N>

constexpr Span<const T> MakeConstSpan(const T (&array)[N]) noexcept {

return Span<const T>(array, N);

}

ABSL\_NAMESPACE\_END

} // namespace absl

namespace span\_internal {

namespace absl {

ABSL\_NAMESPACE\_BEGIN

namespace span\_internal {

// A constexpr min function

constexpr size\_t Min(size\_t a, size\_t b) noexcept { return a < b ? a : b; }

// Wrappers for access to container data pointers.

template <typename C>

constexpr auto GetDataImpl(C& c, char) noexcept // NOLINT(runtime/references)

-> decltype(c.data()) {

return c.data();

}

// Before C++17, std::string::data returns a const char\* in all cases.

inline char\* GetDataImpl(std::string& s, // NOLINT(runtime/references)

int) noexcept {

return &s[0];

}

template <typename C>

constexpr auto GetData(C& c) noexcept // NOLINT(runtime/references)

-> decltype(GetDataImpl(c, 0)) {

return GetDataImpl(c, 0);

}

// Detection idioms for size() and data().

template <typename C>

using HasSize =

std::is\_integral<absl::decay\_t<decltype(std::declval<C&>().size())>>;

// We want to enable conversion from vector<T\*> to Span<const T\* const> but

// disable conversion from vector<Derived> to Span<Base>. Here we use

// the fact that U\*\* is convertible to Q\* const\* if and only if Q is the same

// type or a more cv-qualified version of U. We also decay the result type of

// data() to avoid problems with classes which have a member function data()

// which returns a reference.

template <typename T, typename C>

using HasData =

std::is\_convertible<absl::decay\_t<decltype(GetData(std::declval<C&>()))>\*,

T\* const\*>;

// Extracts value type from a Container

template <typename C>

struct ElementType {

using type = typename absl::remove\_reference\_t<C>::value\_type;

};

template <typename T, size\_t N>

struct ElementType<T (&)[N]> {

using type = T;

};

template <typename C>

using ElementT = typename ElementType<C>::type;

template <typename T>

using EnableIfMutable =

typename std::enable\_if<!std::is\_const<T>::value, int>::type;

template <template <typename> class SpanT, typename T>

bool EqualImpl(SpanT<T> a, SpanT<T> b) {

static\_assert(std::is\_const<T>::value, "");

return absl::equal(a.begin(), a.end(), b.begin(), b.end());

}

template <template <typename> class SpanT, typename T>

bool LessThanImpl(SpanT<T> a, SpanT<T> b) {

// We can't use value\_type since that is remove\_cv\_t<T>, so we go the long way

// around.

static\_assert(std::is\_const<T>::value, "");

return std::lexicographical\_compare(a.begin(), a.end(), b.begin(), b.end());

}

// The `IsConvertible` classes here are needed because of the

// `std::is\_convertible` bug in libcxx when compiled with GCC. This build

// configuration is used by Android NDK toolchain. Reference link:

// https://bugs.llvm.org/show\_bug.cgi?id=27538.

template <typename From, typename To>

struct IsConvertibleHelper {

private:

static std::true\_type testval(To);

static std::false\_type testval(...);

public:

using type = decltype(testval(std::declval<From>()));

};

template <typename From, typename To>

struct IsConvertible : IsConvertibleHelper<From, To>::type {};

// TODO(zhangxy): replace `IsConvertible` with `std::is\_convertible` once the

// older version of libcxx is not supported.

template <typename From, typename To>

using EnableIfConvertibleTo =

typename std::enable\_if<IsConvertible<From, To>::value>::type;

} // namespace span\_internal

ABSL\_NAMESPACE\_END

} // namespace absl

### Class InlinedVector

#include "absl/container/inlined\_vector.h" // IWYU pragma: export

// TODO(kramerb): This is kept only because lots of targets transitively depend

// on it. Remove all targets' dependencies.

#include "tensorflow/core/platform/macros.h"

#include "tensorflow/core/platform/types.h"

namespace tensorflow {

namespace gtl {

using absl::InlinedVector;

} // namespace gtl

} // namespace tensorflow

[Absl/container/inlined\_vector.h](https://github.com/abseil/abseil-cpp/blob/20200225.2/absl/container/inlined_vector.h):

// This header file contains the declaration and definition of an "inlined

// vector" which behaves in an equivalent fashion to a `std::vector`, except

// that storage for small sequences of the vector are provided inline without

// requiring any heap allocation.

//

// An `absl::InlinedVector<T, N>` specifies the default capacity `N` as one of

// its template parameters. Instances where `size() <= N` hold contained

// elements in inline space. Typically `N` is very small so that sequences that

// are expected to be short do not require allocations.

//

// An `absl::InlinedVector` does not usually require a specific allocator. If

// the inlined vector grows beyond its initial constraints, it will need to

// allocate (as any normal `std::vector` would). This is usually performed with

// the default allocator (defined as `std::allocator<T>`). Optionally, a custom

// allocator type may be specified as `A` in `absl::InlinedVector<T, N, A>`.

#include "absl/container/internal/inlined\_vector.h"

…

(more includes)

namespace absl {

ABSL\_NAMESPACE\_BEGIN

// -----------------------------------------------------------------------------

// InlinedVector

// -----------------------------------------------------------------------------

//

// An `absl::InlinedVector` is designed to be a drop-in replacement for

// `std::vector` for use cases where the vector's size is sufficiently small

// that it can be inlined. If the inlined vector does grow beyond its estimated

// capacity, it will trigger an initial allocation on the heap, and will behave

// as a `std:vector`. The API of the `absl::InlinedVector` within this file is

// designed to cover the same API footprint as covered by `std::vector`.

template <typename T, size\_t N, typename A = std::allocator<T>>

class InlinedVector {

static\_assert(N > 0, "`absl::InlinedVector` requires an inlined capacity.");

using Storage = inlined\_vector\_internal::Storage<T, N, A>;

using AllocatorTraits = typename Storage::AllocatorTraits;

using RValueReference = typename Storage::RValueReference;

using MoveIterator = typename Storage::MoveIterator;

using IsMemcpyOk = typename Storage::IsMemcpyOk;

template <typename Iterator>

using IteratorValueAdapter =

typename Storage::template IteratorValueAdapter<Iterator>;

using CopyValueAdapter = typename Storage::CopyValueAdapter;

using DefaultValueAdapter = typename Storage::DefaultValueAdapter;

template <typename Iterator>

using EnableIfAtLeastForwardIterator = absl::enable\_if\_t<

inlined\_vector\_internal::IsAtLeastForwardIterator<Iterator>::value>;

template <typename Iterator>

using DisableIfAtLeastForwardIterator = absl::enable\_if\_t<

!inlined\_vector\_internal::IsAtLeastForwardIterator<Iterator>::value>;

public:

using allocator\_type = typename Storage::allocator\_type;

using value\_type = typename Storage::value\_type;

using pointer = typename Storage::pointer;

using const\_pointer = typename Storage::const\_pointer;

using size\_type = typename Storage::size\_type;

using difference\_type = typename Storage::difference\_type;

using reference = typename Storage::reference;

using const\_reference = typename Storage::const\_reference;

using iterator = typename Storage::iterator;

using const\_iterator = typename Storage::const\_iterator;

using reverse\_iterator = typename Storage::reverse\_iterator;

using const\_reverse\_iterator = typename Storage::const\_reverse\_iterator;

// ---------------------------------------------------------------------------

// InlinedVector Constructors and Destructor

// ---------------------------------------------------------------------------

// Creates an empty inlined vector with a value-initialized allocator.

InlinedVector() noexcept(noexcept(allocator\_type())) : storage\_() {}

// Creates an empty inlined vector with a copy of `alloc`.

explicit InlinedVector(const allocator\_type& alloc) noexcept

: storage\_(alloc) {}

// Creates an inlined vector with `n` copies of `value\_type()`.

explicit InlinedVector(size\_type n,

const allocator\_type& alloc = allocator\_type())

: storage\_(alloc) {

storage\_.Initialize(DefaultValueAdapter(), n);

}

// Creates an inlined vector with `n` copies of `v`.

InlinedVector(size\_type n, const\_reference v,

const allocator\_type& alloc = allocator\_type())

: storage\_(alloc) {

storage\_.Initialize(CopyValueAdapter(v), n);

}

// Creates an inlined vector with copies of the elements of `list`.

InlinedVector(std::initializer\_list<value\_type> list,

const allocator\_type& alloc = allocator\_type())

: InlinedVector(list.begin(), list.end(), alloc) {}

// Creates an inlined vector with elements constructed from the provided

// forward iterator range [`first`, `last`).

//

// NOTE: the `enable\_if` prevents ambiguous interpretation between a call to

// this constructor with two integral arguments and a call to the above

// `InlinedVector(size\_type, const\_reference)` constructor.

template <typename ForwardIterator,

EnableIfAtLeastForwardIterator<ForwardIterator>\* = nullptr>

InlinedVector(ForwardIterator first, ForwardIterator last,

const allocator\_type& alloc = allocator\_type())

: storage\_(alloc) {

storage\_.Initialize(IteratorValueAdapter<ForwardIterator>(first),

std::distance(first, last));

}

// Creates an inlined vector with elements constructed from the provided input

// iterator range [`first`, `last`).

template <typename InputIterator,

DisableIfAtLeastForwardIterator<InputIterator>\* = nullptr>

InlinedVector(InputIterator first, InputIterator last,

const allocator\_type& alloc = allocator\_type())

: storage\_(alloc) {

std::copy(first, last, std::back\_inserter(\*this));

}

// Creates an inlined vector by copying the contents of `other` using

// `other`'s allocator.

InlinedVector(const InlinedVector& other)

: InlinedVector(other, \*other.storage\_.GetAllocPtr()) {}

// Creates an inlined vector by copying the contents of `other` using `alloc`.

InlinedVector(const InlinedVector& other, const allocator\_type& alloc)

: storage\_(alloc) {

if (IsMemcpyOk::value && !other.storage\_.GetIsAllocated()) {

storage\_.MemcpyFrom(other.storage\_);

} else {

storage\_.Initialize(IteratorValueAdapter<const\_pointer>(other.data()),

other.size());

}

}

// Creates an inlined vector by moving in the contents of `other` without

// allocating. If `other` contains allocated memory, the newly-created inlined

// vector will take ownership of that memory. However, if `other` does not

// contain allocated memory, the newly-created inlined vector will perform

// element-wise move construction of the contents of `other`.

//

// NOTE: since no allocation is performed for the inlined vector in either

// case, the `noexcept(...)` specification depends on whether moving the

// underlying objects can throw. It is assumed assumed that...

// a) move constructors should only throw due to allocation failure.

// b) if `value\_type`'s move constructor allocates, it uses the same

// allocation function as the inlined vector's allocator.

// Thus, the move constructor is non-throwing if the allocator is non-throwing

// or `value\_type`'s move constructor is specified as `noexcept`.

InlinedVector(InlinedVector&& other) noexcept(

absl::allocator\_is\_nothrow<allocator\_type>::value ||

std::is\_nothrow\_move\_constructible<value\_type>::value)

: storage\_(\*other.storage\_.GetAllocPtr()) {

if (IsMemcpyOk::value) {

storage\_.MemcpyFrom(other.storage\_);

other.storage\_.SetInlinedSize(0);

} else if (other.storage\_.GetIsAllocated()) {

storage\_.SetAllocatedData(other.storage\_.GetAllocatedData(),

other.storage\_.GetAllocatedCapacity());

storage\_.SetAllocatedSize(other.storage\_.GetSize());

other.storage\_.SetInlinedSize(0);

} else {

IteratorValueAdapter<MoveIterator> other\_values(

MoveIterator(other.storage\_.GetInlinedData()));

inlined\_vector\_internal::ConstructElements(

storage\_.GetAllocPtr(), storage\_.GetInlinedData(), &other\_values,

other.storage\_.GetSize());

storage\_.SetInlinedSize(other.storage\_.GetSize());

}

}

// Creates an inlined vector by moving in the contents of `other` with a copy

// of `alloc`.

//

// NOTE: if `other`'s allocator is not equal to `alloc`, even if `other`

// contains allocated memory, this move constructor will still allocate. Since

// allocation is performed, this constructor can only be `noexcept` if the

// specified allocator is also `noexcept`.

InlinedVector(InlinedVector&& other, const allocator\_type& alloc) noexcept(

absl::allocator\_is\_nothrow<allocator\_type>::value)

: storage\_(alloc) {

if (IsMemcpyOk::value) {

storage\_.MemcpyFrom(other.storage\_);

other.storage\_.SetInlinedSize(0);

} else if ((\*storage\_.GetAllocPtr() == \*other.storage\_.GetAllocPtr()) &&

other.storage\_.GetIsAllocated()) {

storage\_.SetAllocatedData(other.storage\_.GetAllocatedData(),

other.storage\_.GetAllocatedCapacity());

storage\_.SetAllocatedSize(other.storage\_.GetSize());

other.storage\_.SetInlinedSize(0);

} else {

storage\_.Initialize(

IteratorValueAdapter<MoveIterator>(MoveIterator(other.data())),

other.size());

}

}

~InlinedVector() {}

// ---------------------------------------------------------------------------

// InlinedVector Member Accessors

// ---------------------------------------------------------------------------

// `InlinedVector::empty()`

//

// Returns whether the inlined vector contains no elements.

bool empty() const noexcept { return !size(); }

// `InlinedVector::size()`

//

// Returns the number of elements in the inlined vector.

size\_type size() const noexcept { return storage\_.GetSize(); }

// `InlinedVector::max\_size()`

//

// Returns the maximum number of elements the inlined vector can hold.

size\_type max\_size() const noexcept {

// One bit of the size storage is used to indicate whether the inlined

// vector contains allocated memory. As a result, the maximum size that the

// inlined vector can express is half of the max for `size\_type`.

return (std::numeric\_limits<size\_type>::max)() / 2;

}

// `InlinedVector::capacity()`

//

// Returns the number of elements that could be stored in the inlined vector

// without requiring a reallocation.

//

// NOTE: for most inlined vectors, `capacity()` should be equal to the

// template parameter `N`. For inlined vectors which exceed this capacity,

// they will no longer be inlined and `capacity()` will equal the capactity of

// the allocated memory.

size\_type capacity() const noexcept {

return storage\_.GetIsAllocated() ? storage\_.GetAllocatedCapacity()

: storage\_.GetInlinedCapacity();

}

// `InlinedVector::data()`

//

// Returns a `pointer` to the elements of the inlined vector. This pointer

// can be used to access and modify the contained elements.

//

// NOTE: only elements within [`data()`, `data() + size()`) are valid.

pointer data() noexcept {

return storage\_.GetIsAllocated() ? storage\_.GetAllocatedData()

: storage\_.GetInlinedData();

}

// Overload of `InlinedVector::data()` that returns a `const\_pointer` to the

// elements of the inlined vector. This pointer can be used to access but not

// modify the contained elements.

//

// NOTE: only elements within [`data()`, `data() + size()`) are valid.

const\_pointer data() const noexcept {

return storage\_.GetIsAllocated() ? storage\_.GetAllocatedData()

: storage\_.GetInlinedData();

}

// `InlinedVector::operator[](...)`

//

// Returns a `reference` to the `i`th element of the inlined vector.

reference operator[](size\_type i) {

assert(i < size());

return data()[i];

}

// Overload of `InlinedVector::operator[](...)` that returns a

// `const\_reference` to the `i`th element of the inlined vector.

const\_reference operator[](size\_type i) const {

assert(i < size());

return data()[i];

}

// `InlinedVector::at(...)`

//

// Returns a `reference` to the `i`th element of the inlined vector.

//

// NOTE: if `i` is not within the required range of `InlinedVector::at(...)`,

// in both debug and non-debug builds, `std::out\_of\_range` will be thrown.

reference at(size\_type i) {

if (ABSL\_PREDICT\_FALSE(i >= size())) {

base\_internal::ThrowStdOutOfRange(

"`InlinedVector::at(size\_type)` failed bounds check");

}

return data()[i];

}

// Overload of `InlinedVector::at(...)` that returns a `const\_reference` to

// the `i`th element of the inlined vector.

//

// NOTE: if `i` is not within the required range of `InlinedVector::at(...)`,

// in both debug and non-debug builds, `std::out\_of\_range` will be thrown.

const\_reference at(size\_type i) const {

if (ABSL\_PREDICT\_FALSE(i >= size())) {

base\_internal::ThrowStdOutOfRange(

"`InlinedVector::at(size\_type) const` failed bounds check");

}

return data()[i];

}

// `InlinedVector::front()`

//

// Returns a `reference` to the first element of the inlined vector.

reference front() {

assert(!empty());

return at(0);

}

// Overload of `InlinedVector::front()` that returns a `const\_reference` to

// the first element of the inlined vector.

const\_reference front() const {

assert(!empty());

return at(0);

}

// `InlinedVector::back()`

//

// Returns a `reference` to the last element of the inlined vector.

reference back() {

assert(!empty());

return at(size() - 1);

}

// Overload of `InlinedVector::back()` that returns a `const\_reference` to the

// last element of the inlined vector.

const\_reference back() const {

assert(!empty());

return at(size() - 1);

}

// `InlinedVector::begin()`

//

// Returns an `iterator` to the beginning of the inlined vector.

iterator begin() noexcept { return data(); }

// Overload of `InlinedVector::begin()` that returns a `const\_iterator` to

// the beginning of the inlined vector.

const\_iterator begin() const noexcept { return data(); }

// `InlinedVector::end()`

//

// Returns an `iterator` to the end of the inlined vector.

iterator end() noexcept { return data() + size(); }

// Overload of `InlinedVector::end()` that returns a `const\_iterator` to the

// end of the inlined vector.

const\_iterator end() const noexcept { return data() + size(); }

// `InlinedVector::cbegin()`

//

// Returns a `const\_iterator` to the beginning of the inlined vector.

const\_iterator cbegin() const noexcept { return begin(); }

// `InlinedVector::cend()`

//

// Returns a `const\_iterator` to the end of the inlined vector.

const\_iterator cend() const noexcept { return end(); }

// `InlinedVector::rbegin()`

//

// Returns a `reverse\_iterator` from the end of the inlined vector.

reverse\_iterator rbegin() noexcept { return reverse\_iterator(end()); }

// Overload of `InlinedVector::rbegin()` that returns a

// `const\_reverse\_iterator` from the end of the inlined vector.

const\_reverse\_iterator rbegin() const noexcept {

return const\_reverse\_iterator(end());

}

// `InlinedVector::rend()`

//

// Returns a `reverse\_iterator` from the beginning of the inlined vector.

reverse\_iterator rend() noexcept { return reverse\_iterator(begin()); }

// Overload of `InlinedVector::rend()` that returns a `const\_reverse\_iterator`

// from the beginning of the inlined vector.

const\_reverse\_iterator rend() const noexcept {

return const\_reverse\_iterator(begin());

}

// `InlinedVector::crbegin()`

//

// Returns a `const\_reverse\_iterator` from the end of the inlined vector.

const\_reverse\_iterator crbegin() const noexcept { return rbegin(); }

// `InlinedVector::crend()`

//

// Returns a `const\_reverse\_iterator` from the beginning of the inlined

// vector.

const\_reverse\_iterator crend() const noexcept { return rend(); }

// `InlinedVector::get\_allocator()`

//

// Returns a copy of the inlined vector's allocator.

allocator\_type get\_allocator() const { return \*storage\_.GetAllocPtr(); }

// ---------------------------------------------------------------------------

// InlinedVector Member Mutators

// ---------------------------------------------------------------------------

// `InlinedVector::operator=(...)`

//

// Replaces the elements of the inlined vector with copies of the elements of

// `list`.

InlinedVector& operator=(std::initializer\_list<value\_type> list) {

assign(list.begin(), list.end());

return \*this;

}

// Overload of `InlinedVector::operator=(...)` that replaces the elements of

// the inlined vector with copies of the elements of `other`.

InlinedVector& operator=(const InlinedVector& other) {

if (ABSL\_PREDICT\_TRUE(this != std::addressof(other))) {

const\_pointer other\_data = other.data();

assign(other\_data, other\_data + other.size());

}

return \*this;

}

// Overload of `InlinedVector::operator=(...)` that moves the elements of

// `other` into the inlined vector.

//

// NOTE: as a result of calling this overload, `other` is left in a valid but

// unspecified state.

InlinedVector& operator=(InlinedVector&& other) {

if (ABSL\_PREDICT\_TRUE(this != std::addressof(other))) {

if (IsMemcpyOk::value || other.storage\_.GetIsAllocated()) {

inlined\_vector\_internal::DestroyElements(storage\_.GetAllocPtr(), data(),

size());

storage\_.DeallocateIfAllocated();

storage\_.MemcpyFrom(other.storage\_);

other.storage\_.SetInlinedSize(0);

} else {

storage\_.Assign(IteratorValueAdapter<MoveIterator>(

MoveIterator(other.storage\_.GetInlinedData())),

other.size());

}

}

return \*this;

}

// `InlinedVector::assign(...)`

//

// Replaces the contents of the inlined vector with `n` copies of `v`.

void assign(size\_type n, const\_reference v) {

storage\_.Assign(CopyValueAdapter(v), n);

}

// Overload of `InlinedVector::assign(...)` that replaces the contents of the

// inlined vector with copies of the elements of `list`.

void assign(std::initializer\_list<value\_type> list) {

assign(list.begin(), list.end());

}

// Overload of `InlinedVector::assign(...)` to replace the contents of the

// inlined vector with the range [`first`, `last`).

//

// NOTE: this overload is for iterators that are "forward" category or better.

template <typename ForwardIterator,

EnableIfAtLeastForwardIterator<ForwardIterator>\* = nullptr>

void assign(ForwardIterator first, ForwardIterator last) {

storage\_.Assign(IteratorValueAdapter<ForwardIterator>(first),

std::distance(first, last));

}

// Overload of `InlinedVector::assign(...)` to replace the contents of the

// inlined vector with the range [`first`, `last`).

//

// NOTE: this overload is for iterators that are "input" category.

template <typename InputIterator,

DisableIfAtLeastForwardIterator<InputIterator>\* = nullptr>

void assign(InputIterator first, InputIterator last) {

size\_type i = 0;

for (; i < size() && first != last; ++i, static\_cast<void>(++first)) {

at(i) = \*first;

}

erase(data() + i, data() + size());

std::copy(first, last, std::back\_inserter(\*this));

}

// `InlinedVector::resize(...)`

//

// Resizes the inlined vector to contain `n` elements.

//

// NOTE: if `n` is smaller than `size()`, extra elements are destroyed. If `n`

// is larger than `size()`, new elements are value-initialized.

void resize(size\_type n) { storage\_.Resize(DefaultValueAdapter(), n); }

// Overload of `InlinedVector::resize(...)` that resizes the inlined vector to

// contain `n` elements.

//

// NOTE: if `n` is smaller than `size()`, extra elements are destroyed. If `n`

// is larger than `size()`, new elements are copied-constructed from `v`.

void resize(size\_type n, const\_reference v) {

storage\_.Resize(CopyValueAdapter(v), n);

}

// `InlinedVector::insert(...)`

//

// Inserts a copy of `v` at `pos`, returning an `iterator` to the newly

// inserted element.

iterator insert(const\_iterator pos, const\_reference v) {

return emplace(pos, v);

}

// Overload of `InlinedVector::insert(...)` that inserts `v` at `pos` using

// move semantics, returning an `iterator` to the newly inserted element.

iterator insert(const\_iterator pos, RValueReference v) {

return emplace(pos, std::move(v));

}

// Overload of `InlinedVector::insert(...)` that inserts `n` contiguous copies

// of `v` starting at `pos`, returning an `iterator` pointing to the first of

// the newly inserted elements.

iterator insert(const\_iterator pos, size\_type n, const\_reference v) {

assert(pos >= begin());

assert(pos <= end());

if (ABSL\_PREDICT\_TRUE(n != 0)) {

value\_type dealias = v;

return storage\_.Insert(pos, CopyValueAdapter(dealias), n);

} else {

return const\_cast<iterator>(pos);

}

}

// Overload of `InlinedVector::insert(...)` that inserts copies of the

// elements of `list` starting at `pos`, returning an `iterator` pointing to

// the first of the newly inserted elements.

iterator insert(const\_iterator pos, std::initializer\_list<value\_type> list) {

return insert(pos, list.begin(), list.end());

}

// Overload of `InlinedVector::insert(...)` that inserts the range [`first`,

// `last`) starting at `pos`, returning an `iterator` pointing to the first

// of the newly inserted elements.

//

// NOTE: this overload is for iterators that are "forward" category or better.

template <typename ForwardIterator,

EnableIfAtLeastForwardIterator<ForwardIterator>\* = nullptr>

iterator insert(const\_iterator pos, ForwardIterator first,

ForwardIterator last) {

assert(pos >= begin());

assert(pos <= end());

if (ABSL\_PREDICT\_TRUE(first != last)) {

return storage\_.Insert(pos, IteratorValueAdapter<ForwardIterator>(first),

std::distance(first, last));

} else {

return const\_cast<iterator>(pos);

}

}

// Overload of `InlinedVector::insert(...)` that inserts the range [`first`,

// `last`) starting at `pos`, returning an `iterator` pointing to the first

// of the newly inserted elements.

//

// NOTE: this overload is for iterators that are "input" category.

template <typename InputIterator,

DisableIfAtLeastForwardIterator<InputIterator>\* = nullptr>

iterator insert(const\_iterator pos, InputIterator first, InputIterator last) {

assert(pos >= begin());

assert(pos <= end());

size\_type index = std::distance(cbegin(), pos);

for (size\_type i = index; first != last; ++i, static\_cast<void>(++first)) {

insert(data() + i, \*first);

}

return iterator(data() + index);

}

// `InlinedVector::emplace(...)`

//

// Constructs and inserts an element using `args...` in the inlined vector at

// `pos`, returning an `iterator` pointing to the newly emplaced element.

template <typename... Args>

iterator emplace(const\_iterator pos, Args&&... args) {

assert(pos >= begin());

assert(pos <= end());

value\_type dealias(std::forward<Args>(args)...);

return storage\_.Insert(pos,

IteratorValueAdapter<MoveIterator>(

MoveIterator(std::addressof(dealias))),

1);

}

// `InlinedVector::emplace\_back(...)`

//

// Constructs and inserts an element using `args...` in the inlined vector at

// `end()`, returning a `reference` to the newly emplaced element.

template <typename... Args>

reference emplace\_back(Args&&... args) {

return storage\_.EmplaceBack(std::forward<Args>(args)...);

}

// `InlinedVector::push\_back(...)`

//

// Inserts a copy of `v` in the inlined vector at `end()`.

void push\_back(const\_reference v) { static\_cast<void>(emplace\_back(v)); }

// Overload of `InlinedVector::push\_back(...)` for inserting `v` at `end()`

// using move semantics.

void push\_back(RValueReference v) {

static\_cast<void>(emplace\_back(std::move(v)));

}

// `InlinedVector::pop\_back()`

//

// Destroys the element at `back()`, reducing the size by `1`.

void pop\_back() noexcept {

assert(!empty());

AllocatorTraits::destroy(\*storage\_.GetAllocPtr(), data() + (size() - 1));

storage\_.SubtractSize(1);

}

// `InlinedVector::erase(...)`

//

// Erases the element at `pos`, returning an `iterator` pointing to where the

// erased element was located.

//

// NOTE: may return `end()`, which is not dereferencable.

iterator erase(const\_iterator pos) {

assert(pos >= begin());

assert(pos < end());

return storage\_.Erase(pos, pos + 1);

}

// Overload of `InlinedVector::erase(...)` that erases every element in the

// range [`from`, `to`), returning an `iterator` pointing to where the first

// erased element was located.

//

// NOTE: may return `end()`, which is not dereferencable.

iterator erase(const\_iterator from, const\_iterator to) {

assert(from >= begin());

assert(from <= to);

assert(to <= end());

if (ABSL\_PREDICT\_TRUE(from != to)) {

return storage\_.Erase(from, to);

} else {

return const\_cast<iterator>(from);

}

}

// `InlinedVector::clear()`

//

// Destroys all elements in the inlined vector, setting the size to `0` and

// deallocating any held memory.

void clear() noexcept {

inlined\_vector\_internal::DestroyElements(storage\_.GetAllocPtr(), data(),

size());

storage\_.DeallocateIfAllocated();

storage\_.SetInlinedSize(0);

}

// `InlinedVector::reserve(...)`

//

// Ensures that there is enough room for at least `n` elements.

void reserve(size\_type n) { storage\_.Reserve(n); }

// `InlinedVector::shrink\_to\_fit()`

//

// Reduces memory usage by freeing unused memory. After being called, calls to

// `capacity()` will be equal to `max(N, size())`.

//

// If `size() <= N` and the inlined vector contains allocated memory, the

// elements will all be moved to the inlined space and the allocated memory

// will be deallocated.

//

// If `size() > N` and `size() < capacity()`, the elements will be moved to a

// smaller allocation.

void shrink\_to\_fit() {

if (storage\_.GetIsAllocated()) {

storage\_.ShrinkToFit();

}

}

// `InlinedVector::swap(...)`

//

// Swaps the contents of the inlined vector with `other`.

void swap(InlinedVector& other) {

if (ABSL\_PREDICT\_TRUE(this != std::addressof(other))) {

storage\_.Swap(std::addressof(other.storage\_));

}

}

private:

template <typename H, typename TheT, size\_t TheN, typename TheA>

friend H AbslHashValue(H h, const absl::InlinedVector<TheT, TheN, TheA>& a);

Storage storage\_;

};

// -----------------------------------------------------------------------------

// InlinedVector Non-Member Functions

// -----------------------------------------------------------------------------

// `swap(...)`

//

// Swaps the contents of two inlined vectors.

template <typename T, size\_t N, typename A>

void swap(absl::InlinedVector<T, N, A>& a,

absl::InlinedVector<T, N, A>& b) noexcept(noexcept(a.swap(b))) {

a.swap(b);

}

// `operator==(...)`

//

// Tests for value-equality of two inlined vectors.

template <typename T, size\_t N, typename A>

bool operator==(const absl::InlinedVector<T, N, A>& a,

const absl::InlinedVector<T, N, A>& b) {

auto a\_data = a.data();

auto b\_data = b.data();

return absl::equal(a\_data, a\_data + a.size(), b\_data, b\_data + b.size());

}

// `operator!=(...)`

//

// Tests for value-inequality of two inlined vectors.

template <typename T, size\_t N, typename A>

bool operator!=(const absl::InlinedVector<T, N, A>& a,

const absl::InlinedVector<T, N, A>& b) {

return !(a == b);

}

// `operator<(...)`

//

// Tests whether the value of an inlined vector is less than the value of

// another inlined vector using a lexicographical comparison algorithm.

template <typename T, size\_t N, typename A>

bool operator<(const absl::InlinedVector<T, N, A>& a,

const absl::InlinedVector<T, N, A>& b) {

auto a\_data = a.data();

auto b\_data = b.data();

return std::lexicographical\_compare(a\_data, a\_data + a.size(), b\_data,

b\_data + b.size());

}

// `operator>(...)`

//

// Tests whether the value of an inlined vector is greater than the value of

// another inlined vector using a lexicographical comparison algorithm.

template <typename T, size\_t N, typename A>

bool operator>(const absl::InlinedVector<T, N, A>& a,

const absl::InlinedVector<T, N, A>& b) {

return b < a;

}

// `operator<=(...)`

//

// Tests whether the value of an inlined vector is less than or equal to the

// value of another inlined vector using a lexicographical comparison algorithm.

template <typename T, size\_t N, typename A>

bool operator<=(const absl::InlinedVector<T, N, A>& a,

const absl::InlinedVector<T, N, A>& b) {

return !(b < a);

}

// `operator>=(...)`

//

// Tests whether the value of an inlined vector is greater than or equal to the

// value of another inlined vector using a lexicographical comparison algorithm.

template <typename T, size\_t N, typename A>

bool operator>=(const absl::InlinedVector<T, N, A>& a,

const absl::InlinedVector<T, N, A>& b) {

return !(a < b);

}

// `AbslHashValue(...)`

//

// Provides `absl::Hash` support for `absl::InlinedVector`. It is uncommon to

// call this directly.

template <typename H, typename T, size\_t N, typename A>

H AbslHashValue(H h, const absl::InlinedVector<T, N, A>& a) {

auto size = a.size();

return H::combine(H::combine\_contiguous(std::move(h), a.data(), size), size);

}

ABSL\_NAMESPACE\_END

} // namespace absl

[Absl/container/internal/inlined\_vector.h](https://github.com/abseil/abseil-cpp/blob/20200225.2/absl/container/internal/inlined_vector.h)

The excerpt from the source code of the internal/inlined\_vector.h is shown below. It contains template utility code used to build the InlinedVector container:

namespace absl {

ABSL\_NAMESPACE\_BEGIN

namespace inlined\_vector\_internal {

template <typename Iterator>

using IsAtLeastForwardIterator = std::is\_convertible<

typename std::iterator\_traits<Iterator>::iterator\_category,

std::forward\_iterator\_tag>;

template <typename AllocatorType,

typename ValueType =

typename absl::allocator\_traits<AllocatorType>::value\_type>

using IsMemcpyOk =

absl::conjunction<std::is\_same<AllocatorType, std::allocator<ValueType>>,

absl::is\_trivially\_copy\_constructible<ValueType>,

absl::is\_trivially\_copy\_assignable<ValueType>,

absl::is\_trivially\_destructible<ValueType>>;

template <typename AllocatorType, typename Pointer, typename SizeType>

void DestroyElements(AllocatorType\* alloc\_ptr, Pointer destroy\_first,

SizeType destroy\_size) {

using AllocatorTraits = absl::allocator\_traits<AllocatorType>;

if (destroy\_first != nullptr) {

for (auto i = destroy\_size; i != 0;) {

--i;

AllocatorTraits::destroy(\*alloc\_ptr, destroy\_first + i);

}

#if !defined(NDEBUG)

{

using ValueType = typename AllocatorTraits::value\_type;

// Overwrite unused memory with `0xab` so we can catch uninitialized

// usage.

//

// Cast to `void\*` to tell the compiler that we don't care that we might

// be scribbling on a vtable pointer.

void\* memory\_ptr = destroy\_first;

auto memory\_size = destroy\_size \* sizeof(ValueType);

std::memset(memory\_ptr, 0xab, memory\_size);

}

#endif // !defined(NDEBUG)

}

}

template <typename AllocatorType, typename Pointer, typename ValueAdapter,

typename SizeType>

void ConstructElements(AllocatorType\* alloc\_ptr, Pointer construct\_first,

ValueAdapter\* values\_ptr, SizeType construct\_size) {

for (SizeType i = 0; i < construct\_size; ++i) {

ABSL\_INTERNAL\_TRY {

values\_ptr->ConstructNext(alloc\_ptr, construct\_first + i);

}

ABSL\_INTERNAL\_CATCH\_ANY {

inlined\_vector\_internal::DestroyElements(alloc\_ptr, construct\_first, i);

ABSL\_INTERNAL\_RETHROW;

}

}

}

template <typename Pointer, typename ValueAdapter, typename SizeType>

void AssignElements(Pointer assign\_first, ValueAdapter\* values\_ptr,

SizeType assign\_size) {

for (SizeType i = 0; i < assign\_size; ++i) {

values\_ptr->AssignNext(assign\_first + i);

}

}

template <typename AllocatorType>

struct StorageView {

using AllocatorTraits = absl::allocator\_traits<AllocatorType>;

using Pointer = typename AllocatorTraits::pointer;

using SizeType = typename AllocatorTraits::size\_type;

Pointer data;

SizeType size;

SizeType capacity;

};

template <typename AllocatorType, typename Iterator>

class IteratorValueAdapter {

using AllocatorTraits = absl::allocator\_traits<AllocatorType>;

using Pointer = typename AllocatorTraits::pointer;

public:

explicit IteratorValueAdapter(const Iterator& it) : it\_(it) {}

void ConstructNext(AllocatorType\* alloc\_ptr, Pointer construct\_at) {

AllocatorTraits::construct(\*alloc\_ptr, construct\_at, \*it\_);

++it\_;

}

void AssignNext(Pointer assign\_at) {

\*assign\_at = \*it\_;

++it\_;

}

private:

Iterator it\_;

};

template <typename AllocatorType>

class CopyValueAdapter {

using AllocatorTraits = absl::allocator\_traits<AllocatorType>;

using ValueType = typename AllocatorTraits::value\_type;

using Pointer = typename AllocatorTraits::pointer;

using ConstPointer = typename AllocatorTraits::const\_pointer;

public:

explicit CopyValueAdapter(const ValueType& v) : ptr\_(std::addressof(v)) {}

void ConstructNext(AllocatorType\* alloc\_ptr, Pointer construct\_at) {

AllocatorTraits::construct(\*alloc\_ptr, construct\_at, \*ptr\_);

}

void AssignNext(Pointer assign\_at) { \*assign\_at = \*ptr\_; }

private:

ConstPointer ptr\_;

};

template <typename AllocatorType>

class DefaultValueAdapter {

using AllocatorTraits = absl::allocator\_traits<AllocatorType>;

using ValueType = typename AllocatorTraits::value\_type;

using Pointer = typename AllocatorTraits::pointer;

public:

explicit DefaultValueAdapter() {}

void ConstructNext(AllocatorType\* alloc\_ptr, Pointer construct\_at) {

AllocatorTraits::construct(\*alloc\_ptr, construct\_at);

}

void AssignNext(Pointer assign\_at) { \*assign\_at = ValueType(); }

};

template <typename AllocatorType>

class AllocationTransaction {

using AllocatorTraits = absl::allocator\_traits<AllocatorType>;

using Pointer = typename AllocatorTraits::pointer;

using SizeType = typename AllocatorTraits::size\_type;

public:

explicit AllocationTransaction(AllocatorType\* alloc\_ptr)

: alloc\_data\_(\*alloc\_ptr, nullptr) {}

~AllocationTransaction() {

if (DidAllocate()) {

AllocatorTraits::deallocate(GetAllocator(), GetData(), GetCapacity());

}

}

AllocationTransaction(const AllocationTransaction&) = delete;

void operator=(const AllocationTransaction&) = delete;

AllocatorType& GetAllocator() { return alloc\_data\_.template get<0>(); }

Pointer& GetData() { return alloc\_data\_.template get<1>(); }

SizeType& GetCapacity() { return capacity\_; }

bool DidAllocate() { return GetData() != nullptr; }

Pointer Allocate(SizeType capacity) {

GetData() = AllocatorTraits::allocate(GetAllocator(), capacity);

GetCapacity() = capacity;

return GetData();

}

void Reset() {

GetData() = nullptr;

GetCapacity() = 0;

}

private:

container\_internal::CompressedTuple<AllocatorType, Pointer> alloc\_data\_;

SizeType capacity\_ = 0;

};

template <typename AllocatorType>

class ConstructionTransaction {

using AllocatorTraits = absl::allocator\_traits<AllocatorType>;

using Pointer = typename AllocatorTraits::pointer;

using SizeType = typename AllocatorTraits::size\_type;

public:

explicit ConstructionTransaction(AllocatorType\* alloc\_ptr)

: alloc\_data\_(\*alloc\_ptr, nullptr) {}

~ConstructionTransaction() {

if (DidConstruct()) {

inlined\_vector\_internal::DestroyElements(std::addressof(GetAllocator()),

GetData(), GetSize());

}

}

ConstructionTransaction(const ConstructionTransaction&) = delete;

void operator=(const ConstructionTransaction&) = delete;

AllocatorType& GetAllocator() { return alloc\_data\_.template get<0>(); }

Pointer& GetData() { return alloc\_data\_.template get<1>(); }

SizeType& GetSize() { return size\_; }

bool DidConstruct() { return GetData() != nullptr; }

template <typename ValueAdapter>

void Construct(Pointer data, ValueAdapter\* values\_ptr, SizeType size) {

inlined\_vector\_internal::ConstructElements(std::addressof(GetAllocator()),

data, values\_ptr, size);

GetData() = data;

GetSize() = size;

}

void Commit() {

GetData() = nullptr;

GetSize() = 0;

}

private:

container\_internal::CompressedTuple<AllocatorType, Pointer> alloc\_data\_;

SizeType size\_ = 0;

};

template <typename T, size\_t N, typename A>

class Storage {

public:

using AllocatorTraits = absl::allocator\_traits<A>;

using allocator\_type = typename AllocatorTraits::allocator\_type;

using value\_type = typename AllocatorTraits::value\_type;

using pointer = typename AllocatorTraits::pointer;

using const\_pointer = typename AllocatorTraits::const\_pointer;

using size\_type = typename AllocatorTraits::size\_type;

using difference\_type = typename AllocatorTraits::difference\_type;

using reference = value\_type&;

using const\_reference = const value\_type&;

using RValueReference = value\_type&&;

using iterator = pointer;

using const\_iterator = const\_pointer;

using reverse\_iterator = std::reverse\_iterator<iterator>;

using const\_reverse\_iterator = std::reverse\_iterator<const\_iterator>;

using MoveIterator = std::move\_iterator<iterator>;

using IsMemcpyOk = inlined\_vector\_internal::IsMemcpyOk<allocator\_type>;

using StorageView = inlined\_vector\_internal::StorageView<allocator\_type>;

template <typename Iterator>

using IteratorValueAdapter =

inlined\_vector\_internal::IteratorValueAdapter<allocator\_type, Iterator>;

using CopyValueAdapter =

inlined\_vector\_internal::CopyValueAdapter<allocator\_type>;

using DefaultValueAdapter =

inlined\_vector\_internal::DefaultValueAdapter<allocator\_type>;

using AllocationTransaction =

inlined\_vector\_internal::AllocationTransaction<allocator\_type>;

using ConstructionTransaction =

inlined\_vector\_internal::ConstructionTransaction<allocator\_type>;

static size\_type NextCapacity(size\_type current\_capacity) {

return current\_capacity \* 2;

}

static size\_type ComputeCapacity(size\_type current\_capacity,

size\_type requested\_capacity) {

return (std::max)(NextCapacity(current\_capacity), requested\_capacity);

}

// ---------------------------------------------------------------------------

// Storage Constructors and Destructor

// ---------------------------------------------------------------------------

Storage() : metadata\_() {}

explicit Storage(const allocator\_type& alloc) : metadata\_(alloc, {}) {}

~Storage() {

pointer data = GetIsAllocated() ? GetAllocatedData() : GetInlinedData();

inlined\_vector\_internal::DestroyElements(GetAllocPtr(), data, GetSize());

DeallocateIfAllocated();

}

// ---------------------------------------------------------------------------

// Storage Member Accessors

// ---------------------------------------------------------------------------

size\_type& GetSizeAndIsAllocated() { return metadata\_.template get<1>(); }

const size\_type& GetSizeAndIsAllocated() const {

return metadata\_.template get<1>();

}

size\_type GetSize() const { return GetSizeAndIsAllocated() >> 1; }

bool GetIsAllocated() const { return GetSizeAndIsAllocated() & 1; }

pointer GetAllocatedData() { return data\_.allocated.allocated\_data; }

const\_pointer GetAllocatedData() const {

return data\_.allocated.allocated\_data;

}

pointer GetInlinedData() {

return reinterpret\_cast<pointer>(

std::addressof(data\_.inlined.inlined\_data[0]));

}

const\_pointer GetInlinedData() const {

return reinterpret\_cast<const\_pointer>(

std::addressof(data\_.inlined.inlined\_data[0]));

}

size\_type GetAllocatedCapacity() const {

return data\_.allocated.allocated\_capacity;

}

size\_type GetInlinedCapacity() const { return static\_cast<size\_type>(N); }

StorageView MakeStorageView() {

return GetIsAllocated()

? StorageView{GetAllocatedData(), GetSize(),

GetAllocatedCapacity()}

: StorageView{GetInlinedData(), GetSize(), GetInlinedCapacity()};

}

allocator\_type\* GetAllocPtr() {

return std::addressof(metadata\_.template get<0>());

}

const allocator\_type\* GetAllocPtr() const {

return std::addressof(metadata\_.template get<0>());

}

// ---------------------------------------------------------------------------

// Storage Member Mutators

// ---------------------------------------------------------------------------

template <typename ValueAdapter>

void Initialize(ValueAdapter values, size\_type new\_size);

template <typename ValueAdapter>

void Assign(ValueAdapter values, size\_type new\_size);

template <typename ValueAdapter>

void Resize(ValueAdapter values, size\_type new\_size);

template <typename ValueAdapter>

iterator Insert(const\_iterator pos, ValueAdapter values,

size\_type insert\_count);

template <typename... Args>

reference EmplaceBack(Args&&... args);

iterator Erase(const\_iterator from, const\_iterator to);

void Reserve(size\_type requested\_capacity);

void ShrinkToFit();

void Swap(Storage\* other\_storage\_ptr);

void SetIsAllocated() {

GetSizeAndIsAllocated() |= static\_cast<size\_type>(1);

}

void UnsetIsAllocated() {

GetSizeAndIsAllocated() &= ((std::numeric\_limits<size\_type>::max)() - 1);

}

void SetSize(size\_type size) {

GetSizeAndIsAllocated() =

(size << 1) | static\_cast<size\_type>(GetIsAllocated());

}

void SetAllocatedSize(size\_type size) {

GetSizeAndIsAllocated() = (size << 1) | static\_cast<size\_type>(1);

}

void SetInlinedSize(size\_type size) {

GetSizeAndIsAllocated() = size << static\_cast<size\_type>(1);

}

void AddSize(size\_type count) {

GetSizeAndIsAllocated() += count << static\_cast<size\_type>(1);

}

void SubtractSize(size\_type count) {

assert(count <= GetSize());

GetSizeAndIsAllocated() -= count << static\_cast<size\_type>(1);

}

void SetAllocatedData(pointer data, size\_type capacity) {

data\_.allocated.allocated\_data = data;

data\_.allocated.allocated\_capacity = capacity;

}

void AcquireAllocatedData(AllocationTransaction\* allocation\_tx\_ptr) {

SetAllocatedData(allocation\_tx\_ptr->GetData(),

allocation\_tx\_ptr->GetCapacity());

allocation\_tx\_ptr->Reset();

}

void MemcpyFrom(const Storage& other\_storage) {

assert(IsMemcpyOk::value || other\_storage.GetIsAllocated());

GetSizeAndIsAllocated() = other\_storage.GetSizeAndIsAllocated();

data\_ = other\_storage.data\_;

}

void DeallocateIfAllocated() {

if (GetIsAllocated()) {

AllocatorTraits::deallocate(\*GetAllocPtr(), GetAllocatedData(),

GetAllocatedCapacity());

}

}

private:

using Metadata =

container\_internal::CompressedTuple<allocator\_type, size\_type>;

struct Allocated {

pointer allocated\_data;

size\_type allocated\_capacity;

};

struct Inlined {

alignas(value\_type) char inlined\_data[sizeof(value\_type[N])];

};

union Data {

Allocated allocated;

Inlined inlined;

};

Metadata metadata\_;

Data data\_;

};

template <typename T, size\_t N, typename A>

template <typename ValueAdapter>

auto Storage<T, N, A>::Initialize(ValueAdapter values, size\_type new\_size)

-> void {

// Only callable from constructors!

assert(!GetIsAllocated());

assert(GetSize() == 0);

pointer construct\_data;

if (new\_size > GetInlinedCapacity()) {

// Because this is only called from the `InlinedVector` constructors, it's

// safe to take on the allocation with size `0`. If `ConstructElements(...)`

// throws, deallocation will be automatically handled by `~Storage()`.

size\_type new\_capacity = ComputeCapacity(GetInlinedCapacity(), new\_size);

construct\_data = AllocatorTraits::allocate(\*GetAllocPtr(), new\_capacity);

SetAllocatedData(construct\_data, new\_capacity);

SetIsAllocated();

} else {

construct\_data = GetInlinedData();

}

inlined\_vector\_internal::ConstructElements(GetAllocPtr(), construct\_data,

&values, new\_size);

// Since the initial size was guaranteed to be `0` and the allocated bit is

// already correct for either case, \*adding\* `new\_size` gives us the correct

// result faster than setting it directly.

AddSize(new\_size);

}

template <typename T, size\_t N, typename A>

template <typename ValueAdapter>

auto Storage<T, N, A>::Assign(ValueAdapter values, size\_type new\_size) -> void {

StorageView storage\_view = MakeStorageView();

AllocationTransaction allocation\_tx(GetAllocPtr());

absl::Span<value\_type> assign\_loop;

absl::Span<value\_type> construct\_loop;

absl::Span<value\_type> destroy\_loop;

if (new\_size > storage\_view.capacity) {

size\_type new\_capacity = ComputeCapacity(storage\_view.capacity, new\_size);

construct\_loop = {allocation\_tx.Allocate(new\_capacity), new\_size};

destroy\_loop = {storage\_view.data, storage\_view.size};

} else if (new\_size > storage\_view.size) {

assign\_loop = {storage\_view.data, storage\_view.size};

construct\_loop = {storage\_view.data + storage\_view.size,

new\_size - storage\_view.size};

} else {

assign\_loop = {storage\_view.data, new\_size};

destroy\_loop = {storage\_view.data + new\_size, storage\_view.size - new\_size};

}

inlined\_vector\_internal::AssignElements(assign\_loop.data(), &values,

assign\_loop.size());

inlined\_vector\_internal::ConstructElements(

GetAllocPtr(), construct\_loop.data(), &values, construct\_loop.size());

inlined\_vector\_internal::DestroyElements(GetAllocPtr(), destroy\_loop.data(),

destroy\_loop.size());

if (allocation\_tx.DidAllocate()) {

DeallocateIfAllocated();

AcquireAllocatedData(&allocation\_tx);

SetIsAllocated();

}

SetSize(new\_size);

}

template <typename T, size\_t N, typename A>

template <typename ValueAdapter>

auto Storage<T, N, A>::Resize(ValueAdapter values, size\_type new\_size) -> void {

StorageView storage\_view = MakeStorageView();

IteratorValueAdapter<MoveIterator> move\_values(

MoveIterator(storage\_view.data));

AllocationTransaction allocation\_tx(GetAllocPtr());

ConstructionTransaction construction\_tx(GetAllocPtr());

absl::Span<value\_type> construct\_loop;

absl::Span<value\_type> move\_construct\_loop;

absl::Span<value\_type> destroy\_loop;

if (new\_size > storage\_view.capacity) {

size\_type new\_capacity = ComputeCapacity(storage\_view.capacity, new\_size);

pointer new\_data = allocation\_tx.Allocate(new\_capacity);

construct\_loop = {new\_data + storage\_view.size,

new\_size - storage\_view.size};

move\_construct\_loop = {new\_data, storage\_view.size};

destroy\_loop = {storage\_view.data, storage\_view.size};

} else if (new\_size > storage\_view.size) {

construct\_loop = {storage\_view.data + storage\_view.size,

new\_size - storage\_view.size};

} else {

destroy\_loop = {storage\_view.data + new\_size, storage\_view.size - new\_size};

}

construction\_tx.Construct(construct\_loop.data(), &values,

construct\_loop.size());

inlined\_vector\_internal::ConstructElements(

GetAllocPtr(), move\_construct\_loop.data(), &move\_values,

move\_construct\_loop.size());

inlined\_vector\_internal::DestroyElements(GetAllocPtr(), destroy\_loop.data(),

destroy\_loop.size());

construction\_tx.Commit();

if (allocation\_tx.DidAllocate()) {

DeallocateIfAllocated();

AcquireAllocatedData(&allocation\_tx);

SetIsAllocated();

}

SetSize(new\_size);

}

template <typename T, size\_t N, typename A>

template <typename ValueAdapter>

auto Storage<T, N, A>::Insert(const\_iterator pos, ValueAdapter values,

size\_type insert\_count) -> iterator {

StorageView storage\_view = MakeStorageView();

size\_type insert\_index =

std::distance(const\_iterator(storage\_view.data), pos);

size\_type insert\_end\_index = insert\_index + insert\_count;

size\_type new\_size = storage\_view.size + insert\_count;

if (new\_size > storage\_view.capacity) {

AllocationTransaction allocation\_tx(GetAllocPtr());

ConstructionTransaction construction\_tx(GetAllocPtr());

ConstructionTransaction move\_construciton\_tx(GetAllocPtr());

IteratorValueAdapter<MoveIterator> move\_values(

MoveIterator(storage\_view.data));

size\_type new\_capacity = ComputeCapacity(storage\_view.capacity, new\_size);

pointer new\_data = allocation\_tx.Allocate(new\_capacity);

construction\_tx.Construct(new\_data + insert\_index, &values, insert\_count);

move\_construciton\_tx.Construct(new\_data, &move\_values, insert\_index);

inlined\_vector\_internal::ConstructElements(

GetAllocPtr(), new\_data + insert\_end\_index, &move\_values,

storage\_view.size - insert\_index);

inlined\_vector\_internal::DestroyElements(GetAllocPtr(), storage\_view.data,

storage\_view.size);

construction\_tx.Commit();

move\_construciton\_tx.Commit();

DeallocateIfAllocated();

AcquireAllocatedData(&allocation\_tx);

SetAllocatedSize(new\_size);

return iterator(new\_data + insert\_index);

} else {

size\_type move\_construction\_destination\_index =

(std::max)(insert\_end\_index, storage\_view.size);

ConstructionTransaction move\_construction\_tx(GetAllocPtr());

IteratorValueAdapter<MoveIterator> move\_construction\_values(

MoveIterator(storage\_view.data +

(move\_construction\_destination\_index - insert\_count)));

absl::Span<value\_type> move\_construction = {

storage\_view.data + move\_construction\_destination\_index,

new\_size - move\_construction\_destination\_index};

pointer move\_assignment\_values = storage\_view.data + insert\_index;

absl::Span<value\_type> move\_assignment = {

storage\_view.data + insert\_end\_index,

move\_construction\_destination\_index - insert\_end\_index};

absl::Span<value\_type> insert\_assignment = {move\_assignment\_values,

move\_construction.size()};

absl::Span<value\_type> insert\_construction = {

insert\_assignment.data() + insert\_assignment.size(),

insert\_count - insert\_assignment.size()};

move\_construction\_tx.Construct(move\_construction.data(),

&move\_construction\_values,

move\_construction.size());

for (pointer destination = move\_assignment.data() + move\_assignment.size(),

last\_destination = move\_assignment.data(),

source = move\_assignment\_values + move\_assignment.size();

;) {

--destination;

--source;

if (destination < last\_destination) break;

\*destination = std::move(\*source);

}

inlined\_vector\_internal::AssignElements(insert\_assignment.data(), &values,

insert\_assignment.size());

inlined\_vector\_internal::ConstructElements(

GetAllocPtr(), insert\_construction.data(), &values,

insert\_construction.size());

move\_construction\_tx.Commit();

AddSize(insert\_count);

return iterator(storage\_view.data + insert\_index);

}

}

template <typename T, size\_t N, typename A>

template <typename... Args>

auto Storage<T, N, A>::EmplaceBack(Args&&... args) -> reference {

StorageView storage\_view = MakeStorageView();

AllocationTransaction allocation\_tx(GetAllocPtr());

IteratorValueAdapter<MoveIterator> move\_values(

MoveIterator(storage\_view.data));

pointer construct\_data;

if (storage\_view.size == storage\_view.capacity) {

size\_type new\_capacity = NextCapacity(storage\_view.capacity);

construct\_data = allocation\_tx.Allocate(new\_capacity);

} else {

construct\_data = storage\_view.data;

}

pointer last\_ptr = construct\_data + storage\_view.size;

AllocatorTraits::construct(\*GetAllocPtr(), last\_ptr,

std::forward<Args>(args)...);

if (allocation\_tx.DidAllocate()) {

ABSL\_INTERNAL\_TRY {

inlined\_vector\_internal::ConstructElements(

GetAllocPtr(), allocation\_tx.GetData(), &move\_values,

storage\_view.size);

}

ABSL\_INTERNAL\_CATCH\_ANY {

AllocatorTraits::destroy(\*GetAllocPtr(), last\_ptr);

ABSL\_INTERNAL\_RETHROW;

}

inlined\_vector\_internal::DestroyElements(GetAllocPtr(), storage\_view.data,

storage\_view.size);

DeallocateIfAllocated();

AcquireAllocatedData(&allocation\_tx);

SetIsAllocated();

}

AddSize(1);

return \*last\_ptr;

}

template <typename T, size\_t N, typename A>

auto Storage<T, N, A>::Erase(const\_iterator from, const\_iterator to)

-> iterator {

StorageView storage\_view = MakeStorageView();

size\_type erase\_size = std::distance(from, to);

size\_type erase\_index =

std::distance(const\_iterator(storage\_view.data), from);

size\_type erase\_end\_index = erase\_index + erase\_size;

IteratorValueAdapter<MoveIterator> move\_values(

MoveIterator(storage\_view.data + erase\_end\_index));

inlined\_vector\_internal::AssignElements(storage\_view.data + erase\_index,

&move\_values,

storage\_view.size - erase\_end\_index);

inlined\_vector\_internal::DestroyElements(

GetAllocPtr(), storage\_view.data + (storage\_view.size - erase\_size),

erase\_size);

SubtractSize(erase\_size);

return iterator(storage\_view.data + erase\_index);

}

template <typename T, size\_t N, typename A>

auto Storage<T, N, A>::Reserve(size\_type requested\_capacity) -> void {

StorageView storage\_view = MakeStorageView();

if (ABSL\_PREDICT\_FALSE(requested\_capacity <= storage\_view.capacity)) return;

AllocationTransaction allocation\_tx(GetAllocPtr());

IteratorValueAdapter<MoveIterator> move\_values(

MoveIterator(storage\_view.data));

size\_type new\_capacity =

ComputeCapacity(storage\_view.capacity, requested\_capacity);

pointer new\_data = allocation\_tx.Allocate(new\_capacity);

inlined\_vector\_internal::ConstructElements(GetAllocPtr(), new\_data,

&move\_values, storage\_view.size);

inlined\_vector\_internal::DestroyElements(GetAllocPtr(), storage\_view.data,

storage\_view.size);

DeallocateIfAllocated();

AcquireAllocatedData(&allocation\_tx);

SetIsAllocated();

}

template <typename T, size\_t N, typename A>

auto Storage<T, N, A>::ShrinkToFit() -> void {

// May only be called on allocated instances!

assert(GetIsAllocated());

StorageView storage\_view{GetAllocatedData(), GetSize(),

GetAllocatedCapacity()};

if (ABSL\_PREDICT\_FALSE(storage\_view.size == storage\_view.capacity)) return;

AllocationTransaction allocation\_tx(GetAllocPtr());

IteratorValueAdapter<MoveIterator> move\_values(

MoveIterator(storage\_view.data));

pointer construct\_data;

if (storage\_view.size > GetInlinedCapacity()) {

size\_type new\_capacity = storage\_view.size;

construct\_data = allocation\_tx.Allocate(new\_capacity);

} else {

construct\_data = GetInlinedData();

}

ABSL\_INTERNAL\_TRY {

inlined\_vector\_internal::ConstructElements(GetAllocPtr(), construct\_data,

&move\_values, storage\_view.size);

}

ABSL\_INTERNAL\_CATCH\_ANY {

SetAllocatedData(storage\_view.data, storage\_view.capacity);

ABSL\_INTERNAL\_RETHROW;

}

inlined\_vector\_internal::DestroyElements(GetAllocPtr(), storage\_view.data,

storage\_view.size);

AllocatorTraits::deallocate(\*GetAllocPtr(), storage\_view.data,

storage\_view.capacity);

if (allocation\_tx.DidAllocate()) {

AcquireAllocatedData(&allocation\_tx);

} else {

UnsetIsAllocated();

}

}

template <typename T, size\_t N, typename A>

auto Storage<T, N, A>::Swap(Storage\* other\_storage\_ptr) -> void {

using std::swap;

assert(this != other\_storage\_ptr);

if (GetIsAllocated() && other\_storage\_ptr->GetIsAllocated()) {

swap(data\_.allocated, other\_storage\_ptr->data\_.allocated);

} else if (!GetIsAllocated() && !other\_storage\_ptr->GetIsAllocated()) {

Storage\* small\_ptr = this;

Storage\* large\_ptr = other\_storage\_ptr;

if (small\_ptr->GetSize() > large\_ptr->GetSize()) swap(small\_ptr, large\_ptr);

for (size\_type i = 0; i < small\_ptr->GetSize(); ++i) {

swap(small\_ptr->GetInlinedData()[i], large\_ptr->GetInlinedData()[i]);

}

IteratorValueAdapter<MoveIterator> move\_values(

MoveIterator(large\_ptr->GetInlinedData() + small\_ptr->GetSize()));

inlined\_vector\_internal::ConstructElements(

large\_ptr->GetAllocPtr(),

small\_ptr->GetInlinedData() + small\_ptr->GetSize(), &move\_values,

large\_ptr->GetSize() - small\_ptr->GetSize());

inlined\_vector\_internal::DestroyElements(

large\_ptr->GetAllocPtr(),

large\_ptr->GetInlinedData() + small\_ptr->GetSize(),

large\_ptr->GetSize() - small\_ptr->GetSize());

} else {

Storage\* allocated\_ptr = this;

Storage\* inlined\_ptr = other\_storage\_ptr;

if (!allocated\_ptr->GetIsAllocated()) swap(allocated\_ptr, inlined\_ptr);

StorageView allocated\_storage\_view{allocated\_ptr->GetAllocatedData(),

allocated\_ptr->GetSize(),

allocated\_ptr->GetAllocatedCapacity()};

IteratorValueAdapter<MoveIterator> move\_values(

MoveIterator(inlined\_ptr->GetInlinedData()));

ABSL\_INTERNAL\_TRY {

inlined\_vector\_internal::ConstructElements(

inlined\_ptr->GetAllocPtr(), allocated\_ptr->GetInlinedData(),

&move\_values, inlined\_ptr->GetSize());

}

ABSL\_INTERNAL\_CATCH\_ANY {

allocated\_ptr->SetAllocatedData(allocated\_storage\_view.data,

allocated\_storage\_view.capacity);

ABSL\_INTERNAL\_RETHROW;

}

inlined\_vector\_internal::DestroyElements(inlined\_ptr->GetAllocPtr(),

inlined\_ptr->GetInlinedData(),

inlined\_ptr->GetSize());

inlined\_ptr->SetAllocatedData(allocated\_storage\_view.data,

allocated\_storage\_view.capacity);

}

swap(GetSizeAndIsAllocated(), other\_storage\_ptr->GetSizeAndIsAllocated());

swap(\*GetAllocPtr(), \*other\_storage\_ptr->GetAllocPtr());

}

} // namespace inlined\_vector\_internal

ABSL\_NAMESPACE\_END

} // namespace absl

### Class IntType

// #status: LEGACY

// #category: Miscellaneous

// #summary: Integral types; prefer util/intops/strong\_int.h

// #bugs: Infrastructure > C++ Library Team > util

//

// IntType is a simple template class mechanism for defining "logical"

// integer-like class types that support many of the same functionalities

// as native integer types, but which prevent assignment, construction, and

// other operations from other similar integer-like types. Essentially, the

// template class IntType<IntTypeName, ValueType> (where ValueType assumes

// valid scalar types such as int, uint, int32, etc) has the additional

// property that it cannot be assigned to or constructed from other IntTypes

// or native integer types of equal or implicitly convertible type.

//

// The class is useful for preventing mingling of integer variables with

// different logical roles or units. Unfortunately, C++ provides relatively

// good type-safety for user-defined classes but not for integer types. It is

// essentially up to the user to use nice variable names and comments to prevent

// accidental mismatches, such as confusing a user-index with a group-index or a

// time-in-milliseconds with a time-in-seconds. The use of typedefs are limited

// in that regard as they do not enforce type-safety.

//

// USAGE -----------------------------------------------------------------------

//

// DEFINE\_INT\_TYPE(IntTypeName, ValueType);

//

// where:

// IntTypeName: is the desired (unique) name for the "logical" integer type.

// ValueType: is one of the integral types as defined by base::is\_integral

// (see base/type\_traits.h).

//

// DISALLOWED OPERATIONS / TYPE-SAFETY ENFORCEMENT -----------------------------

//

// Consider these definitions and variable declarations:

// DEFINE\_INT\_TYPE(GlobalDocID, int64);

// DEFINE\_INT\_TYPE(LocalDocID, int64);

// GlobalDocID global;

// LocalDocID local;

//

// The class IntType prevents:

//

// 1) Assignments of other IntTypes with different IntTypeNames.

//

// global = local; <-- Fails to compile!

// local = global; <-- Fails to compile!

//

// 2) Explicit/implicit conversion from an IntType to another IntType.

//

// LocalDocID l(global); <-- Fails to compile!

// LocalDocID l = global; <-- Fails to compile!

//

// void GetGlobalDoc(GlobalDocID global) { }

// GetGlobalDoc(global); <-- Compiles fine, types match!

// GetGlobalDoc(local); <-- Fails to compile!

//

// 3) Implicit conversion from an IntType to a native integer type.

//

// void GetGlobalDoc(int64 global) { ...

// GetGlobalDoc(global); <-- Fails to compile!

// GetGlobalDoc(local); <-- Fails to compile!

//

// void GetLocalDoc(int32 local) { ...

// GetLocalDoc(global); <-- Fails to compile!

// GetLocalDoc(local); <-- Fails to compile!

//

//

// SUPPORTED OPERATIONS --------------------------------------------------------

//

// The following operators are supported: unary: ++ (both prefix and postfix),

// +, -, ! (logical not), ~ (one's complement); comparison: ==, !=, <, <=, >,

// >=; numerical: +, -, \*, /; assignment: =, +=, -=, /=, \*=; stream: <<. Each

// operator allows the same IntTypeName and the ValueType to be used on

// both left- and right-hand sides.

//

// It also supports an accessor value() returning the stored value as ValueType,

// and a templatized accessor value<T>() method that serves as syntactic sugar

// for static\_cast<T>(var.value()). These accessors are useful when assigning

// the stored value into protocol buffer fields and using it as printf args.

//

// The class also defines a hash functor that allows the IntType to be used

// as key to hashable containers such as std::unordered\_map and

// std::unordered\_set.

//

// We suggest using the IntTypeIndexedContainer wrapper around FixedArray and

// STL vector (see int-type-indexed-container.h) if an IntType is intended to

// be used as an index into these containers. These wrappers are indexed in a

// type-safe manner using IntTypes to ensure type-safety.

//

// NB: this implementation does not attempt to abide by or enforce dimensional

// analysis on these scalar types.

//

// EXAMPLES --------------------------------------------------------------------

//

// DEFINE\_INT\_TYPE(GlobalDocID, int64);

// GlobalDocID global = 3;

// cout << global; <-- Prints 3 to stdout.

//

// for (GlobalDocID i(0); i < global; ++i) {

// cout << i;

// } <-- Print(ln)s 0 1 2 to stdout

//

// DEFINE\_INT\_TYPE(LocalDocID, int64);

// LocalDocID local;

// cout << local; <-- Prints 0 to stdout it default

// initializes the value to 0.

//

// local = 5;

// local \*= 2;

// LocalDocID l(local);

// cout << l + local; <-- Prints 20 to stdout.

//

// GenericSearchRequest request;

// request.set\_doc\_id(global.value()); <-- Uses value() to extract the value

// from the IntType class.

//

// REMARKS ---------------------------------------------------------------------

//

// The following bad usage is permissible although discouraged. Essentially, it

// involves using the value\*() accessors to extract the native integer type out

// of the IntType class. Keep in mind that the primary reason for the IntType

// class is to prevent \*accidental\* mingling of similar logical integer types --

// and not type casting from one type to another.

//

// DEFINE\_INT\_TYPE(GlobalDocID, int64);

// DEFINE\_INT\_TYPE(LocalDocID, int64);

// GlobalDocID global;

// LocalDocID local;

//

// global = local.value(); <-- Compiles fine.

//

// void GetGlobalDoc(GlobalDocID global) { ...

// GetGlobalDoc(local.value()); <-- Compiles fine.

//

// void GetGlobalDoc(int64 global) { ...

// GetGlobalDoc(local.value()); <-- Compiles fine.

namespace tensorflow {

namespace gtl {

template <typename IntTypeName, typename \_ValueType>

class IntType;

// Defines the IntType using value\_type and typedefs it to int\_type\_name.

// The struct int\_type\_name ## \_tag\_ trickery is needed to ensure that a new

// type is created per int\_type\_name.

#define TF\_LIB\_GTL\_DEFINE\_INT\_TYPE(int\_type\_name, value\_type) \

struct int\_type\_name##\_tag\_ {}; \

typedef ::tensorflow::gtl::IntType<int\_type\_name##\_tag\_, value\_type> \

int\_type\_name;

// Holds an integer value (of type ValueType) and behaves as a ValueType by

// exposing assignment, unary, comparison, and arithmetic operators.

//

// The template parameter IntTypeName defines the name for the int type and must

// be unique within a binary (the convenient DEFINE\_INT\_TYPE macro at the end of

// the file generates a unique IntTypeName). The parameter ValueType defines

// the integer type value (see supported list above).

//

// This class is NOT thread-safe.

template <typename IntTypeName, typename \_ValueType>

class IntType {

public:

typedef \_ValueType ValueType; // for non-member operators

typedef IntType<IntTypeName, ValueType> ThisType; // Syntactic sugar.

// Note that this may change from time to time without notice.

struct Hasher {

size\_t operator()(const IntType& arg) const {

return static\_cast<size\_t>(arg.value());

}

};

template <typename H>

friend H AbslHashValue(H h, const IntType& i) {

return H::combine(std::move(h), i.value());

}

public:

// Default c'tor initializing value\_ to 0.

constexpr IntType() : value\_(0) {}

// C'tor explicitly initializing from a ValueType.

constexpr explicit IntType(ValueType value) : value\_(value) {}

// IntType uses the default copy constructor, destructor and assign operator.

// The defaults are sufficient and omitting them allows the compiler to add

// the move constructor/assignment.

// -- ACCESSORS --------------------------------------------------------------

// The class provides a value() accessor returning the stored ValueType value\_

// as well as a templatized accessor that is just a syntactic sugar for

// static\_cast<T>(var.value());

constexpr ValueType value() const { return value\_; }

template <typename ValType>

constexpr ValType value() const {

return static\_cast<ValType>(value\_);

}

// -- UNARY OPERATORS --------------------------------------------------------

ThisType& operator++() { // prefix ++

++value\_;

return \*this;

}

const ThisType operator++(int v) { // postfix ++

ThisType temp(\*this);

++value\_;

return temp;

}

ThisType& operator--() { // prefix --

--value\_;

return \*this;

}

const ThisType operator--(int v) { // postfix --

ThisType temp(\*this);

--value\_;

return temp;

}

constexpr bool operator!() const { return value\_ == 0; }

constexpr const ThisType operator+() const { return ThisType(value\_); }

constexpr const ThisType operator-() const { return ThisType(-value\_); }

constexpr const ThisType operator~() const { return ThisType(~value\_); }

// -- ASSIGNMENT OPERATORS ---------------------------------------------------

// We support the following assignment operators: =, +=, -=, \*=, /=, <<=, >>=

// and %= for both ThisType and ValueType.

#define INT\_TYPE\_ASSIGNMENT\_OP(op) \

ThisType& operator op(const ThisType& arg\_value) { \

value\_ op arg\_value.value(); \

return \*this; \

} \

ThisType& operator op(ValueType arg\_value) { \

value\_ op arg\_value; \

return \*this; \

}

INT\_TYPE\_ASSIGNMENT\_OP(+=);

INT\_TYPE\_ASSIGNMENT\_OP(-=);

INT\_TYPE\_ASSIGNMENT\_OP(\*=);

INT\_TYPE\_ASSIGNMENT\_OP(/=);

INT\_TYPE\_ASSIGNMENT\_OP(<<=); // NOLINT

INT\_TYPE\_ASSIGNMENT\_OP(>>=); // NOLINT

INT\_TYPE\_ASSIGNMENT\_OP(%=);

#undef INT\_TYPE\_ASSIGNMENT\_OP

ThisType& operator=(ValueType arg\_value) {

value\_ = arg\_value;

return \*this;

}

private:

// The integer value of type ValueType.

ValueType value\_;

static\_assert(std::is\_integral<ValueType>::value, "invalid integer type");

} TF\_PACKED;

// -- NON-MEMBER STREAM OPERATORS ----------------------------------------------

// We provide the << operator, primarily for logging purposes. Currently, there

// seems to be no need for an >> operator.

template <typename IntTypeName, typename ValueType>

std::ostream& operator<<(std::ostream& os, // NOLINT

IntType<IntTypeName, ValueType> arg) {

return os << arg.value();

}

// -- NON-MEMBER ARITHMETIC OPERATORS ------------------------------------------

// We support only the +, -, \*, and / operators with the same IntType and

// ValueType types. The reason is to allow simple manipulation on these IDs

// when used as indices in vectors and arrays.

//

// NB: Although it is possible to do IntType \* IntType and IntType / IntType,

// it is probably non-sensical from a dimensionality analysis perspective.

#define INT\_TYPE\_ARITHMETIC\_OP(op) \

template <typename IntTypeName, typename ValueType> \

static inline constexpr IntType<IntTypeName, ValueType> operator op( \

IntType<IntTypeName, ValueType> id\_1, \

IntType<IntTypeName, ValueType> id\_2) { \

return IntType<IntTypeName, ValueType>(id\_1.value() op id\_2.value()); \

} \

template <typename IntTypeName, typename ValueType> \

static inline constexpr IntType<IntTypeName, ValueType> operator op( \

IntType<IntTypeName, ValueType> id, \

typename IntType<IntTypeName, ValueType>::ValueType arg\_val) { \

return IntType<IntTypeName, ValueType>(id.value() op arg\_val); \

} \

template <typename IntTypeName, typename ValueType> \

static inline constexpr IntType<IntTypeName, ValueType> operator op( \

typename IntType<IntTypeName, ValueType>::ValueType arg\_val, \

IntType<IntTypeName, ValueType> id) { \

return IntType<IntTypeName, ValueType>(arg\_val op id.value()); \

}

INT\_TYPE\_ARITHMETIC\_OP(+);

INT\_TYPE\_ARITHMETIC\_OP(-);

INT\_TYPE\_ARITHMETIC\_OP(\*);

INT\_TYPE\_ARITHMETIC\_OP(/);

INT\_TYPE\_ARITHMETIC\_OP(<<); // NOLINT

INT\_TYPE\_ARITHMETIC\_OP(>>); // NOLINT

INT\_TYPE\_ARITHMETIC\_OP(%);

#undef INT\_TYPE\_ARITHMETIC\_OP

// -- NON-MEMBER COMPARISON OPERATORS ------------------------------------------

// Static inline comparison operators. We allow all comparison operators among

// the following types (OP \in [==, !=, <, <=, >, >=]:

// IntType<IntTypeName, ValueType> OP IntType<IntTypeName, ValueType>

// IntType<IntTypeName, ValueType> OP ValueType

// ValueType OP IntType<IntTypeName, ValueType>

#define INT\_TYPE\_COMPARISON\_OP(op) \

template <typename IntTypeName, typename ValueType> \

static inline constexpr bool operator op( \

IntType<IntTypeName, ValueType> id\_1, \

IntType<IntTypeName, ValueType> id\_2) { \

return id\_1.value() op id\_2.value(); \

} \

template <typename IntTypeName, typename ValueType> \

static inline constexpr bool operator op( \

IntType<IntTypeName, ValueType> id, \

typename IntType<IntTypeName, ValueType>::ValueType val) { \

return id.value() op val; \

} \

template <typename IntTypeName, typename ValueType> \

static inline constexpr bool operator op( \

typename IntType<IntTypeName, ValueType>::ValueType val, \

IntType<IntTypeName, ValueType> id) { \

return val op id.value(); \

}

INT\_TYPE\_COMPARISON\_OP(==); // NOLINT

INT\_TYPE\_COMPARISON\_OP(!=); // NOLINT

INT\_TYPE\_COMPARISON\_OP(<); // NOLINT

INT\_TYPE\_COMPARISON\_OP(<=); // NOLINT

INT\_TYPE\_COMPARISON\_OP(>); // NOLINT

INT\_TYPE\_COMPARISON\_OP(>=); // NOLINT

#undef INT\_TYPE\_COMPARISON\_OP

} // namespace gtl

} // namespace tensorflow

### Class iterator\_range

// A range adaptor for a pair of iterators.

//

// This just wraps two iterators into a range-compatible interface. Nothing

// fancy at all.

template <typename IteratorT>

class iterator\_range {

public:

using value\_type = decltype(\*std::declval<IteratorT>());

using iterator = IteratorT;

using const\_iterator = IteratorT;

iterator\_range() : begin\_iterator\_(), end\_iterator\_() {}

iterator\_range(IteratorT begin\_iterator, IteratorT end\_iterator)

: begin\_iterator\_(std::move(begin\_iterator)),

end\_iterator\_(std::move(end\_iterator)) {}

IteratorT begin() const { return begin\_iterator\_; }

IteratorT end() const { return end\_iterator\_; }

private:

IteratorT begin\_iterator\_, end\_iterator\_;

};

// Convenience function for iterating over sub-ranges.

//

// This provides a bit of syntactic sugar to make using sub-ranges

// in for loops a bit easier. Analogous to std::make\_pair().

template <class T>

iterator\_range<T> make\_range(T x, T y) {

return iterator\_range<T>(std::move(x), std::move(y));

}

### map\_util and map\_traits headers

// Traits classes for performing uniform lookup on different map value types.

//

// The access is computed as follows:

//

// 1. If T has a `first` or `second` field, use them.

// 2. Otherwise if it has `key()` or `value()` methods, use them.

// 3. Otherwise the program is ill-formed.

namespace tensorflow {

namespace gtl {

namespace subtle {

namespace internal\_map\_traits {

struct Rank1 {};

struct Rank0 : Rank1 {};

template <class V>

auto GetKey(V&& v, Rank0) -> decltype((std::forward<V>(v).first)) {

return std::forward<V>(v).first;

}

template <class V>

auto GetKey(V&& v, Rank1) -> decltype(std::forward<V>(v).key()) {

return std::forward<V>(v).key();

}

template <class V>

auto GetMapped(V&& v, Rank0) -> decltype((std::forward<V>(v).second)) {

return std::forward<V>(v).second;

}

template <class V>

auto GetMapped(V&& v, Rank1) -> decltype(std::forward<V>(v).value()) {

return std::forward<V>(v).value();

}

} // namespace internal\_map\_traits

// Accesses the `key\_type` from a `value\_type`.

template <typename V>

auto GetKey(V&& v)

-> decltype(internal\_map\_traits::GetKey(std::forward<V>(v),

internal\_map\_traits::Rank0())) {

return internal\_map\_traits::GetKey(std::forward<V>(v),

internal\_map\_traits::Rank0());

}

// Accesses the `mapped\_type` from a `value\_type`.

template <typename V>

auto GetMapped(V&& v)

-> decltype(internal\_map\_traits::GetMapped(std::forward<V>(v),

internal\_map\_traits::Rank0())) {

return internal\_map\_traits::GetMapped(std::forward<V>(v),

internal\_map\_traits::Rank0());

}

} // namespace subtle

} // namespace gtl

} // namespace tensorflow

// Returns a pointer to the const value associated with the given key if it

// exists, or NULL otherwise.

template <class Collection>

const typename Collection::value\_type::second\_type\* FindOrNull(

const Collection& collection,

const typename Collection::value\_type::first\_type& key) {

typename Collection::const\_iterator it = collection.find(key);

if (it == collection.end()) {

return 0;

}

return &it->second;

}

// Same as above but returns a pointer to the non-const value.

template <class Collection>

typename Collection::value\_type::second\_type\* FindOrNull(

Collection& collection, // NOLINT

const typename Collection::value\_type::first\_type& key) {

typename Collection::iterator it = collection.find(key);

if (it == collection.end()) {

return 0;

}

return &it->second;

}

// Returns the pointer value associated with the given key. If none is found,

// NULL is returned. The function is designed to be used with a map of keys to

// pointers.

//

// This function does not distinguish between a missing key and a key mapped

// to a NULL value.

template <class Collection>

typename Collection::value\_type::second\_type FindPtrOrNull(

const Collection& collection,

const typename Collection::value\_type::first\_type& key) {

typename Collection::const\_iterator it = collection.find(key);

if (it == collection.end()) {

return typename Collection::value\_type::second\_type();

}

return it->second;

}

// Returns a const reference to the value associated with the given key if it

// exists, otherwise returns a const reference to the provided default value.

//

// WARNING: If a temporary object is passed as the default "value,"

// this function will return a reference to that temporary object,

// which will be destroyed at the end of the statement. A common

// example: if you have a map with string values, and you pass a char\*

// as the default "value," either use the returned value immediately

// or store it in a string (not string&).

template <class Collection>

const typename Collection::value\_type::second\_type& FindWithDefault(

const Collection& collection,

const typename Collection::value\_type::first\_type& key,

const typename Collection::value\_type::second\_type& value) {

typename Collection::const\_iterator it = collection.find(key);

if (it == collection.end()) {

return value;

}

return it->second;

}

// Inserts the given key-value pair into the collection. Returns true if and

// only if the key from the given pair didn't previously exist. Otherwise, the

// value in the map is replaced with the value from the given pair.

template <class Collection>

bool InsertOrUpdate(Collection\* const collection,

const typename Collection::value\_type& vt) {

std::pair<typename Collection::iterator, bool> ret = collection->insert(vt);

if (!ret.second) {

// update

ret.first->second = vt.second;

return false;

}

return true;

}

// Same as above, except that the key and value are passed separately.

template <class Collection>

bool InsertOrUpdate(Collection\* const collection,

const typename Collection::value\_type::first\_type& key,

const typename Collection::value\_type::second\_type& value) {

return InsertOrUpdate(collection,

typename Collection::value\_type(key, value));

}

// Inserts the given key and value into the given collection if and only if the

// given key did NOT already exist in the collection. If the key previously

// existed in the collection, the value is not changed. Returns true if the

// key-value pair was inserted; returns false if the key was already present.

template <class Collection>

bool InsertIfNotPresent(Collection\* const collection,

const typename Collection::value\_type& vt) {

return collection->insert(vt).second;

}

// Same as above except the key and value are passed separately.

template <class Collection>

bool InsertIfNotPresent(

Collection\* const collection,

const typename Collection::value\_type::first\_type& key,

const typename Collection::value\_type::second\_type& value) {

return InsertIfNotPresent(collection,

typename Collection::value\_type(key, value));

}

// Looks up a given key and value pair in a collection and inserts the key-value

// pair if it's not already present. Returns a reference to the value associated

// with the key.

template <class Collection>

typename Collection::value\_type::second\_type& LookupOrInsert(

Collection\* const collection, const typename Collection::value\_type& vt) {

return collection->insert(vt).first->second;

}

// Same as above except the key-value are passed separately.

template <class Collection>

typename Collection::value\_type::second\_type& LookupOrInsert(

Collection\* const collection,

const typename Collection::value\_type::first\_type& key,

const typename Collection::value\_type::second\_type& value) {

return LookupOrInsert(collection,

typename Collection::value\_type(key, value));

}

// Saves the reverse mapping into reverse. Returns true if values could all be

// inserted.

template <typename M, typename ReverseM>

bool ReverseMap(const M& m, ReverseM\* reverse) {

bool all\_unique = true;

for (const auto& kv : m) {

if (!InsertOrUpdate(reverse, kv.second, kv.first)) {

all\_unique = false;

}

}

return all\_unique;

}

// Like ReverseMap above, but returns its output m. Return type has to

// be specified explicitly. Example:

// M::M(...) : m\_(...), r\_(ReverseMap<decltype(r\_)>(m\_)) {}

template <typename ReverseM, typename M>

ReverseM ReverseMap(const M& m) {

typename std::remove\_const<ReverseM>::type reverse;

ReverseMap(m, &reverse);

return reverse;

}

// Erases the m item identified by the given key, and returns the value

// associated with that key. It is assumed that the value (i.e., the

// mapped\_type) is a pointer. Returns null if the key was not found in the

// m.

//

// Examples:

// std::map<string, MyType\*> my\_map;

//

// One line cleanup:

// delete EraseKeyReturnValuePtr(&my\_map, "abc");

//

// Use returned value:

// std::unique\_ptr<MyType> value\_ptr(

// EraseKeyReturnValuePtr(&my\_map, "abc"));

// if (value\_ptr.get())

// value\_ptr->DoSomething();

//

template <typename Collection>

typename Collection::value\_type::second\_type EraseKeyReturnValuePtr(

Collection\* collection,

const typename Collection::value\_type::first\_type& key) {

auto it = collection->find(key);

if (it == collection->end()) return nullptr;

auto v = gtl::subtle::GetMapped(\*it);

collection->erase(it);

return v;

}

## C++ External and Internal API

The main header file which declares the C++ API interface is:

[bazel-tensorflow/tensorflow/c/c\_api.h](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/c/c_api.h)

// --------------------------------------------------------------------------

// C API for TensorFlow.

//

// The API leans towards simplicity and uniformity instead of convenience

// since most usage will be by language specific wrappers.

//

// Conventions:

// \* We use the prefix TF\_ for everything in the API.

// \* Objects are always passed around as pointers to opaque structs

// and these structs are allocated/deallocated via the API.

// \* TF\_Status holds error information. It is an object type

// and therefore is passed around as a pointer to an opaque

// struct as mentioned above.

// \* Every call that has a TF\_Status\* argument clears it on success

// and fills it with error info on failure.

// \* unsigned char is used for booleans (instead of the 'bool' type).

// In C++ bool is a keyword while in C99 bool is a macro defined

// in stdbool.h. It is possible for the two to be inconsistent.

// For example, neither the C99 nor the C++11 standard force a byte

// size on the bool type, so the macro defined in stdbool.h could

// be inconsistent with the bool keyword in C++. Thus, the use

// of stdbool.h is avoided and unsigned char is used instead.

// \* size\_t is used to represent byte sizes of objects that are

// materialized in the address space of the calling process.

// \* int is used as an index into arrays.

// \* Deletion functions are safe to call on nullptr.

//

// Questions left to address:

// \* Might at some point need a way for callers to provide their own Env.

// \* Maybe add TF\_TensorShape that encapsulates dimension info.

//

// Design decisions made:

// \* Backing store for tensor memory has an associated deallocation

// function. This deallocation function will point to client code

// for tensors populated by the client. So the client can do things

// like shadowing a numpy array.

// \* We do not provide TF\_OK since it is not strictly necessary and we

// are not optimizing for convenience.

// \* We make assumption that one session has one graph. This should be

// fine since we have the ability to run sub-graphs.

// \* We could allow NULL for some arguments (e.g., NULL options arg).

// However since convenience is not a primary goal, we don't do this.

// \* Devices are not in this API. Instead, they are created/used internally

// and the API just provides high level controls over the number of

// devices of each type.

For Linux and MacOS the symbol TF\_CAPI\_EXPORT is defined as:

### TF\_CAPI\_EXPORT directive

#define TF\_CAPI\_EXPORT \_\_attribute\_\_((visibility("default")))

GCC-specific details on the visibility attribute can be found [here](https://gcc.gnu.org/wiki/Visibility). Basically, by judicious use of the visibility attribute we can decrease dramatically the load times of dynamically shared objects i.e. tensorflow library libtensorflow\_cc.so. Great [article](#UlrichDrepperSharedLibrary) about writing shared libraries by Ulrich Drepper can be found [here](https://akkadia.org/drepper/dsohowto.pdf).

### TF\_VERSION string

The first member of the API is the TF\_VERSION string :

// --------------------------------------------------------------------------

// TF\_Version returns a string describing version information of the

// TensorFlow library. TensorFlow using semantic versioning.

TF\_CAPI\_EXPORT extern const char\* TF\_Version(void);

TensorFlow follows Semantic Versioning 2.0 ([semver](https://semver.org/spec/v2.0.0.html)) for its public API. Each release version of TensorFlow has the form MAJOR.MINOR.PATCH. For example, TensorFlow version 1.2.3 has MAJOR version 1, MINOR version 2, and PATCH version 3. Changes to each number have the following meaning:

MAJOR: Potentially backwards incompatible changes. Code and data that worked with a previous major release will not necessarily work with the new release. However, in some cases existing TensorFlow graphs and checkpoints may be migratable to the newer release; see Compatibility of graphs and checkpoints for details on data compatibility.

MINOR: Backwards compatible features, speed improvements, etc. Code and data that worked with a previous minor release and which depends only on the non-experimental public API will continue to work unchanged. For details on what is and is not the public API, see What is covered.

PATCH: Backwards compatible bug fixes.

For example, release 1.0.0 introduced backwards incompatible changes from release 0.12.1. However, release 1.1.1 was backwards compatible with release 1.0.0.

### TF\_Buffer struct and functionality for manipulating it

The struct **TF\_Buffer** is defined next. Its purpose and usage are described in the comment lines:

// --------------------------------------------------------------------------

// TF\_Buffer holds a pointer to a block of data and its associated length.

// Typically, the data consists of a serialized protocol buffer, but other data

// may also be held in a buffer.

//

// By default, TF\_Buffer itself does not do any memory management of the

// pointed-to block. If need be, users of this struct should specify how to

// deallocate the block by setting the `data\_deallocator` function pointer.

typedef struct TF\_Buffer {

const void\* data;

size\_t length;

void (\*data\_deallocator)(void\* data, size\_t length);

} TF\_Buffer;

The next member is the global function **TF\_NewBufferFromString** which instantiates a new **TF\_Buffer** from read-only protobuf instances

// Makes a copy of the input and sets an appropriate deallocator. Useful for

// passing in read-only, input protobufs.

TF\_CAPI\_EXPORT extern TF\_Buffer\* TF\_NewBufferFromString(const void\* proto, size\_t proto\_len);

Here is an implementation for the function:

TF\_Buffer\* TF\_NewBufferFromString(const void\* proto, size\_t proto\_len) {

void\* copy = tensorflow::port::Malloc(proto\_len);

memcpy(copy, proto, proto\_len);

TF\_Buffer\* buf = new TF\_Buffer;

buf->data = copy;

buf->length = proto\_len;

buf->data\_deallocator = [](void\* data, size\_t length) {

tensorflow::port::Free(data);

};

return buf;

}

Follow three more global functions for manipulation of **TF\_Buffer**:

// Useful for passing \*out\* a protobuf.

TF\_CAPI\_EXPORT extern TF\_Buffer\* TF\_NewBuffer(void);

TF\_CAPI\_EXPORT extern void TF\_DeleteBuffer(TF\_Buffer\*);

TF\_CAPI\_EXPORT extern TF\_Buffer TF\_GetBuffer(TF\_Buffer\* buffer);

TF\_Buffer\* TF\_NewBuffer() { return new TF\_Buffer{nullptr, 0, nullptr}; }

void TF\_DeleteBuffer(TF\_Buffer\* buffer) {

if (buffer == nullptr) return;

if (buffer->data\_deallocator != nullptr) {

(\*buffer->data\_deallocator)(const\_cast<void\*>(buffer->data),

buffer->length);

}

delete buffer;

}

TF\_Buffer TF\_GetBuffer(TF\_Buffer\* buffer) { return \*buffer; }

### Global functions for manipulation of TF\_SessionOptions

// --------------------------------------------------------------------------

// TF\_SessionOptions holds options that can be passed during session creation.

typedef struct TF\_SessionOptions TF\_SessionOptions;

// Return a new options object.

TF\_CAPI\_EXPORT extern TF\_SessionOptions\* TF\_NewSessionOptions(void);

// Set the target in TF\_SessionOptions.options.

// target can be empty, a single entry, or a comma separated list of entries.

// Each entry is in one of the following formats :

// "local"

// ip:port

// host:port

TF\_CAPI\_EXPORT extern void TF\_SetTarget(TF\_SessionOptions\* options,

const char\* target);

// Set the config in TF\_SessionOptions.options.

// config should be a serialized tensorflow.ConfigProto proto.

// If config was not parsed successfully as a ConfigProto, record the

// error information in \*status.

TF\_CAPI\_EXPORT extern void TF\_SetConfig(TF\_SessionOptions\* options,

const void\* proto, size\_t proto\_len,

TF\_Status\* status);

// Destroy an options object.

TF\_CAPI\_EXPORT extern void TF\_DeleteSessionOptions(TF\_SessionOptions\*);

TF\_SessionOptions\* TF\_NewSessionOptions() { return new TF\_SessionOptions; }

void TF\_DeleteSessionOptions(TF\_SessionOptions\* opt) { delete opt; }

void TF\_SetTarget(TF\_SessionOptions\* options, const char\* target) {

options->options.target = target;

}

void TF\_SetConfig(TF\_SessionOptions\* options, const void\* proto,

size\_t proto\_len, TF\_Status\* status) {

if (!options->options.config.ParseFromArray(proto, proto\_len)) {

status->status = InvalidArgument("Unparseable ConfigProto");

}

}

/// Configuration information for a Session.

struct TF\_SessionOptions {

tensorflow::SessionOptions options;

};

[tensorflow/core/public/session\_options.h](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/public/session_options.h#L28-L61)

struct SessionOptions {

/// The environment to use.

Env\* env;

/// \brief The TensorFlow runtime to connect to.

///

/// If 'target' is empty or unspecified, the local TensorFlow runtime

/// implementation will be used. Otherwise, the TensorFlow engine

/// defined by 'target' will be used to perform all computations.

///

/// "target" can be either a single entry or a comma separated list

/// of entries. Each entry is a resolvable address of the

/// following format:

/// local

/// ip:port

/// host:port

/// ... other system-specific formats to identify tasks and jobs ...

///

/// NOTE: at the moment 'local' maps to an in-process service-based

/// runtime.

///

/// Upon creation, a single session affines itself to one of the

/// remote processes, with possible load balancing choices when the

/// "target" resolves to a list of possible processes.

///

/// If the session disconnects from the remote process during its

/// lifetime, session calls may fail immediately.

std::string target;

/// Configuration options.

ConfigProto config;

SessionOptions();

};

### New graph construction API (under construction)

// Represents a computation graph. Graphs may be shared between sessions.

// Graphs are thread-safe when used as directed below.

typedef struct TF\_Graph TF\_Graph;

// Return a new graph object.

TF\_CAPI\_EXPORT extern TF\_Graph\* TF\_NewGraph(void);

// Destroy an options object. Graph will be deleted once no more

// TFSession's are referencing it.

TF\_CAPI\_EXPORT extern void TF\_DeleteGraph(TF\_Graph\*);

// Operation being built. The underlying graph must outlive this.

typedef struct TF\_OperationDescription TF\_OperationDescription;

// Operation that has been added to the graph. Valid until the graph is

// deleted -- in particular adding a new operation to the graph does not

// invalidate old TF\_Operation\* pointers.

typedef struct TF\_Operation TF\_Operation;

// Represents a specific input of an operation.

typedef struct TF\_Input {

TF\_Operation\* oper;

int index; // The index of the input within oper.

} TF\_Input;

// Represents a specific output of an operation.

typedef struct TF\_Output {

TF\_Operation\* oper;

int index; // The index of the output within oper.

} TF\_Output;

// TF\_Function is a grouping of operations with defined inputs and outputs.

// Once created and added to graphs, functions can be invoked by creating an

// operation whose operation type matches the function name.

typedef struct TF\_Function TF\_Function;

// Function definition options. TODO(iga): Define and implement

typedef struct TF\_FunctionOptions TF\_FunctionOptions;

// Sets the shape of the Tensor referenced by `output` in `graph` to

// the shape described by `dims` and `num\_dims`.

//

// If the number of dimensions is unknown, `num\_dims` must be set to

// -1 and `dims` can be null. If a dimension is unknown, the

// corresponding entry in the `dims` array must be -1.

//

// This does not overwrite the existing shape associated with `output`,

// but merges the input shape with the existing shape. For example,

// setting a shape of [-1, 2] with an existing shape [2, -1] would set

// a final shape of [2, 2] based on shape merging semantics.

//

// Returns an error into `status` if:

// \* `output` is not in `graph`.

// \* An invalid shape is being set (e.g., the shape being set

// is incompatible with the existing shape).

TF\_CAPI\_EXPORT extern void TF\_GraphSetTensorShape(TF\_Graph\* graph,

TF\_Output output,

const int64\_t\* dims,

const int num\_dims,

TF\_Status\* status);

// Returns the number of dimensions of the Tensor referenced by `output`

// in `graph`.

//

// If the number of dimensions in the shape is unknown, returns -1.

//

// Returns an error into `status` if:

// \* `output` is not in `graph`.

TF\_CAPI\_EXPORT extern int TF\_GraphGetTensorNumDims(TF\_Graph\* graph,

TF\_Output output,

TF\_Status\* status);

// Returns the shape of the Tensor referenced by `output` in `graph`

// into `dims`. `dims` must be an array large enough to hold `num\_dims`

// entries (e.g., the return value of TF\_GraphGetTensorNumDims).

//

// If the number of dimensions in the shape is unknown or the shape is

// a scalar, `dims` will remain untouched. Otherwise, each element of

// `dims` will be set corresponding to the size of the dimension. An

// unknown dimension is represented by `-1`.

//

// Returns an error into `status` if:

// \* `output` is not in `graph`.

// \* `num\_dims` does not match the actual number of dimensions.

TF\_CAPI\_EXPORT extern void TF\_GraphGetTensorShape(TF\_Graph\* graph,

TF\_Output output,

int64\_t\* dims, int num\_dims,

TF\_Status\* status);

// Operation will only be added to \*graph when TF\_FinishOperation() is

// called (assuming TF\_FinishOperation() does not return an error).

// \*graph must not be deleted until after TF\_FinishOperation() is

// called.

TF\_CAPI\_EXPORT extern TF\_OperationDescription\* TF\_NewOperation(

TF\_Graph\* graph, const char\* op\_type, const char\* oper\_name);

// Specify the device for `desc`. Defaults to empty, meaning unconstrained.

TF\_CAPI\_EXPORT extern void TF\_SetDevice(TF\_OperationDescription\* desc,

const char\* device);

bazel-tensorflow/tensorflow/c/c\_api.cc

bazel-tensorflow/tensorflow/c/c\_api\_internal.h

bazel-tensorflow/tensorflow/c/c\_api\_function.cc

bazel-tensorflow/tensorflow/c/eager/c\_api\_unified\_experimental\_graph.cc // defines struct

// GraphTensor, struct GraphFunction

bazel-tensorflow/tensorflow/c/c\_api\_experimental.cc

bazel-tensorflow/tensorflow/c/c\_api\_test.cc

bazel-tensorflow/tensorflow/c/c\_api\_function\_test.cc

bazel-tensorflow/tensorflow/c/while\_loop\_test.cc

bazel-tensorflow/tensorflow/c/c\_test\_util.cc

bazel-tensorflow/tensorflow/c/eager/c\_api\_experimental\_test.cc

## Classes Graph and GraphDef

The classes Graph (or Computation Graph) is a core concept of tensorflow to present computation. When first using TF, we first will create Computation Graph and pass the Graph to TF.

The Computation Graph is given by class TF\_Graph defined in

struct TF\_Graph {

TF\_Graph();

tensorflow::mutex mu;

tensorflow::Graph graph TF\_GUARDED\_BY(mu);

// Runs shape inference.

tensorflow::ShapeRefiner refiner TF\_GUARDED\_BY(mu);

// Maps from name of an operation to the Node\* in 'graph'.

std::unordered\_map<tensorflow::string, tensorflow::Node\*> name\_map

TF\_GUARDED\_BY(mu);

// The keys of this map are all the active sessions using this graph. Each

// value records whether the graph has been mutated since the corresponding

// session has been run (this is detected in RecordMutation function). If the

// string is empty, no mutation has occurred. Otherwise the string is a

// description of the mutation suitable for returning to the user.

//

// Sessions are added to this map in TF\_NewSession, and removed in

// TF\_DeleteSession.

// TF\_Graph may only / must be deleted when

// sessions.size() == 0 && delete\_requested == true

//

// TODO(b/74949947): mutations currently trigger a warning instead of a bad

// status, this should be reverted when possible.

tensorflow::gtl::FlatMap<TF\_Session\*, tensorflow::string> sessions

TF\_GUARDED\_BY(mu);

bool delete\_requested TF\_GUARDED\_BY(mu); // set true by TF\_DeleteGraph

// Used to link graphs contained in TF\_WhileParams to the parent graph that

// will eventually contain the full while loop.

TF\_Graph\* parent;

TF\_Output\* parent\_inputs;

};

The internal container class tensorflow::Graph is defined in [tensorflow/core/graph/graph.h](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/graph/graph.h#L473-L761) as:

// Thread compatible but not thread safe.

class Graph {

public:

// Constructs a graph with a single SOURCE (always id kSourceId) and a

// single SINK (always id kSinkId) node, and an edge from SOURCE->SINK.

//

// The graph can hold ops found in the registry. `ops`s lifetime must be at

// least that of the constructed graph's.

explicit Graph(const OpRegistryInterface\* ops);

// Constructs a graph with a single SOURCE (always id kSourceId) and a

// single SINK (always id kSinkId) node, and an edge from SOURCE->SINK.

//

// The graph can hold ops found in `flib\_def`. Unlike the constructor taking

// an OpRegistryInterface, this constructor copies the function definitions in

// `flib\_def` so its lifetime may be shorter than that of the graph's. The

// OpRegistryInterface backing `flib\_def` must still have the lifetime of the

// graph though.

explicit Graph(const FunctionLibraryDefinition& flib\_def);

~Graph();

static const int kControlSlot;

// The GraphDef version range of this graph (see graph.proto).

const VersionDef& versions() const;

void set\_versions(const VersionDef& versions);

// Adds a new node to this graph, and returns it. Infers the Op and

// input/output types for the node. \*this owns the returned instance.

// Returns nullptr and sets \*status on error.

Node\* AddNode(NodeDef node\_def, Status\* status);

// Copies \*node, which may belong to another graph, to a new node,

// which is returned. Does not copy any edges. \*this owns the

// returned instance.

Node\* CopyNode(const Node\* node);

// Removes a node from this graph, including all edges from or to it.

// \*node should not be accessed after calling this function.

// REQUIRES: node->IsOp()

void RemoveNode(Node\* node);

// Adds an edge that connects the xth output of `source` to the yth input of

// `dest` and returns it. Does not update dest's NodeDef.

const Edge\* AddEdge(Node\* source, int x, Node\* dest, int y);

// Adds a control edge (no data flows along this edge) that connects `source`

// to `dest`. If `dest`s NodeDef is missing the corresponding control input,

// adds the control input.

//

// If such a control edge already exists and `allow\_duplicates` is false, no

// edge is added and the function returns nullptr. Otherwise the edge is

// unconditionally created and returned. The NodeDef is not updated if

// `allow\_duplicates` is true.

// TODO(skyewm): // TODO(skyewm): allow\_duplicates is needed only by

// graph\_partition.cc. Figure out if we can do away with it.

const Edge\* AddControlEdge(Node\* source, Node\* dest,

bool allow\_duplicates = false);

// Removes edge from the graph. Does not update the destination node's

// NodeDef.

// REQUIRES: The edge must exist.

void RemoveEdge(const Edge\* edge);

// Removes control edge `edge` from the graph. Note that this also updates

// the corresponding NodeDef to reflect the change.

// REQUIRES: The control edge must exist.

void RemoveControlEdge(const Edge\* e);

// Updates the input to a node. The existing edge to `dst` is removed and an

// edge from `new\_src` to `dst` is created. The NodeDef associated with `dst`

// is also updated.

Status UpdateEdge(Node\* new\_src, int new\_src\_index, Node\* dst, int dst\_index);

// Like AddEdge but updates dst's NodeDef. Used to add an input edge to a

// "While" op during gradient construction, see AddInputWhileHack in

// python\_api.h for more details.

Status AddWhileInputHack(Node\* new\_src, int new\_src\_index, Node\* dst);

// Adds the function and gradient definitions in `fdef\_lib` to this graph's op

// registry. Ignores duplicate functions, and returns a bad status if an

// imported function differs from an existing function or op with the same

// name.

Status AddFunctionLibrary(const FunctionDefLibrary& fdef\_lib);

// The number of live nodes in the graph.

//

// Because nodes can be removed from the graph, num\_nodes() is often

// smaller than num\_node\_ids(). If one needs to create an array of

// nodes indexed by node ids, num\_node\_ids() should be used as the

// array's size.

int num\_nodes() const { return num\_nodes\_; }

// The number of live nodes in the graph, excluding the Source and Sink nodes.

int num\_op\_nodes() const {

DCHECK\_GE(num\_nodes\_, 2);

return num\_nodes\_ - 2;

}

// The number of live edges in the graph.

//

// Because edges can be removed from the graph, num\_edges() is often

// smaller than num\_edge\_ids(). If one needs to create an array of

// edges indexed by edge ids, num\_edge\_ids() should be used as the

// array's size.

int num\_edges() const { return num\_edges\_; }

// Serialize the nodes starting at `from\_node\_id` to a GraphDef.

void ToGraphDefSubRange(GraphDef\* graph\_def, int from\_node\_id) const;

// Serialize to a GraphDef.

void ToGraphDef(GraphDef\* graph\_def) const;

// This version can be called from debugger to inspect the graph content.

// Use the previous version outside debug context for efficiency reasons.

//

// Note: We do not expose a DebugString() API, since GraphDef.DebugString() is

// not defined in some TensorFlow builds.

GraphDef ToGraphDefDebug() const;

// Generate new node name with the specified prefix that is unique

// across this graph.

string NewName(StringPiece prefix);

// Access to the list of all nodes. Example usage:

// for (Node\* node : graph.nodes()) { ... }

gtl::iterator\_range<NodeIter> nodes() const;

// Access to the list of all nodes, excluding the Source and Sink nodes.

gtl::iterator\_range<NodeIter> op\_nodes() const;

// Returns one more than the maximum id assigned to any node.

int num\_node\_ids() const { return nodes\_.size(); }

// Returns the node associated with an id, or nullptr if no node

// with that id (the node with that id was removed and the id has

// not yet been re-used). \*this owns the returned instance.

// REQUIRES: 0 <= id < num\_node\_ids().

Node\* FindNodeId(int id) const { return nodes\_[id]; }

// Returns one more than the maximum id assigned to any edge.

int num\_edge\_ids() const { return edges\_.size(); }

// Returns the Edge associated with an id, or nullptr if no edge

// with that id (the node with that id was removed and the id has

// not yet been re-used). \*this owns the returned instance.

// REQUIRES: 0 <= id < num\_node\_ids().

const Edge\* FindEdgeId(int id) const { return edges\_[id]; }

// Access to the set of all edges. Example usage:

// for (const Edge\* e : graph.edges()) { ... }

GraphEdgesIterable edges() const { return GraphEdgesIterable(edges\_); }

// The pre-defined nodes.

enum { kSourceId = 0, kSinkId = 1 };

Node\* source\_node() const { return FindNodeId(kSourceId); }

Node\* sink\_node() const { return FindNodeId(kSinkId); }

const OpRegistryInterface\* op\_registry() const { return &ops\_; }

const FunctionLibraryDefinition& flib\_def() const { return ops\_; }

void CheckDeviceNameIndex(int index) {

DCHECK\_GE(index, 0);

DCHECK\_LT(index, static\_cast<int>(device\_names\_.size()));

}

int InternDeviceName(const string& device\_name);

const string& get\_assigned\_device\_name(const Node& node) const {

return device\_names\_[node.assigned\_device\_name\_index()];

}

void set\_assigned\_device\_name\_index(Node\* node, int device\_name\_index) {

CheckDeviceNameIndex(device\_name\_index);

node->assigned\_device\_name\_index\_ = device\_name\_index;

}

void set\_assigned\_device\_name(Node\* node, const string& device\_name) {

node->assigned\_device\_name\_index\_ = InternDeviceName(device\_name);

}

// Returns OK if `node` is non-null and belongs to this graph

Status IsValidNode(const Node\* node) const;

// Returns OK if IsValidNode(`node`) and `idx` is a valid output. Does not

// accept control outputs.

Status IsValidOutputTensor(const Node\* node, int idx) const;

// Returns OK if IsValidNode(`node`) and `idx` a valid input. Does not accept

// control inputs.

Status IsValidInputTensor(const Node\* node, int idx) const;

// Create and return a new WhileContext owned by this graph. This is called

// when a new while loop is created. `frame\_name` must be unique among

// WhileContexts in this graph.

Status AddWhileContext(StringPiece frame\_name, std::vector<Node\*> enter\_nodes,

std::vector<Node\*> exit\_nodes,

OutputTensor cond\_output,

std::vector<OutputTensor> body\_inputs,

std::vector<OutputTensor> body\_outputs,

WhileContext\*\* result);

// Builds a node name to node pointer index for all nodes in the graph.

std::unordered\_map<string, Node\*> BuildNodeNameIndex() const;

absl::optional<std::vector<bool>>& GetConstArgIndicesCache() const {

return const\_arg\_indices\_cache\_;

}

// TODO(josh11b): uint64 hash() const;

private:

// If cost\_node is non-null, then cost accounting (in CostModel)

// will be associated with that node rather than the new one being

// created.

//

// Ownership of the returned Node is not transferred to caller.

Node\* AllocateNode(std::shared\_ptr<NodeProperties> props,

const Node\* cost\_node, Node::NodeClass node\_class);

void ReleaseNode(Node\* node);

// Insert edge in free\_edges\_ for possible reuse.

void RecycleEdge(const Edge\* edge);

// Registry of all known ops, including functions.

FunctionLibraryDefinition ops\_;

// GraphDef versions

const std::unique\_ptr<VersionDef> versions\_;

// Allocator which will give us good locality.

core::Arena arena\_;

// Map from node ids to allocated nodes. nodes\_[id] may be nullptr if

// the node with that id was removed from the graph.

std::vector<Node\*> nodes\_;

// Number of nodes alive.

int64 num\_nodes\_ = 0;

// Map from edge ids to allocated edges. edges\_[id] may be nullptr if

// the edge with that id was removed from the graph.

std::vector<Edge\*> edges\_;

// The number of entries in edges\_ that are not nullptr.

int num\_edges\_ = 0;

// Allocated but free nodes and edges.

std::vector<Node\*> free\_nodes\_;

std::vector<Edge\*> free\_edges\_;

// For generating unique names.

int name\_counter\_ = 0;

// In most graphs, the number of unique values used for the

// Node::assigned\_device\_name() property is quite small. If the graph is

// large, then this duplication of values can consume a significant amount of

// memory. Instead, we represent the same information using an interning

// table, which consists of a vector of unique strings (device\_names\_), as

// well a map (device\_names\_map\_) from unique strings to indices within the

// unique string table.

//

// The InternDeviceName() method handles adding a new entry into the table,

// or locating the index of an existing entry.

//

// The fact that Node::assigned\_device\_name() is implemented using an

// interning table is intentionally public. This allows algorithms that

// frequently access this field to do so efficiently, especially for the case

// where the assigned\_device\_name of one Node is copied directly from that

// of another Node.

// A table of the unique assigned device names. Indices do NOT correspond

// to node IDs. Index 0 is always the empty string.

std::vector<string> device\_names\_;

// Maps unique device names to indices within device\_names\_[i].

std::unordered\_map<string, int> device\_names\_map\_;

// All the while contexts owned by this graph, keyed by frame name,

// corresponding to all the while loops contained in this graph (including

// nested loops). The stored contexts are usually accessed via

// AddWhileContext() or Node::while\_ctx(), but this manages the lifetime.

std::map<string, WhileContext> while\_ctxs\_;

// Cache of the indices of the arguments which need to be constant for the XLA

// compilation.

mutable absl::optional<std::vector<bool>> const\_arg\_indices\_cache\_;

TF\_DISALLOW\_COPY\_AND\_ASSIGN(Graph);

};

GraphDef is a serialization utility class which binds to Graph. The corresponding Protobuf interface is defined as:

// Represents the graph of operations

message GraphDef {

repeated NodeDef node = 1;

// Compatibility versions of the graph. See core/public/version.h for version

// history. The GraphDef version is distinct from the TensorFlow version, and

// each release of TensorFlow will support a range of GraphDef versions.

VersionDef versions = 4;

// Deprecated single version field; use versions above instead. Since all

// GraphDef changes before "versions" was introduced were forward

// compatible, this field is entirely ignored.

int32 version = 3 [deprecated = true];

// EXPERIMENTAL. DO NOT USE OR DEPEND ON THIS YET.

//

// "library" provides user-defined functions.

//

// Naming:

// \* library.function.name are in a flat namespace.

// NOTE: We may need to change it to be hierarchical to support

// different orgs. E.g.,

// { "/google/nn", { ... }},

// { "/google/vision", { ... }}

// { "/org\_foo/module\_bar", { ... }}

// map<string, FunctionDefLib> named\_lib;

// \* If node[i].op is the name of one function in "library",

// node[i] is deemed as a function call. Otherwise, node[i].op

// must be a primitive operation supported by the runtime.

//

//

// Function call semantics:

//

// \* The callee may start execution as soon as some of its inputs

// are ready. The caller may want to use Tuple() mechanism to

// ensure all inputs are ready in the same time.

//

// \* The consumer of return values may start executing as soon as

// the return values the consumer depends on are ready. The

// consumer may want to use Tuple() mechanism to ensure the

// consumer does not start until all return values of the callee

// function are ready.

FunctionDefLibrary library = 2;

}

# Protobuf interfaces and formats

## Core/Protobuf/Config.proto

<https://github.com/tensorflow/tensorflow/blob/master/tensorflow/core/protobuf/config.proto>

This interface contains various options:

1. for tuning the resources occupied by the GPU (see message [GPUOptions](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/protobuf/config.proto#L18-L194)).

Inside GPUOptions there are various experimental configuration options such as per virtual device memory limit, memory-specific options, kernel-specific timing and memory parameters (see message [Experimental](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/protobuf/config.proto#L100-L188)).

1. Optimizer tuning parameters (see message [OptimizerOptions](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/protobuf/config.proto#L197-L242)). For instance there is an option for selecting the level at which the Optimizer works where level L1 denotes common subexpression elimination and constant folding. a special option for turning on the internal Just-in-time compiler and selecting how aggressive the auto-compilation should be.
2. Various graph options (see message [GraphOptions](https://github.com/dimitarpg13/tensorflow/blob/master/tensorflow/core/protobuf/config.proto#L244-L289)). For instance when to build a cost model for the nodes in the graph in terms of memory and cpu resource consumption, parameters controlling various aspects of the graph construction and updates
3. Thread pool tuning parameters and options

# Exploring the C++ code examples

## Exploring //tensorflow/core/example

### Proto file for ***Feature***

This proto file contains protocol messages for describing features for machine learning model training or inference. There are three base ***Feature*** types:

* bytes
* float
* int64

A ***Feature*** contains Lists which may hold zero or more values. These lists are the base values ***BytesList***, ***FloatList***, ***Int64List***.

***Features*** are organized into categories by name. The ***Features*** message contains the mapping from the name to Feature. Here are example Features for a movie recommendation application:

*Feature {*

*key: “age”*

*value: { float\_list {*

*value: 29.0*

*}}*

*}*

*Feature {*

*key: “movie”*

*value: { bytes\_list {*

*value: “The Shawshank Redemption”*

*value: “Fight Clubs”*

*}}*

*}*

*Feature {*

*key: “movie\_ratings”*

*value: { float\_list {*

*value: 9.0,*

*value: 9.7*

*}}*

*}*

*Feature {*

*key: “suggestion”*

*value: { byte\_list {*

*value: “Inception”*

*}}*

*}*

*Feature {*

*key: “suggestion\_purchased”*

*value: { int64\_list {*

*value: 1*

*}}*

*}*

*Feature {*

*key: “purchase\_price”*

*value: { float\_list {*

*value: 9.99*

*}}*

*}*

|  |
| --- |
|  |

// containers to hold repeated fundamental values

message ByteList {

repeated bytes value = 1;

}

message FloatList {

repeated float value = 1 [packed = true];

}

message Int64List {

repeated int64 value = 1 [packed = true];

}

// Containers for non-sequential data.

message Feature {

// Each feature can be exactly one kind.

oneof kind {

BytesList bytes\_list = 1;

FloatList float\_list = 2;

Int64List int64\_list = 3;

}

}

message Features {

// Map from feature name to feature.

map<string, Feature> feature = 1;

}

// Containers for sequential data.

//

// A FeatureList contains lists of Features. These may hold zero or more

// Feature values.

//

// FeatureLists are organized into categories by name. The FeatureLists message

// contains the mapping from name to FeatureList.

//

message FeatureList {

repeated Feature feature = 1;

}

message FeatureLists {

// Map from feature name to feature list.

map<string, FeatureList> feature\_list = 1;

}

### Proto file for ***Example***:

An ***Example*** is a mostly-normalized data format for storing data for training and inference. It contains key-value store (features); where each key (string) maps to a Feature message which is one of packed BytesList, FloatList, or Int64List. This flexible and compact format allows the storage of large amounts of typed data, but it requires that the data shape and use be determined by the configuration files and parsers that are used to read and write that format. That is the ***Example*** is mostly not self-describing format. In TF, Examples are read in row-major format so any configuration that describes data with rank-2 or above should keep that in mind. For example, to store an M x N Matrix of Bytes, the BytesList must contain M\*N bytes with M rows of N contiguous values each. That is, the ByteList value must store the matrix as:

// .... row 0 .... .... row 1 .... // ........... // ... row M-1 ....

An Example for a movie recommendation application:

Features {

Feature {

key: "age"

value { float\_list {

value: 29.0

}}

}

Feature {

key: "movie"

value { bytes\_list {

value: "The Shawshank Redemption"

value: "Fight Club"

}}

}

Feature {

key: "movie\_ratings"

value { float\_list {

value: 9.0

value: 9.7

}}

}

Feature {

key: "suggestion"

value { bytes\_list {

value: "Inception"

}}

}

# Note that this feature exists to be used as a label in training.

# E.g., if training a logistic regression model to predict purchase

# probability in our learning tool we would set the label feature to

# "suggestion\_purchased".

Feature {

key: "suggestion\_purchased"

value { float\_list {

value: 1.0

}}

}

# Similar to "suggestion\_purchased" above this feature exists to be used

# as a label in training.

# E.g., if training a linear regression model to predict purchase

# price in our learning tool we would set the label feature to

# "purchase\_price".

// feature {

// key: "purchase\_price"

// value { float\_list {

// value: 9.99

// }}

// }

// }

//

# Building the tensorflow libraries and examples using Bazel

## Building tensorflow libraries

Building tensorflow libraries with debug symbols

bazel build --config=opt --verbose\_failures -c dbg --strip=never //tensorflow:libtensorflow\_cc.so

bazel build --config=opt --verbose\_failures -c dbg --strip=never //tensorflow:libtensorflow\_framework.so

Building tensorflow C++ api library using monolithic config

bazel build -c opt --config=monolithic //tensorflow:libtensorflow\_cc.so

## Building tensorflow core components

bazel build --config=opt //tensorflow/core:lib

exports the public non-test headers for:

//third\_party/tensorflow/core/platform: platform-specific code and external dependencies

lib/: Low-level libraries that are not TensorFlow-specific

bazel build --config=opt //tensorflow/core:framework

exports the public non-test headers for:

util/: General low-level TensorFlow-specific libraries

framework/: Support for adding new ops & kernels

example/: Wrappers to simplify access to Example proto

## Building Example Code

Building example code: parser configuration test

bazel build --config=opt //tensorflow/core/example:example\_parser\_configuration\_test

Building label\_image example code with debug symbols:

bazel build --config=opt --verbose\_failures -c dbg --strip=never tensorflow/examples/label\_image/...

Building label\_image example code with debug symbols and limited RAM resource (<2GB):

bazel build --config=opt --verbose\_failures -c dbg --strip=never --jobs 1 --local\_ram\_resources 2048 tensorflow/examples/label\_image/...

# Build Folder structure

ROOT\_FOLDER = /opt/tensorflow

Inside ROOT\_FOLDER/bazel-tensroflow/external :
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By default tensorflow master as of 4/26/2020 installs the following external package dependencies:

*aws* *aws-c-common aws-c-event-stream*

*aws-checksums bazel\_tools boringssl*

*com\_google\_absl com\_google\_protobuf com\_googlesource\_code\_re2*

*com\_google\_grpc\_grpc curl double\_conversion*

*eigen\_archive farmhash\_archive fft2d*

*gif highwayhash jsoncpp\_git*

*libjpeg\_turbo local\_config\_cc local\_config\_cuda*

*local\_config\_git local\_config\_python local\_config\_rocm*

*local\_config\_sycl local\_config\_tensorrt nasm*

*nsync snappy zlib*

Some of the important libraries to build a C++ tensorflow app using the C++ tensorflow shared library libtensorflow\_cc.so:

The location of protobuf source: ROOT\_FOLDER/bazel-tensorflow/external/com\_google\_protobuf
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The location of eigen source: ROOT\_FOLDER/bazel-tensorflow/external/eigen\_archive

![A picture containing monitor

Description automatically generated](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAwADAAAD/4RDcRXhpZgAATU0AKgAAAAgABAE7AAIAAAAGAAAISodpAAQAAAABAAAIUJydAAEAAAAMAAAQyOocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAGFkbWluAAAFkAMAAgAAABQAABCekAQAAgAAABQAABCykpEAAgAAAAM3OQAAkpIAAgAAAAM3OQAA6hwABwAACAwAAAiSAAAAABzqAAAACAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMjAyMDowNTowOCAxMDoxNDo0MQAyMDIwOjA1OjA4IDEwOjE0OjQxAAAAYQBkAG0AaQBuAAAA/+ELGGh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8APD94cGFja2V0IGJlZ2luPSfvu78nIGlkPSdXNU0wTXBDZWhpSHpyZVN6TlRjemtjOWQnPz4NCjx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iPjxyZGY6UkRGIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iLz48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOnhtcD0iaHR0cDovL25zLmFkb2JlLmNvbS94YXAvMS4wLyI+PHhtcDpDcmVhdGVEYXRlPjIwMjAtMDUtMDhUMTA6MTQ6NDEuNzkzPC94bXA6Q3JlYXRlRGF0ZT48L3JkZjpEZXNjcmlwdGlvbj48cmRmOkRlc2NyaXB0aW9uIHJkZjphYm91dD0idXVpZDpmYWY1YmRkNS1iYTNkLTExZGEtYWQzMS1kMzNkNzUxODJmMWIiIHhtbG5zOmRjPSJodHRwOi8vcHVybC5vcmcvZGMvZWxlbWVudHMvMS4xLyI+PGRjOmNyZWF0b3I+PHJkZjpTZXEgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj48cmRmOmxpPmFkbWluPC9yZGY6bGk+PC9yZGY6U2VxPg0KCQkJPC9kYzpjcmVhdG9yPjwvcmRmOkRlc2NyaXB0aW9uPjwvcmRmOlJERj48L3g6eG1wbWV0YT4NCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgPD94cGFja2V0IGVuZD0ndyc/Pv/bAEMABwUFBgUEBwYFBggHBwgKEQsKCQkKFQ8QDBEYFRoZGBUYFxseJyEbHSUdFxgiLiIlKCkrLCsaIC8zLyoyJyorKv/bAEMBBwgICgkKFAsLFCocGBwqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKioqKv/AABEIAOIHDQMBIgACEQEDEQH/xAAfAAABBQEBAQEBAQAAAAAAAAAAAQIDBAUGBwgJCgv/xAC1EAACAQMDAgQDBQUEBAAAAX0BAgMABBEFEiExQQYTUWEHInEUMoGRoQgjQrHBFVLR8CQzYnKCCQoWFxgZGiUmJygpKjQ1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4eLj5OXm5+jp6vHy8/T19vf4+fr/xAAfAQADAQEBAQEBAQEBAAAAAAAAAQIDBAUGBwgJCgv/xAC1EQACAQIEBAMEBwUEBAABAncAAQIDEQQFITEGEkFRB2FxEyIygQgUQpGhscEJIzNS8BVictEKFiQ04SXxFxgZGiYnKCkqNTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqCg4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2dri4+Tl5ufo6ery8/T19vf4+fr/2gAMAwEAAhEDEQA/AOL/AGh/+Rxh+rf+gRV5DXtfxu0qfXPiZp2l2jRpPdzGJGlJCglIupAJx+FchD8Idea4+z3l7pOnzvK0VtDeXflyXW043RrtyQSOMgZ607MDg6K17XwrrN74mbw/b2LtqSSNG8OQNhXqSemPfOK6G4+FGsrbXL6bqejavPaKWmtNOvPNmQDrldo5Hp19KXS47a2OHorX8OeF9U8Vak1npMKs0a75pZG2Rwr/AHmY9B+tbOp/DXVbHRp9UsdQ0rWrW2/4+G0q684wj1YYHH0+vSh6K4lq7I4+ivUfhR4IstS1a21HU7/Q72GSCQ/2bJcB51YZAZoiMYHX6EVzGt+B/wCx9Nmvh4n8OX3lkf6PY6h5krZOOF2jOM5PtQ9HZgtVoc3aWdzf3K29jbTXM7/dihjLs30A5qTUNK1DSZlh1WxubKVhuVLmFo2I9cMBXpGn2ur+H/D2maH4MtXfxLrtt9tvLmIgSQ25PyIGOAg7k5HPfpia5sPE0/hDXNB8eiWS7s7T+1NPkuJ1llTY+1/nBJIIOOT9KJaX8v03+79Ajr/Xfb7zyeiux0zxlo2h6VZ29h4S02+udub241WPzzI2ekY4CDH/AOrjJv8AxF8L2cfiTRT4Zs/s/wDb1rFNHYhgBHI5wFBPAByPbr0FD3svQF/wThrOyu9RuVttPtprqdvuxQRl2P0A5qfUdE1XRxGdW0y8sRLny/tVu8W/HXG4DOMj869h8KeB/GHhn4f66thp32XxDeSxxwMs8RfyQRuw27C9W75/SvPvEmg+NV1fS9L8Wy3clzeSbLNbu9E4BZgpxhm284o+1yoOl2cjRXpGtat4e8BahJoWi+HdO1i7tMJd3+rRGYSSY+YKmQFA6f49TwV/dPq+ry3EdnBbvcyZW2s4tkak/wAKLzge1G70DbcqUV7d4e8L6BomialoOo2NpqGvrpMt/eSzRrJ9jbaAkSkg4IBycd8HuMeT+HF0I6mz+KHuhZxxlxHaqN8zjGEyfug880fat/XX/IOl/wCv61MmivSvHkOkTfDLw1quk6LaaW11NMCsK5cqpIAZz8znjqe9UPA+kaZbeFda8Xa1YrqSaaUitrORsRtIxHzP6gZHH1o6yT6B2t1OEor07TX0v4j+HtZt38P6bpOsabateW02lw+Skqr1Rl5z25z37Y5q+BpLPTfh14l1mbR9M1O6s5rcQjULUTKoZsH3HXsaNr3/AK1sG9rddP1PO6K6TXvGX9u6aLT/AIRzw/pvzh/O06x8mTjPG7ceOelN8O+CdS8RWU1/HPZafp8LbHvtQn8mEP8A3c4OT+FCuwOdoroPEvgvVPDEFtdXT2t5Y3XEF9YzebDIfQNxz9R2OOlbXgPQtPtrGfxb4ohWXTbRxFaWkgGL24PRcHqo6n/AEU4q7B6HC0V23xcsLPTfiLd2+nWkFpAsUREVvGI0BKAnAHFdF4u8Q2fhE6LZ2PhPw1crPpUFxJJd6aHdnYEHkEelSneN/l+f+QPe3lf8v8zyerVhpeoarMYdLsbm9lUbiltC0jAeuFBrTdL7xz4qSLSdJsbe7uhiOzsEWCL5VySAxwOASea9WtPB3jbQvhRBpvh2zez1q5vmkvTDcxJJ5WDtxJuwOi9Dn9aetrsOtjxbUNK1DSZ1h1WxubGVl3rHcwtGxXpkBgOODVWup1eDVNJ8YWkfxIS+vTEFaWGS882RoiSQA+44Gc8ZHfp1rsPB2r6F468QN4avfB+kWVncxP8AZ57OHbcQlVJBaTq3A68c9c0LVaf1YHZbnk1FS3UH2a8mgDB/KkZNw74OM10HiPwHrPhbRtO1PVBb+RqCgoIpNzISNwDDHXHpke9K6a5ug7Wdjmqnt7C8u4Z5rS0nnitl3zvFGWWJfViOg9zUFd9f/wDFK/CS0sB8l/4kk+1T44K2yf6sH2J5/Om9ri62OBore8M+DdU8U/aJLH7Pb2lqM3F7dy+XDD/vN/gDVvXvh/quhaOurJc6fquml9jXemXHnRxt6McDHpnp+Yoem4LXY5aiuu0j4a65rWh2er2b2a2NyZN8002xbcIcFpCRgAnpjJqt4j8C6l4btbS8mubG+0+8bZFfWM/mwlvQtgc8H8j6GjZ2A5qivXtJ+HFivw71wTa14YuLx5YhFqK3geO2G4Eq0m35CenHXNeeeIvDX/COm3H9taPqnn7v+QZd+d5eMfe4GM54+hoejsC1VzEqe8sLzTphDqFpPaysocJPGUYqehwex9a3vh/oMfiDxjawXeBY2+bq8ZvurEnJz7HgfjTtSupPH/j66uJL6z09buRjFLfzeVFFGo+VS3OOAB9aOy/r+v8AIO7OYor17xH8N7E+EvDiWmteGLCdYpDPdzXgjW8JK/Mj7cuB+ma8zvtDntfEB0i0uLbVJy6xxyafJ5scrMBgK2Bnrj60dbB0uZtFd1/wqTW2ZreLU9El1NV3NpaX4NyOMkbcYz+NYPh7wjqniTV7rTLFUjvLWGSV4p9yk7CAUAAPzZOMHFAdLmHRXcv8JNfWzuGju9KnvrWLzZ9MhvA9zEOvKgYz+P0zXN+HvDepeKNT+w6REryKhkkd3CpEg6szHoKN3YOlzKorqtY8A3Wk6PNqUOtaHqkFuVEw06+ErR5OASMDuRVPwz4N1TxT9oksfs9vaWozcXt3L5cMP+83+ANG4GDRXU698P8AVdC0ddWS50/VdNL7Gu9MuPOjjb0Y4GPTPT8xS6J8Otd8RaHDqulLBLBLctbsC5UxbV3F3JG0IB3zntigDlafBBLczpBbRPNLIdqRxqWZj6ADrXS+IPAOpaBpEWqi807VLCSXyTc6bc+ckb/3WOBz/n0r0P4d+APFXhmDXdQm0pYNUawMemO00T/vDnphiAenJwKOjYPoeS3/AId1rSrcXGqaPf2ULMFElzavGpPXGWAGeDUp8KeIVszdtoOpi2EfmmY2cmwJjO7djGMc5rc8ZaV490zT4W8aT3zWs037tbi/E67wD0UOccZ5xW78N9b1XUdH8V2uoaneXVvDoM3lQz3DOkeBgbQTgcccUuj8v8rj6pd/8zzCinIjyyLHGpd2IVVUZJJ7Cu5i+EetM0MF1qmiWWoTLuTTbm+C3Bz0G0A8n60xHCUV0Nn4I1i61LVtPkSO1vNJtnuZ4JyQzKmMhcAgnkEdjnrXPAZOKFrsGwUV3en/AA1uYvGy6NquraNBLbvA7xz3JTzw5zsjBX5mxxj3FdpH4A00+IPF96dQ8L/Zmtpore3WdStg7MArSDbiIjB5HQ5xR0v6/gC1/D8TxCirWpWP9m6lPZ/ara78l9vn2sm+KT3Vu4qrRuBf07QtW1hZG0nS72+WMgOba3eQKT0ztBxVe9sbvTrp7XULWa0uExuhnjKOuRkZB5HFX/D+t6rpV/FHpmp3llHNMnmJb3DRh+e4BGetdH8Zf+Sq6p/uw/8AopKHpbz/AOAEdbrt/mcNRXR+HfBGpeIrGbUI57LT9Ohfy3vdQuBDEH/u55JPPpUHiTwpdeGhbPNe6ffwXQbyrjT7gTRttxkZwPUUPTcFrsYdFFA+8PrTSu7AWL3T7zTbgQajaT2kxUOI54ijFT0OCOlV69m+JHgfUPEPitNQ+26dplitpBCtzqVz5KSPgnavBJPI7YrzDxD4Y1PwxrjaVqsSrccFGRspIp6Mp7g0utg6XMiiu6j+FGpvKttJrvh6HUG4Fg+ojzy393aARn8a5mPw/dDxL/YeoS2+mXKymKR72Ty44iB1ZuePfvkUdbB0uZdFd9Z/CW81GZotP8VeFrqRULlINRLsFHU4CdB61yNhol7q2urpOlRi9unkMaeScq+P4gTj5cDOT2o62Dpcz6t6fpOo6vM8Wk6fdX0iLuZLaFpCo9SFBwK6u4+FesJa3Mmn6lo2rT2ql57PT70SzxgdcrgdPTrXKafq2o6RM8uk391YyOu1ntpmjLD0JUjIo0Bp2E1DStQ0mdYdVsbmxlZd6x3MLRsV6ZAYDjg1Vr0T4wyyTal4dlmdpJH0O3Z3c5LElsknua87o6teodE/QKKK9Z8CfD+xn0PWbm+1Xw7eyT6YWg/0oObFmH35AV+THc84xR0bDqkeTUV0XiDwj/YFilz/AMJDoOp75Anlabe+dIvBO4jaOOOvuKn0X4f6lq+kJqlxfaZo9hKxSG41S68hZiOoXgk0bgctRW14l8Kap4UvYrfVEjKTp5kFxA++KZfVW7/z5HrXRyfB/XbWcrqOoaPp8B2CK5u7sxxzMwztTK5JH0+maOlwejscFRWr4i8N6l4X1t9K1WILcKAymM7lkU9GU9wa6OP4VasqRJqOr6Fpl5KoZLG9vwk5B6fKAev1oWquHWxw9FXho1+2vHRorcy34nNuIoyGy4OMA9Pxrrv+FRa2zvbQ6poc2pIm5tMjvwbleMkFcYz+OPejpcOtjg6K2vD/AIU1HxF4k/sO2EdtegPuW63LtKAkg4BIPGMYrftvhJ4guIQrXOlwai0RlTSprsLduuM52Y4yPUjHfFHS4dbHDVqWnhfX9QtVubDQ9SuoH+7LDaSOrfQgYrZ8I/D/AF7xJdRXNpphnsILxYbpmmjQrgguNrMD0PYV6J4/0b4l3PiW8m8PteW2i26KtstpfpAgjVBn5Q4PXPUfpQ9FcFdux47p+havqyyHStKvb4RECQ21u8mwnsdoOKr3tjd6ddPa6hazWlwmN0M8ZR1yMjIPI4q/oGt6rpeoRR6bqd5ZpNMnmrb3DxiTn+IA89T1ro/jL/yVXVP92H/0UlD0t5/8AFq2u3+Zw1FdL4e8Cap4h02XUlnsdN02NthvdRuPJiLf3QcEk/hik8ReBdV8Nx2lxdSWl1YXh2w39nN5sDH03Y49enODjODTs72A5uitXxL4dvPCuvT6TqLxPPCFJeEkowZQwIJAPf0p0fhu8k8Hy+IxJALOK7FoULHzC5UNwMYxg+tK+lw8jIqe8sLzTphDqFpPaysocJPGUYqehwex9a3vh/oMfiDxjawXeBY2+bq8ZvurEnJz7HgfjVPxXrsvijxXfaowbFxL+6TuqDhFx9AKH0X9f1/kC6mNRXcQfCfWXWGO61LRbG/nUNFpt1fBLl89BsweT6ZrBs/Ct9P4s/4R29lt9Mv/ADPK/wBNYqgfsuVB69j0ORzzT62DpcxaK6G08D63d+M5PDCQKl/E5WVnJEcajneWx93GDnHOR61b8PeDYtT1+W2fxBoKR2dykbG4uzGt0M8+Vlct0x26j1oj71vMUtLnJ0V6t47+HNo/jC+k0/X/AAtpFuAmyxnvRDJHhB1QLxnr75zXn3h/w3qXibVPsGkxLJIql5HZtqRoOrMx6CpjqU1YyqK67VPhvqlho8+qWWoaTrNra83LaXd+cYB6sMDj6Zqn4d8D6z4p0u8vdFjjnNpLHE0G4iRy5wCOMYHUkkYFPcWxztFdfq/w11bSdEuNUjvtL1KGzYLdpp915r2xPHzjAxzxxn8qTSPhpretaHaaxay2UdhceZvnnn8tbZUOC0hIwAT0xk0AcjRXSeJ/A+p+FrO0vbieyvrG8yIbywm82JiO2cDnj6flU+k/D+91PSYNRudY0TSbe4BMH9pXwiaQAkEgAHuD1oA5StY+FPEK2Zu20HUxbCPzTMbOTYExnduxjGOc0/xN4V1LwpfR22qLEyzRiWCeB98Uyeqt3/z6iu2+G+t6rqOj+K7XUNTvLq3h0GbyoZ7hnSPAwNoJwOOOKOja6X/APtJPrb8TzCnRxvNKkUKNJI7BVRRksT0AHc02u1+GVhAut3XiHUV3WGgW5vHB/ik/5Zr9S3I+lNW6id+hx91aXFjdPbXtvLbTxnDxTIUZT6EHkVFV6eW+8Q69JLte5vr+cttUZLux6D8TXWf8Kk1tma3i1PRJdTVdzaWl+DcjjJG3GM/jSV7XZWl7I4WitPStDk1LW/7MnvLPS5VLB5NRl8mOMr1Vjg4PGMetdj8R49dtfC/hy11a50K7sI0dLKfSctvChQSzEAen3eCc5oeiuC1djzuitjw14X1PxXqTWekRKxRPMllkbbHCv95m7D9a6qP4PajNp0t/D4l8MyWcJxLcJfsY0PoW2YHXvQ9FcR57RW54c8I6l4nmuBYm3htrVd1xeXMvlwwjsWb8Kt6/4B1TQtJXVVutP1TTS/ltd6Zc+dGjejHAI/LHT1oeg7XOYorrtI+Gmt61odprFrLZR2Fx5m+eefy1tlQ4LSEjABPTGTVXxP4H1PwtZ2l7cT2V9Y3mRDeWE3mxMR2zgc8fT8qHpuJa7HN0UUUAFFdnZ/DO/uLS3mu9c8P6bJcoskVve6gElZWGVO0A9cisHWPDepaD4gOj6pCIboMoHOVYN0YEdQadtbBfS5lUV3kvwg160vZoNTv9I06JJBFHdXl0Yo7hyAcR5Xc2M+g5z1xXL634c1PQPEEmjahbkXiMFVI/m8zP3SuOuc8f40gMurFlp97qUrRadaT3ciIXZIImcqo6sQB0HrXZf8Km1iKOFdR1XQ9OvJl3R2F5fhJ2z0G3BGT9aufB6CWLxpqtuyEypplwhRRuJYFRgY68+lHf0f4B2+X4nnNFdw3wl1/7FcPHdaXNe20Xmz6ZFdhrqIdfmQDAP41z/hzQjr19JENW0rTDCokEmp3HlI/I4HByfb0oWrsHS5j0V3nxYfXW1zTh4jfSZJPsKtBJpSt5bRljgksMnp24x06mufbwpe/8IUvieOa2lsvtH2aSNHYyxN/tDGAOnfuKXS/9dhta2/ruYdFbOkeGLzWND1XVopreC00pFeZ52YbixIVVwDliR3x1FWfDvgnUvEVlNfxz2Wn6fC2x77UJ/JhD/wB3ODk/hTEc7RXQeJfBeqeGILa6untbyxuuIL6xm82GQ+gbjn6jscdK5+gdgooooEFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAV9I/sjf8zd/25f+16+bq+kf2Rv+Zu/7cv8A2vQBQ+In/JePDf8A1/L/AOgxV5J431K8T4nateC4kNxbai/kyMdxTY/yAZ7DA4r0D47ahdaT8Q7G/wBPl8q5t5DJFJtDbWCRYOCCD+NeP317calqFxfXsnm3FxI0sr7QNzMck4HA59Kfa3S/6f5Auvnb9T0r4e6tqPiC68YzyTmfxBfaU3kOqqjuQMEKFAAP3eg7VkfCWx1L/hZli8EM0a2jObtipAiTawIf09Oe9cbY393pl9FeadcSW1zEcpLExVl/EV0OrfErxfrenPYalrUsltIMOiRpHvHoSigke1F7NNdv8/8AMTV00+p12mP/AGp4C8fxeHFaS4m1ATCOEfO9sZM8AdRjdwO1Z/wcjuLbV9X1K4V00mDTZlu5GH7s8AhSeme+K4bR9a1LQNQW+0a8ltLhRjfGeo9COhHHQ8Vqa94/8T+JrMWmtatJcW4OTEqJGrH3CAZ/GptZWXa34WKvd697/jc3vgqR/wALHjXIBe0mVQT1O3pXC3VvLbXksFzE8MsblXjkUqynPQg9KWyvbnTr2K7sJ5Le4hbdHLG21lPsa6HWPiR4s1/SZdM1bVftFpLjfH9niXOCCOVUHqB3pvdMS0umen6xbX1xF42i0KCWfUWg060hWDlxCyLnGOgPOfbPpUfi2wm0O31m6uImjsrTw1BpNvI4wssjsMhD0OMHOOlc+biDxjY2eq6P4vtvDmuR2iWeow3l21qs4XgOHH3sgcjnt078Z4pE1g1rpI8T/wBuW9vHuCwzO8EDZI2pu4PGOQB1xRPdr+tmv1b9WENl5f8AA/yt6G14S8KWNrpY8WeNSYdGib/Rrb/lpfyDoqj+76n69smuf8WeJ7zxb4gm1O9CpuGyGFfuwxj7qj/Huc1q2PxW8Z6dp9vZWWs+Xb28axRJ9lhO1VGAMlMngd6zvEXjfxD4rghh1/UPtccDF4x5MabSRg/dUUS1en9f8Ea2Ok0T/kgniT/sIwfzSuZ8E3UVl470S4uSBFHexFyxwFG4cn6dapwa9qVtoFzosNzt0+6kWWaHy1O5lxg7sZHQdDWfVJ2nzen5Ilq8eX1/NnsHivx1430L4jXWkaXFFFC1zmCzisFIulY5BJxuYtnkg9c9KtahH4N8M/GS7vNRnh03ybNJoYVt3ljiu2HUog7DDY45PWuBtfij4zs9NWwt9dmWBE2LujjZwP8AfKlv1rlp55bq4knuZXlmkYs8jsWZiepJPU1CurLsU9bntvgfT/D0mqeI7238atq9zeabP9qdtMliMasQWk+Y/Nj+6K8e1uz06x1R4NG1T+1bRQCt19naHcSORsbkYPFLpGvaloTXR0q58g3cDW837tW3xt1HzA4+o5p2g+IdU8M6l9v0S5+zXOwx+Z5av8p6jDAjtTsrr0/zFd2fr/kdr4s/5Ij4N/67T/8AoRrnvCHjSTwxHe2d1YRappWoIFurKZyobHRlbnaffH8gRof8Li8d/wDQd/8AJOD/AOIrE0Hxjrvhm6ubnQ777LLdY85vJR93JPRlOOSelH2pPuG0Uux6boOqabpXhDX9ZtPB6eG7VrJoILie4kmkuZX4VELgHb3OOOPY15p4d8a+IPCcU8egX/2RLhg0o8mN9xGcfeU46npVbXPE2teJJ1l1zUZ7xk+4rthU+ijgfgKueHvHPiLwray22gaj9kimfzHXyI3y2MZyyntR1bDpY7nVL6fxT8G77W/GVnAmow3EcenX/wBnEUlzkjI4xuGC3QY4J6irLXOkw/BXw5dX3hh9fs4HmWfyr2SAW0m8/MwQHOfU9PxrzHXPE2teJbhZtc1Ge8ZfuK5wqfRRgD8BU3h/xfr3hZnOg6nLaLIcugAdGPqVYEZ98Ub387B1Xz/E6bUvF2l33gn+w9N8KS6Lpc18kr3f2yS4VH743L12g8A9jxW34gbwNr8ul2lj44+wabpsaxWtkukTvzn5mZuMsx6nFcB4h8Z+IPFSxJr2pSXaRHckexUUHpnaoAz71iIxR1dThlOQfenF63fe4ntoeo/GzT9JXxTcXqa1v1NhCrab9kcbU2ff837p7ce9Y2kfFLxyr2mn2V59tRAsUVmbKN/MAGAmFXceB2Oa5XWtc1HxDqj6jrFx9ounUK0mxUyAMDhQB0roW+LHjZrMWw110iCbB5cESMBjHDBQR9c1MdFZlPVou/GDT9N0/wAYwrp1vDaTy2ccl7bQABIpjnIwOAcYOPx71Lq3/JANB/7Csv8AJ64Ge4murh57qV5ppG3PJIxZmPqSeSauTa9qU/h+DRJbndp1vKZoofLUbXOcndjJ6nqaPstf1vcOqf8AW1iraWlxf3kVpZQvPcTMEjjQZZiewFej3E9p8KNGnsLOaO58X30Oy5mQ7k0+M87Ae7n/AAPTGfP9H1i+0DVYdS0mf7PdwZ8uTYrbcgg8MCOhPauq/wCFxeO/+g7/AOScH/xFN7WEt7nEdetdBr+j+KdP0fTJvEUd6thJH/oInm3qikA4C5OzjHBA6Vk6lqV3rGpT6hqMvnXVw++WTaF3H1wAAPwq7q3irW9d06zsdW1CS5trJdsEbADbxjkgZY4GMnJo6eY+ovhPQn8S+LNP0pAdtxMBIR/DGOXP4KDV74ha9H4g8ZXU1pgWNti1tFX7qxJwMexOT+NHhPxJZ+GdN1qZY521a7tfstnIqjZCrH52JJznGMYBrmaHul/V/wCvzEur/r+v8j0cxz3n7PkMekq8gttVZ9QSIZIXaSrMB25X8h6UeBI57L4a+M7y/V49NuLRYoi4wskxJA256kEjp7Vxug+J9Z8MXTXGhahLZyOMOFwyv6ZUgg4yeoqbxB4y8QeKRGNe1OS6SI5SPaqID67VAGffGaJa3t1/ysC0t5f53Os1mWdP2f8Aw8kTyLE9/N5qqSFYBmI3evPrQYJdN/Z+lj1VWia+1VZbGOThmUKNzAenB5/xq1b+Orzw18H9Dh8OaxBb6h9rmFxCvlySKhZiMowJA6c4rgdd8R6v4lvBda5fy3kqjC78BUHoqjAH4CifxSS62/R/oEdk35/qdn4Vhlu/gn4uhtY2mlW4gcxxjcwUMCTgdsA/ka85rU0HxLrHhi8a60K/ks5XG19oDK491IIP4irHiDxhrfiyS2/4SO/N0LckRkQRoUDYzwoGeg60PWV1/XQFpGz8zo9OP/CLfCG8vyNl/wCJJjaQHuLZP9YR9TlT+FcBXS+NvEtr4gv7KLSYpoNL060S1tIpgAwAHzMQCRkn3PQVzVG7b/q39a/MNkl/X9dPkejeOYZZfhb4HuYo2eCO3lR5VGVViVwCex4P5GqPwdkgj+KOmfadvzCVYy398xtj8aydB8feJ/DFm1pomrSW9uW3eU0aSKp9g4OPwrM1PXNS1jWn1bULppL92VjOqhDlQACNoABGB0pp2k33v+ImrwUex38/iLw/oPi3D/Da4i1i2ufMUtrFwXMgbIYAqd2Tz3Bq74B1eTV/iz4i1T7I+nSzWFw7QFyWhcFcjOAc5HoK5VPiz43jtBbrr8pQLty0MZfH++V3Z985rB0vxHq2jajcX+nXjR3VzG8c0rqshdXOWzuB5J79am2lvJr70Ve7v5o674MyyTfFK3eV2d5IZy7MclyUJOfXmsbwh4gvvDWrX93a6Z/aVlJC0F9bsh2NEx5BYA7enU1jaJrmo+HdUTUdGuPs10isqybFfAIweGBHSpdD8S6x4bvnvNEvpLSdxhyoBDj3Ugg/iKrqvS35krZ+qZ2Unhvwt4r8K6vrnhi31DR7jS4hLNa3DebbuOTtR/vZ47+3HelMc95+z5DHpKvILbVWfUEiGSF2kqzAduV/Ielc3rvxA8UeJbP7JrOryz2+cmJUSNW9NwQDP41R0HxPrPhi6a40LUJbORxhwuGV/TKkEHGT1FLe69P8x9mdl4Ejnsvhr4zvL9Xj024tFiiLjCyTEkDbnqQSOntSfaZ7f9nVFgleNZtaMcgVsb12ZwfUZAP4VyniDxl4g8UiMa9qcl0kRyke1UQH12qAM++M1UbXtSbw6uhG5/4lqz/aRB5a8SYxu3Y3dO2cUPW/y/B3BaNfP8VYWHX9Tt/D9zokNzt066lWWWDYp3OMYOSMjoOhrsfhx/yKHjr/ALBX/wAVXntaGm69qWkWd9a6fc+TDqEXk3K+WreYnPGSCR1PTFHR+af5WDqv66mfXoXwr/48vGH/AGAZ/wCVee12qfGDxzGiomuYVRgD7JB0/wC+KOjXqHVP+tDP+HU1tB8RtEkvSohF0oy3QMeF/wDHsVL4w0zWn+JepW8ttcvqFxeu0ChSWkUsdhX1GMYx6e1ZOv8AiTVvFGoJe67d/arhIxGr+WiYUEkDCgDqTW1B8U/Gtvp4s4tfn8oLtBeNGfH++VLfjmn2fa/6f5B38/6/U9MubyJ/jxHpzurz3GimxumB6ymMuefXAFZ0OiQ3vhey8EiAf2ppaWupyBfv7pZP3qkH+6joa8ksNa1DTNaj1azumW/jcyLO4Dncc5J3ZBPJ61et/Gev2vieXxDBqLLqk2RJceWh3AjBG0jbjAHbtQnZpv8ArVtfi/wE10/ron+CPSrKbw/rXx5vG1P+0m1KPUgtl9m2eRiJcfvM/N1TtUtvN4H/AOEY8Y6ig8QfZrq5jivnYQbyzSlsRdsZ67ucYryez8Rarp/iI67aXWzUjI8hnMat8z5DHaRjnce1Rx63qEWi3Gkx3G2xuplmmi2L87joc4z+GcVKT5UvL/K/4Ip/E3/XX/gFW6+z/bJvsXm/ZvMbyfOxv2Z+XdjjOMZxUVFFMRY07/kKWv8A12T/ANCFdj8Zf+Sq6p/uw/8AopKx/D3jvxJ4Vs5LTQdR+ywSyeY6eRG+WwBnLKT0AqfWfiT4s8QaVLpur6r9otJsb4/s0S5wQRyqg9QO9EtbW6frYI6Nt9S54c8UppnhRtI8TeH21XQLi4M0ThmiaOUDBKOODx24+vaneMfCej2PhfTfE3hua9Wx1CVoxa36ASRkZ5BHBXg+vbk1laB488TeGLRrXRNVktoGbd5RjSRQfUBwcfhVPXvE+s+J7pJ9d1CW8eMYQNgKmeuFAAGcDoKJa7BHTcyqB94fWiimnZ3A9J+M4u7nxzZWyedMv2GEQxDLDJznaPU8dKteOtMOoal4D8OXcgt9RNhBb3RbkxbyqgH3GG4rnLf4r+NrW0W2h16Xy1XaN8Mbtj/eZSf1rl7i/vLvUGvrq6mlu3fe07uS5b1z1zSWj8r3/P8AzFrbztb8v8j1ZtP8K6N49i8M6Z4GvtWvLaWMG8l1CWNyeCZNijbtHXPANcz8WYZLj4tapDBG0ksjxKiIMsxMaAADuaqT/FLxpc2Is5denMWAPljRWIHq4XcffJ571lt4t1t/FI8Rte51YMGFx5Kddu37u3b046ULdX/rYq9r2Ol12aLwH4bk8L6fIG1q/RW1i5Q/6peq26n/ANC9c456C38FTCde1mJoPtNxJpUohgEpjaU5GUDjlSfUcjr2rN/4XF47/wCg7/5Jwf8AxFcr/bGof202rpdyR37StMbiI7G3k5JG3GOp6UK93fqLordD0HRfGOg6D4jSTRvhrcQatbllEY1Sd5FJBBBRkPY9xXnF7cLd6hcXCR+Us0rOIwc7ATnGe+K6i5+K3ja7smtZtel8p12nZDGjY/3lUN+tZXh3xfrnhN528P332RrgKJT5KPuxnH3lOOp6Ubu7DpodR8XP+P3w1/2Abf8Am1cr4e1LRdNuJn1/Qf7ajdQI4/tj2/lnPXKjn6Vr33xV8Z6lp89le6z5lvcRtHKn2WEblIwRkJkcelchRrdv1/EOiXa34G94i1fw9qUEK6B4Y/sWRGJkf+0JLjzBjgYYcV0/wqie50vxjbW6GSeXR3EcSDLOeeAO/UfnXnVXdI1nUdB1FL/R7uS0uU4EkZ6j0I6Eex4ostV3/wAg10fYpspVirAgg4II6V7P4xvtCtPDPhe81Lwe+t2LaZEkV2moSwRwtjlCqAgHvk8np2rznxB498SeKbFLPXtS+1QRyCRU8iNMNgjOVUHoTTdB8d+JvDNsbbRNWlt4Cc+UyrIgPchXBA/CjpZh1ua3i7xZb6z4W0jS7DwzJo1jaSu9s73TzBwfvBSygnkg9T2q/wDGyeV/GttC8rtFHYQlELEquQc4HbOBXH694n1nxPdJc67fyXkkYITcAqoD1wqgAflUWta9qXiK/F7rFz9ouFjWIP5ap8q9BhQBSeq+d/wsPr8v1udr8VvNOr+F2gDNO2iWxXaMszZbH1OattrPh/x3rsFj4y8PX+n6/OyW7Xunscu3ABeJhwAMZ6nFcDqniHVNZntJtRuzLLZQpBbuqKhjReVA2gdM9etb4+LPjgWv2f8At6XZt258mLfj/f27s++c1Wl3fu2TrZW7JHR+AtIi8K/G+50aS5SaWCKaK2mIxucoCv0OMiuS8OaVrh+JFlbC3uV1SK+R5tyncmHBZm9u5Nc99suft3237RL9q8zzfP3nfvzndu65zzmunuPin40udOayl16fyWTYSsaK5H++FDfjmiLtyvqhySaa6M7zQri3uf2mr+WzKmPMy5XoWWLDf+PA15VDr2p6f4lOtWt5INRSVpBcOA7FjkEndkHgnrUei67qPh7VE1HR7j7PdorKsmxXwCMHhgR0qgzFmLHkk5NSlblt0Vh781+r/Q1tGuZr3xrYXVy++afUI5JGwBuZpAScDjqa2fix/wAlS1r/AK6p/wCi1rk7a4ltLqK5t22SwuJEbAOGByDg+9WNW1a91zVJ9S1Sbz7ucgySbFXcQAOigAcAdqfa3S/6f5C7/L9SPTv+Qpa/9dk/9CFdj8Zf+Sq6p/uw/wDopKx/D3jvxJ4Vs5LTQdR+ywSyeY6eRG+WwBnLKT0AqfWfiT4s8QaVLpur6r9otJsb4/s0S5wQRyqg9QO9EtbW6frYI6Nt9Tf8Zxz3fwm8HXGnK76bbxSJcGMfLHNkD5vQ53cn196W1SfT/wBn/URqivEl7qUZsFkGC2NpZlz2wDyPQ1yfh/xn4h8LLIug6nLapIcvHtV0J9drAjPHXGar694m1nxPdrc67fyXkiDCbsKqD2UAAfgKJdbdf87gtLeX/DHtU95a6VrMHjjUYka1vdLsbZN/QtM2Jce6xoTj3rj/AB9pjeFPh7Z6CQy+drN1cJnHzRp8qH8QwNcPqHijWNU0Oy0e/vTLYWP/AB7w+WihOMdQATx6k07WfFOseJEsotdvnuYrJfLh/doCinAPQDceB1P40S1bt3/C9/z/ADCOiV/6drfkdPpx/wCEW+EN5fkbL/xJMbSA9xbJ/rCPqcqfwrnfBElvF480R7zaIVvotxboPmHJ/GrHjbxLa+IL+yi0mKaDS9OtEtbSKYAMAB8zEAkZJ9z0Fc1TjK0+b+rL+r/MTV4cv9a/1b5HrXjjVfDuleNr6PWvh7NcXbzl1um1edPtAzw6gDGOnA4HTtXIeNNZvPGXjhbiLRptPvZlihW03F5GbHynlVOSCO1Psfin400+yS0ttdm8pBhfNijlYD/eZSf1rItPFWtWXiJtehvS2qMSTczRpK2SMZG8EA4446DipSSsnshtt3a3Z7bqr3V94bvPDVlqFvJ44i0yJb2RFw9xGMloVfPL4PPru7Z48I0n9zr9j5vybLqPdu424YZzTrbXNTtNeGtW95ImoiUzfaOCxc9Sc8HOTkHjmotT1K61jUp7/UHWS5uG3yukaxhm7nCgDJ78c9acW1Ln/r+v66iaTi4nX/GO3mh+J+pSSxOiTCN4mZcBx5ajIPfkEfhW18KzbSeCfF0LaW2rzbIWaximaJ54wWyAy/N+A69O9c3afFXxpY2KWcGuyGGNdqiWGORsem5lJP51zml6xqGi6gt9pN5LaXK9JImwSO4PqPY8UoqycSpO7Ujv9I8c6FpQ1D/hH/h7LBNLaSQXDLqk0uyMj5tyshAAxnPHTrUXg25ntPg541ltZXhk3Wy70bBwzYIz7gkfjWFq3xM8X63p0lhqWtSSW0o2yIkUce8ehKqCR7VjWuvalZaLe6Ta3OyxvyhuYvLU7ypyvJGRg+hFD1TXdfrcFpKL7O4um6/qekWV/aadc+TBqEXk3SbFbzE545Bx1PIwa7XWp5Y/gD4dijldY5b+YSIrEB8M5GR355rzmtCfXtSudBtdFnud2n2kjSQw+Wo2M2cncBk9T1NN6xa9PwYlo7/1tY7Kfn9nm2zzt10gZ7fuzVy60Lwv4O8OaFNqnh+68SX+sQLPkXbwRx5AIRNg5PI4OfX0FcC2vak3h1dCNz/xLVn+0iDy14kxjduxu6ds4rX0n4j+LdD0tdO0zWZYrVAQkbRo+wegLKSB7A031+X5WEtl8/zudb8XIlh8LeD449MfSVFvNixeQyNAMp8pZuSfrWb8K/8Ajy8Yf9gGf+Vclq/ibWNet7WHWL6S7S03+SZANy7jlstjLZI7k10CfGDxzGiomuYVRgD7JB0/74pdH53/ABH/AC+VvwOKrv8AWz/wi/wo0vRVGy+11/7QvPUQjiJT7HhvqDXO33ia68TeI7O/8Y3Mt5HGUSVoYUVzEGyVAXaM8n86PGfiP/hKvFV1qaI0VuxEdvEwAMcSjCjjjpz9SaHtb+tP6X3At7/1/W/4G38HZII/ijpn2nb8wlWMt/fMbY/GtafxF4f0Hxbh/htcRaxbXPmKW1i4LmQNkMAVO7J57g15nHI8MqSwu0ciMGV1OCpHQg9jXXp8WfG8doLddflKBduWhjL4/wB8ruz75zTvs+wrb+Zi+KtUbWvFeo6i9k1g9xOWe2ZtxjboQSQOcg9hXV+Nf+SU+BP+udz/AOhrXJ6N4o1nw/q8uqaVfNDezKyyTOiyFgxyc7weSRnPWugb4w+OmUq2uZBGD/okH/xFTa0FFFX9/mfn+Jq/CqKJ/Dvi0aoZItJltI4rieAM0sbFiF2qASRySfp9aifVfC/g/wAHa1pOgavca7fawqwyO1o1tHAi56huS3J/+t3n+FmsWOn6LrkEGuW+i6/d7BbXN6cQbByevy5yTyfXjPNdPD4nm07Tr7/hYPjLQfEdhJbskenWAjneR+xyqLt+p457U5/p/SFH9f8ALUxvCMlj/wAKQvDPoL68kGqb7q0huXgYLsGHJTJIHp079qxz420iPwhrWn+HvA8lhb30apcXA1GWdIyD8hO5cDk+ozmuP0TxHq/hu9a60K+lspGGG2EFWHYMpyG/EVoa74/8UeJbH7HrWrSXFtkMYljSNWI6ZCKM/jRLW/mEdPl/w50etTyx/AHw7FHK6xy38wkRWID4ZyMjvzzUc/P7PNtnnbrpAz2/dmuNn17UrnQbXRZ7ndp9pI0kMPlqNjNnJ3AZPU9TU9pqmpX2mW3hk38MGmyXiygThUjjkPy72fG4AA8849qb1crdbfp/kC0t5X/G/wDmZFKi75FXIG4gZPQV23/CtP8AqdfB/wD4Nf8A7GqGs+B/7H0qW+/4Sfw3f+Xj/R7HUPNlbJA4XaM4zn6UrpbhudfrmheFfBmrWXh5vCF74l1GaFXadr2SDzGPZFQcj+Xqah+LyeX8QNCQQ/Z9thbjyS27y/nb5c98dM1zMHxP8ZW2lLp0Ouzrbqnlr8iFwvs5Xd+tY+q+ItV1u9trvVLs3E9rEkUUjIoKqpyo4HPXqck007ST7O/5iavFrurfkdX8abmeb4n30UsrvHBHEsSs2QgMakgDtySfxpngzxDda/8AFjQLzxLcrcujrAjuiqBgN5Y4AGdxHPXNclrOtX/iDVZdS1ef7RdzY3ybFTOAAOFAHQDtVEEqwKnBHII7Uqfu2v0HP3tux0fjew1WPx9qkWpQzNdzXbsgKkmRSx2lfUYxiui+DPmQeMNS+9HLHpc/sykFfyNZEHxU8a21gLOLX5/KVdoLxxu+P98qW/HNYek+IdU0O/nvdMuzDcXEbRSyFFcsrfeHzA9cdetJLlXKuzX4Dbu7+aOv+DMsk3xSt3ldneSGcuzHJclCTn15rgZv9fJ/vH+dXNE1zUfDuqJqOjXH2a6RWVZNivgEYPDAjpVzw94w13wrLcSaDffZXuceafJR92M4+8px1PSnpden6iV0n5v9Dp/i5/x++Gv+wDb/AM2pnwynXVbfWvB1y4CaxalrbceFuIxuX88f+Ois+++KvjPUtPnsr3WfMt7iNo5U+ywjcpGCMhMjj0rmNPv7rStRgvtPmaC5t3EkUi4+Vh9eD9DRu3fZ3/H/ACDZK26t+B3PiZn8MfC/RfDeDFd6k7alfIRhgucRqfyzj1Wuha50mH4K+HLq+8MPr9nA8yz+VeyQC2k3n5mCA5z6np+NeWa3rmo+ItUk1HWbk3N1IArSFVXgDAGFAA/AVb8P+L9e8LM50HU5bRZDl0ADox9SrAjPvijdO/V/1+AaJq3T9f8AgnRa14x0+7+H8ui6L4Qk0mwlu1mFwb2SdBKB0BZepA6Z9eK4OtzxD4z8QeKliTXtSku0iO5I9iooPTO1QBn3rDpdWx9AooopiCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK+kf2Rv+Zu/7cv8A2vXzdX0j+yN/zN3/AG5f+16AOM/aH/5HGH6t/wCgRV5DX0T45s7bUPj1odtf28VzbySSh4pkDo37hDyDwa5bQNXsvE3jyfw1d+B9BexM0sLzWNj5MsKqSA5cHjp7cnj0p228xX3ueP0V6P4T0bSmbx5EsMF/BY2M/wBjmlRZCu0sFdTjg4A5FYfwxs7bUPiRpNtf28VzbyO4eKZA6N+7Y8g8GiPvNLur/n/kOXupvscpRXURa8nhjxPrAi0TR9Rje5kRYtRtPNSIK7Y2DIx6fhXX/FDWbPRLxdH07wv4eijvNOSVrhdPCzRs+QSjAjGMccVN7xUu47Wk4nlFFd14F0+yu/BXjSe7tIJ5raxRoJJYgzRHLcqSMqeO1cLTejsLpcKK9W1PVrLwn8P/AAncWvhnw/fT6hbO08t/YLI5KkYOQQe/fNZ2u6Xonif4eS+LtC05NJvbG4EOoWcDZiYNgB1H8PUcD364zQ9L+X/DAtbeZ51RRQPvD600ruwFi90+8024EGo2k9pMVDiOeIoxU9DgjpVevZviR4H1DxD4rTUPtunaZYraQQrc6lc+Skj4J2rwSTyO2K8w8Q+GNT8Ma42larEq3HBRkbKSKejKe4NLrYOlzIoruo/hRqbyrbSa74eh1BuBYPqI88t/d2gEZ/GuZj8P3Q8S/wBh6hLb6ZcrKYpHvZPLjiIHVm549++RR1sHS5l0V31n8JbzUZmi0/xV4WupFQuUg1EuwUdTgJ0HrXI2GiXura6uk6VGL26eQxp5Jyr4/iBOPlwM5PajrYOlzPq3p+k6jq8zxaTp91fSIu5ktoWkKj1IUHArq7j4V6wlrcyafqWjatPaqXns9PvRLPGB1yuB09Otcpp+rajpEzy6Tf3VjI67We2maMsPQlSMijQGnYTUNK1DSZ1h1WxubGVl3rHcwtGxXpkBgOODVWvRPjDLJNqXh2WZ2kkfQ7dndzksSWySe5rzujq16h0T9AooooAKKKKACiiigAooooAKK3vBPhlvF3i200gSGKOQlppAOURRkke/Ye5rpdT8c6DpGoSad4b8G6HcafbuYxPqNv5802Dgtvzxnt1/pTelvMNzzyiu98IaNouv6trniPVLD7NoelRG5awikYh2OdsYbrjIP6DpWl4c8ReH/Geup4d1jwlpGn298TFa3OnQ+VNA+Dt3N/H2HYZ6g9KVm9OoabvY8wor1HwbpNvoFv45/tLTNP1O50WMCIX1sJU3KzjODyAcDoRUnhybRviXa6npV94b0vStQt7N7q2vNLh8hQVwMMueeSOp6Z6daTel12v8h21s+9jyqivQtN02x8Z/DG4isbK3g1/QMzFoYlRry3PUtgZZhjv6D+8ab4d06w8N/Dy+8U63ZW93c6hm00m3uYg65/il2kEcY4P+zjvTel/L+kJa28/6/wCCef0V6H8MNbtrjXtL8OX3h3Qr2C4mYPdXNiJJ8EFvvE44x6dKyfHXiGO/1K70qDQdF02OyvZFSaws/JkcKWUBiDyO/Qc0PS39f1uC1OSor2Lx14Z0m88E2raPYW1pqemabb30/kRKhuIZF2uTj7xUrnJ9feudvdFt7n4R+FnsrK3XUb3UpIDOsaiSTLMFDNjJHTrTad2uzt+NhJ6J9/8AK55/RXp/iG88P/Da6XQNL0HTtb1OGNTfX2qxecu8jO1Y8gDgjofY5PNcT4j12116aCe30Sy0mZVImFiCkcpzwQnRce3Wpv2H6mNRRXbfCq3sZvFlxNqtjDf21pp89w8E0SyK20DswIz71SEcTRXqVr4W03SviRqWpXlnFc6BaQLfwQso8uYT4EMeDxjcxHT+Csnxdd2/hD4s6ubLRdLubdCFSzvLUPAoZFOQgwB7fWl2v1H3scHRXr3i3xFZ6N4Y8OXtp4Q8MGXV7NpZ9+mDCMNv3MEY+93zVP4W2Og3HhLXZvEVhbTxG4t7YTyxKXgEpKblYjK4JByPSizd/L/OwrrTz/yueW0V6V4E8LxWPxE1zRdcs7e7NlY3GFniDrkFdrgHOODkH3o8JTWWj/CLVdcfRNJ1K8h1FIkOo2gmAVlXI7Hv60XVr+Sf3uw7O9vO33K55rRXp6po3j7wBrmojQrHRtW0WNZvN09PKimQ5+UpnrhT6npz2rI+HNlY29vrniTWbK3vbPSbTEcFzGHjknc4QEHg9D+Yo6tPpqHRW9Dh6K7P4oaPaab4rS80iGOLTNVto7y1WJAqKrDkADgcjOPetm5ttF+G3hzTHu9GtNa8Q6pbi5YX674bWM9Bszyff2PPahbXfp8w62R5nRXQeIfEtr4hgt9vh7TNLuonO6XTozEkinsUyRnPfNd94p8Eafe/EQloYNJ0Cw06G51CaCIRqo54AAwXboO/16UdLv8ArS4HkNFbfizW7TXddkuNL0y20yxQeXbwQQqh2DoXIHzMepJz6ViUlqN6BRRRTEFFFFABRRRQAUUUUAFFFFABRRRQAUVeuZVgkCJBCRtB5Sqjt5sucImeMAYAr08bgqeFqOkqnNNOzVmvxIjJyV7DKKuOkkdiyh4XjzyVOTVREaRwqDLHoKzxWCnh5wp6uUkna3Vtqys3f1/AcZXVxKKtLp8jEgSRbh1G7kVCIGabykw59VPFOrluMo8vPTa5nZeb7CU4vZkdFWGs3CsyPHJt6hGyRTIbaSdWMeDtIGKl5di1UVL2b5ndpd7b272Hzxte5FRU8lo6RlwyOFPOxs4qCscRhq2Gko1o2b1GpJ7BRRRXOMKKKKACiiigAooooAKKKKAFVWbO1ScDJwOlJVqwBJmA5JjOKabKQKxDIzKMlFbJFessrrVMNCvRi5X5r+VmZ86UmmQpG8mdiM2OuBmkZGQ4dSp9CMUqSPHnY7Lnrg4qxqH/AB8L/uCsoYelPBTrpvmi0ntbW/z6Du1KxVoqWKBpVLbkVQcZZsUS2zxIHyroeNyHIrFYLEul7ZQfLvfy7+nmPmV7EVFSxWzyoXyqJnG5zgUksLQkZKsCOCpyDRLB4iNL20oPl7/r6eYcyvYjooorkKCiiigAooqW1tZ727itbSJpp5nCRxoMlmJwAKNwIqK7r/hUmtszW8Wp6JLqarubS0vwbkcZI24xn8a5jStDk1LW/wCzJ7yz0uVSweTUZfJjjK9VY4ODxjHrR1sHS5mUV6J8R49dtfC/hy11a50K7sI0dLKfSctvChQSzEAen3eCc5rk/DXhfU/FepNZ6RErFE8yWWRtscK/3mbsP1o3bSDZJmPRXoUfwe1GbTpb+HxL4Zks4TiW4S/YxofQtswOveuZ8OeEdS8TzXAsTbw21qu64vLmXy4YR2LN+FHWwdLmHRXT6/4B1TQtJXVVutP1TTS/ltd6Zc+dGjejHAI/LHT1qfSPhpretaHaaxay2UdhceZvnnn8tbZUOC0hIwAT0xk0A9DkaK6TxP4H1PwtZ2l7cT2V9Y3mRDeWE3mxMR2zgc8fT8qtaL4zttMsbTT7Xwfol/J92WW9tjcSzsT/AAnPy8cAAGhagcjRXcfFXR9L0jxFZnSrQWDXdlHcXNiGyLeRs5X2+n+NcPSTuMKKsafZSalqdtYwFVluZlhQuSFBYgDOO3Ndr/wp/Xo7w21/f6Pp8rSmK3W7vNhuiDjMa7ckE9MgVVhXOCoq9qOi6hpWtS6Te2zpfRSCMwgbiWPTGOucjGOua6z/AIVNrEUcK6jquh6deTLujsLy/CTtnoNuCMn60t1cHo7M4WinzRPbzyQyjDxsVYZzgg4NMo31DYKK2PDmhHXr6SIatpWmGFRIJNTuPKR+RwODk+3pXSfFh9dbXNOHiN9Jkk+wq0EmlK3ltGWOCSwyenbjHTqaHokC1ucHRXUeHfh9rfinR31HSBbyRR3It3V5NrJ8u4ucjAUDqc59qfr3w91PQtDGsLe6bqmn+Z5T3Gm3PnLG3YNwP0zQ9NwWuxylFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRV6C1XyJdzwsSowd2dv19K78DgKuOqOFPom/uTf42JlJRV2UaKklh8oA+ZG+f7jZpyWrvGHZkjU9C7YzUrA4mVV0lC8lq/Jeuwcytchop80LwPtkHuCO9SizfaC7xx7hkB2wTRDA4qdSVNQd47+XqHNFK9yvRUggPnGNmRCO7HirU9ovlxbZIUO3klsbveuihlWJr06lSK+Dp53tb5CdSKaRRopXXY5XIbHdTkGkrzJRcZOL3RYUUUVIBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFfSP7I3/M3f9uX/ALXr5ur6R/ZG/wCZu/7cv/a9ADfF3/Jwmgf9dJv/AEnSuQ0f4geLNZ+Iknh+72avpk949tPaSWqYWDeVLEqoPA7nI4q18cdWvdC+I1nqWlTeRdwM5jk2K23MUYPDAjoT2rhL74q+NdQtXtrnXphG4w3kxRxNj/eRQf1qr7eQrbnYeGdMsrfxR8QtC0A+arWE0VpEGLFscFQe+CcVzXwisLqT4n2DiCQJZmR7hipAiARh83pzxz3rjtP1K90q/jvdNupbW5jOUliYqw/z6d66DVfiX4v1rTnsdR1uV7aQbXSONIt47glFBI9j1qY+7Z9Urfn/AJjl7110bMPWZ0udev54W3Ry3MjoR3BYkV2vxn/5G+w/7BVv/wCzVy3h3xbrfhSaeXQL37I9woWQ+Uj7gOn3gcda1dQ+KfjLVdOuLC/1jzba4jMcqfZYV3KRgjIQEfhStaKiun/BQ73k2/62NT4e/wDIheO/+vCP+b157W14d8X654TedvD999ka4CiU+Sj7sZx95TjqelX9X+Jfi3XtKm03VtW+0Wk+PMj+zRLuwQRyqg9QO9OWruuyEuz/AK2Nrx4Cfhx4DAGSbWbAH1Wrlvbz+E/gXqa6tG1tda9dItrBIMOUXaSxU8gYB/MeornNN+J/jDR9Lg07TtX8m1t02Rx/ZoW2j6lCf1rB1bW9T169N3rF9NeTngNK+do9AOgHsOKJa3S6v9bhHTlv0LGgeF9Z8UXE0Og2L3ckCb5ArKoUfViB+HWsx43hnaKZGSRGKsrDBUg8gitPQPFGs+F7iabQb57SSdNkhVVYMPowI/HrWXJK80zyyuzyOxZnY5LE8kk072aYep6P8Zxd3Pjmytk86ZfsMIhiGWGTnO0ep46Va8daYdQ1LwH4cu5Bb6ibCC3ui3Ji3lVAPuMNxXOW/wAV/G1raLbQ69L5artG+GN2x/vMpP61y9xf3l3qDX11dTS3bvvad3Jct6565pLR+V7/AJ/5i1t52t+X+R6s2n+FdG8exeGdM8DX2rXltLGDeS6hLG5PBMmxRt2jrngGuZ+LMMlx8WtUhgjaSWR4lREGWYmNAAB3NVJ/il40ubEWcuvTmLAHyxorED1cLuPvk896y28W62/ikeI2vc6sGDC48lOu3b93bt6cdKFur/1sVe17HS67NF4D8NyeF9PkDa1foraxcof9UvVbdT/6F65xz0Fv4KmE69rMTQfabiTSpRDAJTG0pyMoHHKk+o5HXtWb/wALi8d/9B3/AMk4P/iK5X+2NQ/tptXS7kjv2laY3ER2NvJySNuMdT0oV7u/UXRW6HoOi+MdB0HxGkmjfDW4g1a3LKIxqk7yKSCCCjIex7ivOL24W71C4uEj8pZpWcRg52AnOM98V1Fz8VvG13ZNaza9L5TrtOyGNGx/vKob9ayvDvi/XPCbzt4fvvsjXAUSnyUfdjOPvKcdT0o3d2HTQ6j4uf8AH74a/wCwDb/zavPa6+++KvjPUtPnsr3WfMt7iNo5U+ywjcpGCMhMjj0rkKOrYdEv60CiiigAooooAKKKKACiiigDvPg1qFvY/Ea3S7fYt3DJbIx/vsBgfjjH1Ncv4g0DUPD+uz6bqNtJHMkhCZU4lGeGX1BrLBKsCpIIOQR2rr7X4reNrOzW1h16YxqNoMkUcjY/32Ut+tD1swWl13Nv4e2c974V8Z+GfJkj1Oe1SaK3ddrvsJJXB5zyv51j/DTQr6++IdgRbyRx6dOJ7t3XaIFQ5+YnpyMc1za63qaa0dXS/uF1EyGQ3QkIfcepz+n0ra1f4k+Ltc057DU9alktnGHjSNI949CUUEj2PFO9mp9f8hNJpx6He+HNY0+9ufiVqs1p9v0+RRIYPMMXnR7nx8w5GRzmuQu/iBa2ui3Wm+D/AA7BoCXq7LmcXL3Ezp/dDsAVB/ziuZ0/XtS0qwv7KwufKt9QjEd0nlq3mKM4GSCR1PTFZ9TbZdLJFX1b87nQ+AtZutC8caXdWbYL3CQyKejo7BWU/gfzAra+L+oPL46m0qNEgsdJRLe1gjGFQFQxOPUk/oK4i2uJbS6iubdtksLiRGwDhgcg4PvVjVtWvdc1SfUtUm8+7nIMkmxV3EADooAHAHam9beV/wCvzEtL+f8AX+R0Pws/5Khon/Xc/wDoDVj+Kf8AkcNZ/wCv+f8A9GNWjonxG8VeHNLTTtG1T7NaIxZY/s8T4JOTyyk1D4h8d+I/FVnFa69qP2uGKTzEXyI0w2CM5VQehND6W/q9v8gXW/8AW56Br3iBfDnxA8LXVz81lNoVvb3iEZDwuGDAjvjg/hWj4psIvAvh3wpFMd9pYa80ysecw7y6n3O0j8a8d1bXNR1yW3k1S489raBbeI7FXbGvRflAz16nmrWq+Ltc1vSLPS9Uv2uLOyAFvG0aApgbR8wGTx6k1TfVd7/K9/69RJaJPt+lv6+R2fxDfXPCPxOn8S6NI0UN8oltL5Y1kjdWQAgEgrnrx1xg96T4tXt1qWj+D73UHMl1caaZJXKhdzHaScAACuZ0T4h+K/DtkLTSdZmit1+7E6JKqeyhwdo9hWbrviTV/Et2tzrl/LeSou1C+AFHsowB+AqLWSS6f8H/ADKvq33/AOAS2/hPXLrw3Lr9vp0j6XCSHuAV4x1O3OSB3IGBXRfCwFbvxJPjIh0G6brjstc7b+LNctfDcugW+oyJpcxJe3AXnPUbsZAPcA4NV9K13UdFW8XTLjyRe27W0/7tW3xt1X5gcfUYNN9V5foJdG+/6m7L46ubzwfpfhxrdYvssyebd7/mmjVmMaEY4Clz3q38Yo9nxR1I4wHSFhz1/dLXDg4ORXRJ498SR+JG19NRxqbReS0/2ePlMAY27dvYc4zQ9bP1/L/gAtPu/U6D4if8iN4E/wCwc/8A7JUfhr/kjHjD/rvaf+h1Wf4v+OZI2R9cyrAgj7JByP8AviuZttc1Gz0W80m3uNljfMjXEWxTvKnK8kZGD6EUa+95/wCdwWji+3+Vj3HwWU8TWkPi5TuvY9Kn03Uj3aRQpRz7lep+lcl4PvNNsPglrE+s6V/atqNUQNbfaGg3EqmDuXniuF0LxdrnhqC6h0S/a2ivFCzp5aOHABH8QOOp5FVote1KHw/PokVzt064mE0kPlqdzjGDuxkdBxmh7u3W353YLRJPpf8AKyN/WvHaXXh9tC8N6NBoOlyuHuI4pWlknI6BpG5I6cf/AKq6uLStD0/4QaXpOv8AiAaHPq839pOfsclwZEHCDC9Bjaee9eS1o6zr+peIJoJdWuPPe3hW3ixGqBI1zhQFAHc0dPX+v8g6/wBf13PR/F2n6Vqnwf0+fQtXGsnw7P5EtyLZ4CI5DwCrc8HYM9OtV/ivYzazp+geKtNjefTZtOSGSRBnyXUnhvTrj6g1wWn+ItU0rS7/AE2xuvLs9RULcxGNWEgGcfeBIPPUYNWdA8aeIfC6uuhapNaxuctHhXQn12sCM++M0PW/3/5gtEvuMj7NOtuly0EggZ9iylDtLegPTNe9+MLyx1/XJfA2qzLZG9tYLiwuwdo+0AEBHx94HoM/Qc4rxnxB4w17xS0R17UZLsQkmNSqoqk99qgDPviq2seINT1/UUv9WujPdIixrIEVCFXp90AcetG6s+/9fiGzuuxDqul3mi6rcadqULQXVu5SRD6+o9QeoPcVUrU13xJqviW4hn1u5F1NDGIklMSKxUdiVALfjnvWXSV+o3boFFFFMQUUUUAFFFFABRRRQAUUUUAFFFFAF+7upoZVWN8DaDjAqlJI0rl3OWPU4qYX1yBxJ/46KiaaRphKWy474r6DNMwp42bkq03Fu/K1ovT33qumi9UZQi49ETx/8gyX/fH9KbYZ+2LgZ4Ofpij7fc/89P8Ax0UtrMv2wyTtgkHDe9dFGvhKmMwnspv3HFPmSirKTd780u9rfiS1JRlfqSI1vbSmVZGdsHahXH5mksSD5+V3MU+6DjNTLLKrgy3cJjzyBgkiqMkg+0NJDlBnK44xXZiK9PBTpVlZRjKXuWSfvKzl8dS/Tey0sla5KTkmv6/QsR3EcUmY7Qhx/tk0lucWNyV46VG17cOpVpDg+gAqJZXWNkU4Vuox1rz3mlONRWk3FKaXuQhZyjbaL9Lu/oi+R2+7qWLT/j3uf9yqtOSV0VlU4DDB4602vJxGIhVoUaa3gmn85N6feaJWbYUUUVwlBRRRQAUUUUAFFFFABRRRQBbsMgzY6+WcYpNPB+07z91QdxqvHK8Tbo2KmnyXU0q7ZJCR6YxX0GFzDD0qdCU+bmpNtJJWd3dXd7rz0ZlKDbfmRHknHSrWof8AHwv+4KhiuJYM+U23PXgGnveTyIVd8g9RgVz0a2Ejg6lKcpc02npFWXLfrzLe/bTsxtS5kx8UUSWhnlUyfNgKDipJNv8AZrFIjEC44Jzn3qrFcSwgiJ9oPUYzQ9xLIpV3LAnJBrtpZlg6WGdOMWpODi/dj8Tv73Pfms+2lvMlwk5X8ySOcLAI54t8ecqehFFxAkcaSRFtr9mHIpkd1NEu2N8D0xmmySvK2ZGLH3rlqYzDzwfsp3lNJJXily2/vJ3krXSTWnyKUWpXGUUUV4hoFFFFABXcfB2SCP4o6Z9p2/MJVjLf3zG2Pxrh6dHI8MqSwu0ciMGV1OCpHQg9jTTsyZK6semT+IvD+g+LcP8ADa4i1i2ufMUtrFwXMgbIYAqd2Tz3BriPFWqNrXivUdReyawe4nLPbM24xt0IJIHOQewraT4s+N47QW66/KUC7ctDGXx/vld2ffOaxNG8Uaz4f1eXVNKvmhvZlZZJnRZCwY5Od4PJIznrUpbFt3udZ41/5JT4E/653P8A6GtWfhVFE/h3xaNUMkWky2kcVxPAGaWNixC7VAJI5JP0+tZTfGHx0ylW1zIIwf8ARIP/AIitf4WaxY6fouuQQa5b6Lr93sFtc3pxBsHJ6/LnJPJ9eM81W/M+9/xJ2UY9rED6r4X8H+Dta0nQNXuNdvtYVYZHa0a2jgRc9Q3Jbk//AFu+r4Rksf8AhSF4Z9BfXkg1TfdWkNy8DBdgw5KZJA9OnftWzD4nm07Tr7/hYPjLQfEdhJbskenWAjneR+xyqLt+p457V49oniPV/Dd611oV9LZSMMNsIKsOwZTkN+IpX1d+tvz/AK+8fRP+tjsD420iPwhrWn+HvA8lhb30apcXA1GWdIyD8hO5cDk+ozmn61PLH8AfDsUcrrHLfzCRFYgPhnIyO/PNc5rvj/xR4lsfsetatJcW2QxiWNI1YjpkIoz+NZk+valc6Da6LPc7tPtJGkhh8tRsZs5O4DJ6nqaT1T+X4D2a+f5HZT8/s822eduukDPb92a5/wANeOPEnheJ7Xw9e+RHPKHaIQJJvbp/EpPtxWa2vak3h1dCNz/xLVn+0iDy14kxjduxu6ds4resfin4y03TYLCx1nyra3jEUSC2hO1QMAZKZ/Wqvq36fkv8ieiXr+bNb4p2sTWfh/V7qwj03W9Ttnlv7aNSgyCNrlexOT7+vIrk9I8J65r2n3d9pGnSXVtZjMzoVG3jOACcscdhk1Q1DUbzVb17zUrqW6uJDlpZnLMfxPb2q/pHizXNB0+7sdI1GS1trwYmRAp3cYyCRlTjuMGpSsmV2G+FP+Ry0b/r/g/9GCul+IltqerfGG/tLVbi4uWuEjt1GSVGBjHoAcn0HNcv4Zljg8WaTNPIsUUd7Czu7YVQHBJJPQV3njn4qeJI/FWqWWh+IFOliTbA1skTDbtH3ZAueueQau9uV+v6E9/l+psaxdWD/tJaX57xSeV5UUzEgjz9hx+OSv415343sNVj8fapFqUMzXc127ICpJkUsdpX1GMYrnnlkkmaaSRmlZtzOzZYnrnPrXWQfFTxrbWAs4tfn8pV2gvHG74/3ypb8c1CWi+f4lf8D8DknRo3ZHUqynDKRgg+la+s+E9c8P2Vpd6xp0lrBeDMLsVO7jODgnacdjg1kO7SyNJIxZ2JZmJyST3rX1nxZrniCytLTWNRkuoLMYhRgo28YycAbjjucmn08xdfIx69C+Ln/H74a/7ANv8AzauX8O+L9c8JvO3h+++yNcBRKfJR92M4+8px1PStW++KvjPUtPnsr3WfMt7iNo5U+ywjcpGCMhMjj0oe1l/W/wDmC3u/62/yNfRp5YP2f9dMMrxl9UjRtjEblKpkH2PpUfhbn4K+NAeQJbUgHsd4rjYte1KHw/PokVzt064mE0kPlqdzjGDuxkdBxmi117UrLRb3SbW52WN+UNzF5aneVOV5IyMH0Iolrzedvwt/kEdHF9n/AJmfRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAVatATb3IHJ2jiqtOjleJ90bFTXdl+IhhsQqlRO1mnbezTWnpcmaclZDa0Lpol8tntzIpQYbeQPpVOW4lmAErbgOnAFLHdTQrtjcgemM134PGYbC+0pJtxlbVwi2mv7sm1bXvciUXKzHXEwljjVYjGq5xznNSebHMVS6iYOBjcvX8qrySvM26RixqQXtwFwJDj6Crp5jTdepOtNuMrL4INNJWV43SVujTugcHZJfmNuIfInKZyB0NS3YPkWx7bMZqszFmJYkk9Sakjupol2xuQvpjNc9LFYXmr02nGFTa2rVpXWjav23G4y0fVEVFK7tI5Zzlj1NJXky5VJ8u39ev5mgUUUVIBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFfSP7I3/ADN3/bl/7Xr5ur6R/ZG/5m7/ALcv/a9AHGftD/8AI4w/Vv8A0CKvIa98+KXhlvF3xe07SBIYo5GkaaQDlEWOIkj37D3NcNqfjnQdI1CTTvDfg3Q7jT7dzGJ9Rt/PmmwcFt+eM9uv9Kb0t5hueeUV6j8OD4fvtR8S6rqmh2o05EhC20iCVbfzJNpKsw4xkn6VY8DeELLQ/GWpDxLYQ30MN8ml2sU6K6SSSNnfgg5xGN3T+IUJXaXf/hv8hN6N9jyaiuoPhS61vxtrOn6YbW1itLiZne5lWGOGMSFRk9hyBgCptV+HOpafos+q2WpaRrNpakfaG0u784wg92GBxUp3ipFW1sczHp97NYzXsNpPJaQELLOsTGOMnoGbGBn3qvXoXhz/AJIb4s/6+7f/ANCWudl8G6haeE4/EGoz2tjb3DYtYLhmE1yP7yKFPHuSB+Yy3o35W/FCWqT9fwOforovDvgnUvEVlNfxz2Wn6fC2x77UJ/JhD/3c4OT+FN8S+C9U8MQW11dPa3ljdcQX1jN5sMh9A3HP1HY46UPTcFrsc/RXdazp9lF8FfDt9FaQJdzX0yyXCxASOAWwC2MkcVwtD0bXYOlwor1Twpouu6H4V1qbQtZ8KX8V1p5mu4DMZp4owhJG0LwecYbIzXlYBZgFBJJwAO9D3sH2bhRXcR/CrVlSJNR1fQtMvJVDJY3t+EnIPT5QD1+tYemeFptQ1y70u51TS9KmtCwkk1G6EUZZW2lVYA5P9BR1sHS5h0V6946+G9i+oacNN1rwxo8aafErx3N4IWmbJzIPlO4H+8euK80tPD99qXiP+xNKEd/dGVoka3cGOTbnLBjgbcDOfSjrYOlzMorsr74aX1lY3U8euaBey2kbST2lrfh5kC/e+XA5HPeuNoCwUUV6j8KPBFlqWrW2o6nf6HewyQSH+zZLgPOrDIDNERjA6/QinbS4rnl1FdVrfgf+x9Nmvh4n8OX3lkf6PY6h5krZOOF2jOM5PtVOXwhfL4NTxLbz2t3Y+b5UywOxktm9JFKjHbkE9R61N9LlW1sYNFb114QvrHwvZa5f3FraxX8m22t5XYTSr/fC7cBPckdvUZ9A0n4cWK/DvXBNrXhi4vHliEWoreB47YbgSrSbfkJ6cdc1T0T8hLVpdzyGitvxF4a/4R024/trR9U8/d/yDLvzvLxj73AxnPH0NYlIAooooAKK3vBPhlvF3i200gSGKOQlppAOURRkke/Ye5rpdT8c6DpGoSad4b8G6HcafbuYxPqNv5802Dgtvzxnt1/pTelvMNzzyiu98IaNouv6trniPVLD7NoelRG5awikYh2OdsYbrjIP6DpWl4c8ReH/ABnrqeHdY8JaRp9vfExWtzp0PlTQPg7dzfx9h2GeoPSlZvTqGm72PMKK9R8G6Tb6Bb+Of7S0zT9TudFjAiF9bCVNys4zg8gHA6EVJ4cm0b4l2up6VfeG9L0rULeze6trzS4fIUFcDDLnnkjqemenWk3pddr/ACHbWz72PKqK9C03TbHxn8MbiKxsreDX9AzMWhiVGvLc9S2BlmGO/oP7xpvh3TrDw38PL7xTrdlb3dzqGbTSbe5iDrn+KXaQRxjg/wCzjvTel/L+kJa28/6/4J5/RXofww1u2uNe0vw5feHdCvYLiZg91c2IknwQW+8TjjHp0rJ8deIY7/UrvSoNB0XTY7K9kVJrCz8mRwpZQGIPI79BzQ9Lf1/W4LU5KivYvHXhnSbzwTato9hbWmp6ZptvfT+REqG4hkXa5OPvFSucn1965290W3ufhH4WeysrddRvdSkgM6xqJJMswUM2MkdOtNp3a7O342Enon3/AMrnn9Fen+Ibzw/8NrpdA0vQdO1vU4Y1N9farF5y7yM7VjyAOCOh9jk81xPiPXbXXpoJ7fRLLSZlUiYWIKRynPBCdFx7dam/YfqY1FFdt8Krexm8WXE2q2MN/bWmnz3DwTRLIrbQOzAjPvVIRxNFepWvhbTdK+JGpaleWcVzoFpAt/BCyjy5hPgQx4PGNzEdP4K1NN0TSovjl4ktH0mxls7ayeaG1ltlMSkLGRhMYHU9PWl69m/uHvt5fieM0V6p4R1vRfHuuJ4c1zwlo1n9sR/JutKt/s7xMqlsnk56f/WNZ3w30SzbxzrWnalbW98lpZXKqJolddyMAGAOcH3oem/Zv7gWv3pfeeeUUV0XhvXtI0GyuZrrQLfVtTZwLdr357eNMfNmP+I/54xywOdor0jxLbaV4i+Ftv4sttItNH1CG9+yTR2SeXDMMZyE7Hp+vWvN6nq0HS4UUUUwCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKK9e8HeIbPWfDniG5vPCPhjzNHsBPAV0wfOwB+/knPTtiuT0LUYPFPxP0R7vR9LtIJLiKJ7SztQkLjd1KEkEnPP0FNK8lHuJu0XLscbRXofxT0GwhvYdc0G2itrGeeSznghQKsM8TFSAo4AYANj6nvW3rfhLRdS+NulaK8EFjYTWcckkVugiEhCs235cctjGetKPvW9f+COXu/wBfI8hor0fW/F1pomt3Oj3Hw+0OGzgcxeVPasLlkB4Pm5zkjkNg/jXKaD4lXQLi6kj0PSNRS4I2pqdt54iAJ+7yMdefXApJp6jaaMOivYPFXiWz0Pw34a1C08H+Fnl1a0aedZdLBVWG37uCMDnvmuE8J6Z/wl3xDs7d7eGGG6ujNPFCm2OOMEuygdlwCB+FUleViW7Ruc1RXpnxDttH1vwlaeJfDenWljFb389jcx2kKxqRuzGxCjuoHP8AtVm+BdPsrvwV40nu7SCea2sUaCSWIM0Ry3KkjKnjtU30b7FNWaX9b2OFoorutN0+yf4H6xfvaQNeR6nGiXBiBkVSEyobGQOelPo3/W9hdbHC0UUUAFFFFABRRRQAUUUUAFFKiNI4VBlj0FTtZuitmSMsoyVDc11UcHiK8HUpwbS6/p6+RLkk7Mr0VNHavLHvBULnBLHGKebGVQ2SuVycZ5I9RW0Msxs4KpGm2nrcXPFO1ytRUsUDSqW3Iqg4yzYoltniQPlXQ8bkORWSwWJdL2yg+Xe/l39PMfMr2IyrBQxU7T0OODSVak502DH941DLA0KqZCoZudueR9a3xOBnStKF3HljJvtzJO346CjK+5HRUyWrvGHZkjU9C7YzTJoXgfbIPcEd6wqYLE06SrTg1HTX12+/p3GpJuwyiiiuQoKKKfFDJMxES7iOvOK0p0qlWahTi230WrE2lqxEjd/uIzfQZpGUqxDAgjqCK0ZYbkQwpACoVfm2sBzVIRSSTlGPzj7xY/1r2cdlM8K40lCbk7auNottXsu9tvvM41FLUioqdrRwhZHjk2jJCNkimQx+Y2Q8abefnOM158sDiIVI05xs5befp0/EvmVrkdOWKRxlEZh7DNTXpk88eds3bR9zpimW8jrKiq7AFhkA9a0lhqVLGPD1W7J22s/uu/zFzNxuiNlKsQwII6gikqe9/wCPyT6/0qeC1XyJdzwsSowd2dv19K3p5VUr4yphqP2HLV+V/wA7Cc0opso0VJLD5QB8yN8/3GzTktXeMOzJGp6F2xmuRYHEyqukoXktX5L12K5la5DRT5oXgfbIPcEd6lFm+0F3jj3DIDtgmiGBxU6kqag7x38vUOaKV7leipBAfOMbMiEd2PFWp7RfLi2yQodvJLY3e9dFDKsTXp1KkV8HTzva3yE6kU0ijRSuuxyuQ2O6nINJXmSi4ycXuiwoooqQCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiipHhZIUkJGHzjFaQpTnGUoq6irvyV0vzaFdIjoqQwssCykjaxwB3qT7FJgFmRVIB3M2Bz2rqp5fiqjtCDeifyez9BOcV1K9FSTQvA+18cjII6GpBZvtBd449wyA7YJpRwGKnUlSUHeO/l6/p3Dmja9yvRT/Jbz/K4DZx14oMRWbyjjdu2+1YvD1kruL35fn29R3QyiphaubkwAruHfPFOFjKRjcgfGdhb5q6YZZjKl+Sm3ZtfNbr18ieeK6leipIoHmZgnVRkg1IbKQKxDIzKMlFbJFTTy/F1aftIU21rr6b/8MNzinZsr0VJDA87EIOnUk8CnyWjpGXVkkUdShziphgcTUpe2hBuOuvpv93XsDlFO1yCipYraSaMtGAcHGKdJavHGX3I6g4Oxs4qll+KdL2ypvlte/l3+XXt1Dnje1yCir0FqvkS7nhYlRg7s7fr6VVlh8oA+ZG+f7jZrbEZVicPQjWktGr9NNbCU03YjoqZLV3jDsyRqehdsZpk0LwPtkHuCO9c1TBYmnSVacGo6a+u339O41JN2GUrKyHDqVPoRipxZvtBd44yeQHbBNO1H/j6/4CK6pZZVpYSeIrJxacUl3vf5rZfeTzpysirRRRXlGgUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABX0j+yN/zN3/AG5f+16+bq+kf2Rv+Zu/7cv/AGvQBZ8Rahb2Px4sUu32LdxTWyMf77Rw4H44x9TXzz4g0DUPD+uz6bqNtJHMkhCZU4lGeGX1Br0r9oYlfGcBUkEFiCO3yRVyFr8VvG1nZraw69MY1G0GSKORsf77KW/Wh62YLS67l/wvbT2Pw28dfaoJIpFjtY2jkG0qTIeoPPcVa03x1c+JfFXg2ymgW2FjdwiaQSZNzL8ieY3AwdqgY5rjT4p1l7PU7WS+eSLVXWS93orNMynIJYjIwfQis+yvJ9Pv4Lyzfy7i3kWWJ8A7WU5BweDyO9VF++m/L8BNe60t9fxt/keoW/hLS9S8YeONX12K4ubXR7mSX7DbNh5izsRkjkDA7f0rU8Kz6TfeCPFl5ong+TQ4DpkqG6a+knWc7T8o3gDj1FeZWfjXxDp/iC51qy1J4b+6JM8iIm2Qn1TG0/lVu9+JPi7URcC91qSVLmBreVDFGEMbdQFC4BPqAD71nZ8vL5WLv7/N53Ot+HV/Y6Z8L/EF7qtiuoWcN/bNLbN0cbl/PHXB4OMHisf4p6dfz6tF4kW+bVNG1JAbK6AwsS84hIHCleeOM89845K217UrTQrvR7e52WF46vPD5aneVOQckZHTsalsvE+r6foV3o1td4068OZreSJJFJ9RuB2npyMHgegqpau/9bJEx0Vj01rnSYfgr4cur7ww+v2cDzLP5V7JALaTefmYIDnPqen41zOteMdPu/h/Loui+EJNJsJbtZhcG9knQSgdAWXqQOmfXiud8P8Ai/XvCzOdB1OW0WQ5dAA6MfUqwIz74p3iHxn4g8VLEmvalJdpEdyR7FRQemdqgDPvRLVt9wjokux02u/8kG8M/wDX/P8AzevPa6jRfiR4r8PaXHpuj6r9ntIiSkf2eJ8ZOTyyk9T61T8ReM9e8WC3Gv3/ANrFsWMX7mNNu7GfuqM9B1oesm+4LazOm+Ff/Hl4w/7AM/8AKuAg837RH9nDGXcNgUZJbPGB9a7JPjB45jRUTXMKowB9kg6f98Vga54o1jxHqkWo6zeme7iQJHKqLGVAJIxsA7k80/tJ/wBdf8xfZaf9bf5HdNrPh/x3rsFj4y8PX+n6/OyW7Xunscu3ABeJhwAMZ6nFcN4q0L/hGvFN/o/ni4FrJtEoGNwIBHHY4PPvW0Piz44Fr9n/ALel2bdufJi34/39u7PvnNcjNNLczvNcSPLLIxZ5HYszE8kknqanqV01PQ/jFDKdS0G7EbG2l0eBUmA+RiMkgHpnBH5iuU8IavqegeJYNT0W2N1cW6szRCMuGTGGyByBg9e1XtI+JXi7QtOjsNM1mSO2j4SN4o5dg9AXUkD26Vk23iPV7LX31u0vpIdRkkaR54wBuZjlsjGMH0xiq2k2vP8AEm14peh3mnaJ4R+IzXy6Lp194e1WGB7gqJPOtDjsSRlc/gBz16V5nDFJPMkMKF5JGCoqjJYk4AFdNqvxM8X63p72Wo63K9vINrpHGkW8dwSigke3SuZhlkgmSaFykkbBkZTgqQcgikrX8httrzNLX/DGs+F7qK316xe0klTfGGZWDD2Kkj8O1dX8FCP+FjRrkBntJlUE9Tt6Vymv+J9Z8UXUVxr1893JEmyMsqqFHsFAH496o2V7c6dexXdhPJb3ELbo5Y22sp9jQvPzFLyG3cE1reSwXMTwyxuVeORSrKfQg9K9G+FHm6ZZ61rOssE8LrbGG9ilTct054VFGeW56++O9c5rHxI8Wa/pMumatqv2i0lxvj+zxLnBBHKqD1A71l3fiXVr3QLXRLi6B020bfDbpEiANzySoBY8nk56mhNpMqVm7nV/FyC+m8RW+rG4S60a9gU6XLCMRpEAP3YHYjv9fwE/hWGW7+Cfi6G1jaaVbiBzHGNzBQwJOB2wD+Rrjf8AhJdW/wCEa/sBroPpnm+asDxI2x/VWI3L36EdT6mjQfEuseGLxrrQr+SzlcbX2gMrj3Ugg/iKVlZx/ruF9U+xl0Vt+IvGGu+LDbnxBffazbbvK/com3djP3VGeg61iUxBRRRQB3nwa1C3sfiNbpdvsW7hktkY/wB9gMD8cY+prl/EGgah4f12fTdRtpI5kkITKnEozwy+oNZYJVgVJBByCO1dfa/FbxtZ2a2sOvTGNRtBkijkbH++ylv1oetmC0uu5t/D2znvfCvjPwz5Mkepz2qTRW7rtd9hJK4POeV/Osf4aaFfX3xDsCLeSOPTpxPdu67RAqHPzE9ORjmubXW9TTWjq6X9wuomQyG6EhD7j1Of0+lbWr/EnxdrmnPYanrUsls4w8aRpHvHoSigkex4p3s1Pr/kJpNOPQ73w5rGn3tz8StVmtPt+nyKJDB5hi86Pc+PmHIyOc1yF38QLW10W603wf4dg0BL1dlzOLl7iZ0/uh2AKg/5xXM6fr2paVYX9lYXPlW+oRiO6Ty1bzFGcDJBI6npis+ptsulkir6t+dzofAWs3WheONLurNsF7hIZFPR0dgrKfwP5gVtfF/UHl8dTaVGiQWOkolvawRjCoCoYnHqSf0FcRbXEtpdRXNu2yWFxIjYBwwOQcH3qxq2rXuuapPqWqTefdzkGSTYq7iAB0UADgDtTetvK/8AX5iWl/P+v8jofhZ/yVDRP+u5/wDQGrH8U/8AI4az/wBf8/8A6MatHRPiN4q8OaWmnaNqn2a0Riyx/Z4nwScnllJqHxD478R+KrOK117UftcMUnmIvkRphsEZyqg9CaH0t/V7f5Aut/63PQNe8QL4c+IHha6ufmsptCt7e8QjIeFwwYEd8cH8K0fFNhF4F8O+FIpjvtLDXmmVjzmHeXU+52kfjXjura5qOuS28mqXHntbQLbxHYq7Y16L8oGevU81a1Xxdrmt6RZ6Xql+1xZ2QAt42jQFMDaPmAyePUmqb6rvf5Xv/XqJLRJ9v0t/XyOz+Ib654R+J0/iXRpGihvlEtpfLGskbqyAEAkFc9eOuMHvSfFq9utS0fwfe6g5kurjTTJK5ULuY7STgAAVzOifEPxX4dshaaTrM0Vuv3YnRJVT2UODtHsKzdd8Sav4lu1udcv5byVF2oXwAo9lGAPwFRaySXT/AIP+ZV9W+/8AwCW38J65deG5dft9OkfS4SQ9wCvGOp25yQO5AwK6L4WArd+JJ8ZEOg3TdcdlrnbfxZrlr4bl0C31GRNLmJL24C856jdjIB7gHBqvpWu6joq3i6ZceSL23a2n/dq2+Nuq/MDj6jBpvqvL9BLo33/U3ZfHVzeeD9L8ONbrF9lmTzbvf800asxjQjHAUue9eoWyrD+0D4heWPfG2kFyu7G8eXHnntnBrwIHByK6A+OvEZ12fWf7Q/0+e3+zSTeRH80eANuNuOw5xmm3f11/FWBaPy0/B3NuP4h6Zo0E7eDPCdvot9MhjN7JePdSRqeuzePlPvVj4Nsz+LdTZyWZtKuCSTkk5WvPK09A8R6r4Y1E32h3X2W5aMxl/LV/lJBIwwI7Clpr6NB2t3Myuj8HeDrnxVeyM8q2Wl2g8y9v5eEhTr1PVvQVdvPiv40v7Gezu9Z8yC4jaKVPssI3KwwRkJkcHtVHw/498S+FrB7PQdS+y28khlZPIjfLEAZyyk9AKaAveN/FlpqkFpoHhuJrfw/pvECsPmnfnMre5ycD3PrgcfXWap8T/GGs6ZPp+pav51rcLslj+zQruH1CAj8K5OpV7jYUUUUxBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAehfDj/kUPHX/YK/8Aiqwfh5/yUfQf+v2P+daEXxe8cQwpFHreERQqj7JBwB/wCse98Za9qPiO2168v/M1K12+TP5MY27SSPlC7TyT1FUnaal2/wA2yWrwa7/5Hd6ZJHr3ijxj4LvH+XUbye4sSf8AlndRsxGPTcBg+wqn8XoL5viRD/Z8Vw1zBYQyAwKxePbn5uORj17VwI1m/XXf7ZS5ZdQ8/wC0+eqgHzM7t2MY69sYrRuPG/iO68RJrsuqSDU0QRi4jRYzt9MKACOe4qEtIrt/lb+vQtu8pPv+rO28G+NNU8Xava+G/FulQ+IbSZvKaWWD9/bA8b946Y7nr71wPirTbbR/Fup6dYSGW2tbl442Y5OAehPcjp+FbN58VfG19atbz6/MI2GCYY44m/76RQf1rkOvWh6u4LRWPQviJ/yI3gT/ALBz/wDslW/hbaWWn+HfEPiLV78abA0P9mwXZiaXy3kHzEKvJI+Xp6muC1HXtS1axsLPULnzYNOjMVqnlqvlqccZABPQdc0r6/qUnh2PQmuP+JbHObhYBGo/eYI3Fsbjwe5p/wA3nf8AF/5CXTyt+C/zPVPCmi+G7zwr4h8LaJ4pXW7nUIPtEEJ0+W32SR8ggsSDk7ffArnfh8CPAfjwEYIsE/m9cVo2t6h4e1WLUtHuTbXcQISQKGwCMHhgQeD3FaGi+NvEHh28vLrRr8W018264YQRsHOSehUgck9MUPW/mrAtF6O5g16Fpf8Ayb9rf/YWi/klY2r/ABL8W69pU2m6tq32i0nx5kf2aJd2CCOVUHqB3qv4e8d+JPCtnJaaDqP2WCWTzHTyI3y2AM5ZSegFHRr+t0w6p/1sc9RXR6/4/wDE3ijT1sdd1L7VbpIJVTyI0wwBAOVUHoTXOUAFFFFABRRRQAUUUUAWtP8A9c4H3ih2/WqxVtxBByOoxQrFWBU4I6EVK15O6FWkJB4PAr1ViMNVwkKNVyTg5Wsk0723u1bbfXToRZqV0SEkaWMd5efyqwSTqMme0XH5Vn+Y3leXn5M5xjvTvtEvmGTd8xGCcDpXo0M3o0+S6ens+32VK/XvJWIdNu/zJoooktDPKpk+bAUHFSSbf7NYpEYgXHBOc+9VYriWEERPtB6jGaHuJZFKu5YE5INKlmWDpYZ04xak4OL92PxO/vc9+az7aW8wcJOV/MuwSJHaQGQcbiA390+tU7mKSOY+YdxbkN60wyuY1jJ+VTkDFKZnaIRs2VHQEdKxxeZUcVho0JJrkjHlem6ik7q+qdtHuu1nZOMHF3Lt00S+Wz25kUoMNvIH0qtcTCWONViMarnHOc02O6mhXbG5A9MZpskrzNukYsa0x+awxNOfI7Odrrkh0s/jXvNXWl18xRptPX82Mooor5w2CiiigC1ef6u3/wCuQplpCsrOZM7UXcQOpqJ5XkChzkKMDjoKI5HifdG2017MsZh6mYLEVItw0uvRJbXs9dbX1M+VqFluXrQxtvMVuUAQ/PuJ/Cs+pjeTk5Mh6Y6CmxXEsGfKbbnrwDW2MxmFxUaVK7SjzXahFb2taMWl01187vYUYyjdk2of8fC/7gqCH/Xx/wC8P51I95PIhV3yD1GBTYrqaFdsb4Gc4wKjFYjB18e8QpSUW7/Cr37W5/xuvQcVJQsOvf8Aj8k+v9KfaAm3uQOTtHFRSXU0qbZHyvpgUyOV4n3RsVNH13DQzKWJjzOEua+iTXMmnbVp2v3V/IXK3DlG1oXTRL5bPbmRSgw28gfSqctxLMAJW3AdOAKWO6mhXbG5A9MZp4PGYbC+0pJtxlbVwi2mv7sm1bXvcJRcrMdcTCWONViMarnHOc1J5scxVLqJg4GNy9fyqvJK8zbpGLGpBe3AXAkOPoKunmNN16k6024ysvgg00lZXjdJW6NO6Bwdkl+Y24h8icpnIHQ1Ldg+RbHtsxmqzMWYliST1JqSO6miXbG5C+mM1z0sVheavTacYVNratWldaNq/bcbjLR9URUUru0jlnOWPU0leTLlUny7f16/maBRRRUgFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFWpwTp9uRyBkVVqWK5mhXbG5A9MZr0cDiKVJVKda/LONrpJtap7Nq+3ciSbs10J5kaPTYg4wdxODSXxOIBnjyxxVd5pJF2uxYZzz60jyvJt3nO0YHHau7FZjQnTqU6SdnGEVe32N72JjBppvzLF3/wAe9t/uUvmxzFUuomDgY3L1/Kqzyu6qrHIUYHHSpRe3AXAkOPoKuOZUJYic5NqMlFW5YyT5UlqnJW1WjTuLkdrDxD9n1FE3ZAYc0NG7akQqk/Pn8M1WLMzbmJLetSteTsu0yHH0qKeNwXLKEoyjHn54pWen8rbat0119BuMt/ItJ/yGW/H+VV7YO98pGSQ2SadaS5vhJMwGc5J47UyS8ncFTIdvsAK75YzCypRxM3L+LOaSS1+Fq+unraXUjlley7Int2Burpoz/CxBH1qPTwftBc/dVSWJosZBG0pLBTsOMnvUUl1NKu2SQkemMVMcbQp0sPiqjfNGU5KKStfmvq73S+Tuh8rbcUTR5bTpRHyd+SB6UWQKrM7f6vyyD7mq8crwtujYqadLczTDEjkj0xiuOjmOHj7KtLm56cXFJJcr3s73ut9VZ376lOD1XRk0RI0yXBx8wFVlldEZFOFbqMdaBK4iMYPyE5IxTa4MRjHNUvZNpwhyvp1le3k07FKO9y1aAm3uQOTtHFVadHK8T7o2KmnS3EswAlbcB04AqqtfD1sJThJtTgmlomneTe901u+jBJqTfcuXTRL5bPbmRSgw28gfSoXnWRoF8ry0U8ZOcjNRR3U0K7Y3IHpjNNkleZt0jFjXp4vOIVlKdPRytePJC2jT+Ne81ddV8yI02t/zZPdRySX7KASSePpRqP8Ax9f8BFR/a5/L2eYduMf5NRySNK25zk4x0rDGY7CVKVZUubmqSUtbWXxaaN33369l1cYyTV+g2iiivANQooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACvpH9kb/mbv+3L/wBr183V9I/sjf8AM3f9uX/tegDjP2h/+Rxh+rf+gRV5DXvnxS8Mt4u+L2naQJDFHI0jTSAcoixxEke/Ye5rhtT8c6DpGoSad4b8G6HcafbuYxPqNv5802Dgtvzxnt1/pTelvMNzzyiu98IaNouv6trniPVLD7NoelRG5awikYh2OdsYbrjIP6DpWl4c8ReH/Geup4d1jwlpGn298TFa3OnQ+VNA+Dt3N/H2HYZ6g9KVm9OoabvY8wor1HwbpNvoFv45/tLTNP1O50WMCIX1sJU3KzjODyAcDoRUnhybRviXa6npV94b0vStQt7N7q2vNLh8hQVwMMueeSOp6Z6daTel12v8h21s+9jyqivQtN02x8Z/DG4isbK3g1/QMzFoYlRry3PUtgZZhjv6D+8ab4d06w8N/Dy+8U63ZW93c6hm00m3uYg65/il2kEcY4P+zjvTel/L+kJa28/6/wCCef0V6H8MNbtrjXtL8OX3h3Qr2C4mYPdXNiJJ8EFvvE44x6dKyfHXiGO/1K70qDQdF02OyvZFSaws/JkcKWUBiDyO/Qc0PS39f1uC1OSor2Lx14Z0m88E2raPYW1pqemabb30/kRKhuIZF2uTj7xUrnJ9feudvdFt7n4R+FnsrK3XUb3UpIDOsaiSTLMFDNjJHTrTad2uzt+NhJ6J9/8AK55/RXp/iG88P/Da6XQNL0HTtb1OGNTfX2qxecu8jO1Y8gDgjofY5PNcT4j12116aCe30Sy0mZVImFiCkcpzwQnRce3Wpv2H6mNRRXV/DGzttQ+JGk21/bxXNvI7h4pkDo37tjyDwaqKu7CbsrnKUV7BoGr2Xibx5P4au/A+gvYmaWF5rGx8mWFVJAcuDx09uTx6Vg+BPCWi6z8Q9Vspyb+x09Z5La3WTBu9rYUbh2wc8dfpUp3s/K5T0v5Ox57RXcan43tpBd6bqHgTQ7RNrRhYrVoLiFsYBL5zkHqMDNaHgh7LTfhh4i1ubRtL1K7tLmFYv7QtVmUBiAR69+xp9GxdUjzeivUtB/sP4nwXulTaDYaNrkVu01ncaZH5UchHVGTOPTnnjPTv5aQVYg8EHBo2dg3VwooooAKKKKACiiigAooooAKK3vBPhlvF3i200gSGKOQlppAOURRkke/Ye5rpdT8c6DpGoSad4b8G6HcafbuYxPqNv5802Dgtvzxnt1/pTelvMNzzyiu98IaNouv6trniPVLD7NoelRG5awikYh2OdsYbrjIP6DpWl4c8ReH/ABnrqeHdY8JaRp9vfExWtzp0PlTQPg7dzfx9h2GeoPSlZvTqGm72PMKK9R8G6Tb6Bb+Of7S0zT9TudFjAiF9bCVNys4zg8gHA6EVJ4cm0b4l2up6VfeG9L0rULeze6trzS4fIUFcDDLnnkjqemenWk3pddr/ACHbWz72PKqK9C03TbHxn8MbiKxsreDX9AzMWhiVGvLc9S2BlmGO/oP7xpvh3TrDw38PL7xTrdlb3dzqGbTSbe5iDrn+KXaQRxjg/wCzjvTel/L+kJa28/6/4J5/RXofww1u2uNe0vw5feHdCvYLiZg91c2IknwQW+8TjjHp0rJ8deIY7/UrvSoNB0XTY7K9kVJrCz8mRwpZQGIPI79BzQ9Lf1/W4LU5KivYvHXhnSbzwTato9hbWmp6ZptvfT+REqG4hkXa5OPvFSucn1965290W3ufhH4WeysrddRvdSkgM6xqJJMswUM2MkdOtNp3a7O342Enon3/AMrnn9Fen+Ibzw/8NrpdA0vQdO1vU4Y1N9farF5y7yM7VjyAOCOh9jk81xPiPXbXXpoJ7fRLLSZlUiYWIKRynPBCdFx7dam/YfqY1FFdP8N7S2vviNo9tfW8VzBJMQ8UyB1YbW6g8Gqiruwm7K5zFFew6Pquk+JfiFc+EdS8HaElnJPPAk9haeRNHs3YYsD/ALPOMdfwrB+HOiWB+MD6TeQQahaQPcxhbiJXV9gYAkEY7ZpLWz7q/wBw5e7fy0PPKK7a5+IwYTQjwb4SQHcm5dLww7ZB3dayPA+h/wDCReNdM0513QyTB589PLX5m/QEfjRHVhL3bmBRXpnxDttH1vwlaeJfDenWljFb389jcx2kKxqRuzGxCjuoHP8AtU/TL2y8O/Bqy1hfD+i6jeTak8DPqNksp24J68Ht60k9G+362/zG1Zpf1pf/ACPMKK9MFponxB8GavqNlo9to2u6PEJ3SxGyG4i5J+TopGD+nJzgXdb8PaZdfCTT1stPt4dXtNOi1OSeOFVkniLMrgkDJxkHmm9P6/rsJav+vL/M8mor1nV9A0rTfg9e2Y02D+2dOW1lu7sxqZVeZtxj3YyAqlR1/wDrxXmq2fhT4a+FLu28NaBf3GoRzefLf2AlY7XGOQQe/fPah6X8nYS1tbqm/uPK6K2fEXiL/hIZoJP7H0nS/JUrt0y18lXz3YZOTWNQMKKKKACiiigAooooAKKKKACiiigAooooAKKKKACivYfGniDTvCPiDT9NtvBvh27tpLKGaTzdPXzXLZBAYcDp1wa5n4i+G9N8O/EW3s9Ki8u0uEhnNuxLeUWOCvPbjPPrTt7yXnYm/u38rnCUV614/wDFVp4V8a3uj6f4O8KyW9uIyrT6WC53IrHJBA6n0rzHUr1tX1aW6SztrVrhwRb2cWyND0wq84qU+bYtq25Tor2rVvDmiP4Z1PwjZ6bZrrmj6TBetdxwr50sg+aVS2MkYKgD/a9q5b4Ww2X2TxPfXum2OoPY6aZ4Y72BZUDDJ6H6dsU9Ltdv6/QWtl5/rb/M8+or0/w1q/h/x/qq+H9f8M6Vpc10rC0vdJh+zmOQAkBhk7s89e+OO4v+CPC+mJ4d13StesraS7m1RtKgu5IVLQS+W21lYjI+YDp60O6/r5Bp/X3/AKHkNFeu/DLwzp9tbTx+I9Lhur3UpZ7e1S4jV/JWBGMjgEHneQv4fnk+A2s9P+HPijWZ9H03Urqxkt/JGoWomVdzbSOeR17EUaa+if3hq2l3djziium1zxr/AG3pb2X/AAjXh3T9zBvPsLDypRg9A248HvXM0AFFA5rvJfg94ki+0L52ntNFH5sUAnIkulChiYlKgtjcAScDPFHS4dbHB0V03ifwFqvhTT7e9v5rOeGaQwsbWfzDDKBkxvwMMOemelXLH4ZarcaZb32palo+iR3ShrdNUvPJeVT0IXB/XmgDlbzT73TpETULSe1eRBIizxMhZT0YAjkH1qvXo3xqhNv4n0mEsrmPSYULIcqcFhkH0rzmjq/mHRfIKKKKAClVWc4VSxxngUscTzSBIxkmrtrbmKRyZI2+QjCtkivVy7LKuNqR0ag3Zv8Arcic1FFCinxQvM2EHQZJPQU+S1dIy6skijqUbOK5YYLE1KTrQg3FdfTf7uvYbkk7EW1tu7aducZxxSVdiiaXTdqdfMzz24qCW2eKMPuV0JxuQ5ArrxGV1qdKNanFuLipN9r7/cSppuzIaKkeFkhSQkYfOMUGFlgWUkbWOAO9cLwtZNpx2Sk/R2s/xX3l8yI6KnS0d4w7MkYb7u9sZpJ7VrfG90JPYHmt5Zdi40fbyg1HTX12+/oLnje1yGiiiuAoKVVLMAoJJ6ACkpVYqwKkgjoQaqPLzLm2AVopEGXRlHuMU2rczM+mxF2LHeeSc1XiiaV9q4z1yTjFehi8GqdeFOheXMotd/eV7aERldXYyip2tHCFkeOTaMkI2SKbDbSTqxjwdpAxWby/FqoqXs3zNNpb3S3t3Hzxte5FRU72jpGXDI4X72xs4psUDSqW3Iqg4yzYpSwGKjVVJwfM1dencOaNrkVFSy2zxIHyroeNyHIoht3mBZcKo6sxwBS+o4n23sOR829vLv6eewc0bXuRUpVlALKQCMjI60+WExbSXRw3Qoc1PdKWjtgoyTGMAVtHAT5KvOmpQ5dO92l+ouZXVipRUk0JhYKzKWxyAelR1w1aU6M3TqKzW6KTTV0FFFFZjCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAr6R/ZG/5m7/ty/wDa9fN1fSP7I3/M3f8Abl/7XoAs+ItQt7H48WKXb7Fu4prZGP8AfaOHA/HGPqa+efEGgah4f12fTdRtpI5kkITKnEozwy+oNelftDEr4zgKkggsQR2+SKuQtfit42s7NbWHXpjGo2gyRRyNj/fZS360PWzBaXXc2/h7Zz3vhXxn4Z8mSPU57VJord12u+wklcHnPK/nWP8ADTQr6++IdgRbyRx6dOJ7t3XaIFQ5+YnpyMc1za63qaa0dXS/uF1EyGQ3QkIfcepz+n0ra1f4k+Ltc057DU9alktnGHjSNI949CUUEj2PFO9mp9f8hNJpx6He+HNY0+9ufiVqs1p9v0+RRIYPMMXnR7nx8w5GRzmuQu/iBa2ui3Wm+D/DsGgJersuZxcvcTOn90OwBUH/ADiuZ0/XtS0qwv7KwufKt9QjEd0nlq3mKM4GSCR1PTFZ9TbZdLJFX1b87nQ+AtZutC8caXdWbYL3CQyKejo7BWU/gfzAra+L+oPL46m0qNEgsdJRLe1gjGFQFQxOPUk/oK4i2uJbS6iubdtksLiRGwDhgcg4PvVjVtWvdc1SfUtUm8+7nIMkmxV3EADooAHAHam9beV/6/MS0v5/1/kdD8LP+SoaJ/13P/oDVj+Kf+Rw1n/r/n/9GNWjonxG8VeHNLTTtG1T7NaIxZY/s8T4JOTyyk1D4h8d+I/FVnFa69qP2uGKTzEXyI0w2CM5VQehND6W/q9v8gXW/wDW56Br3iBfDnxA8LXVz81lNoVvb3iEZDwuGDAjvjg/hWj4psIvAvh3wpFMd9pYa80ysecw7y6n3O0j8a8d1bXNR1yW3k1S489raBbeI7FXbGvRflAz16nmrWq+Ltc1vSLPS9Uv2uLOyAFvG0aApgbR8wGTx6k1TfVd7/K9/wCvUSWiT7fpb+vkdn8Q31zwj8Tp/EujSNFDfKJbS+WNZI3VkAIBIK568dcYPek+LV7dalo/g+91BzJdXGmmSVyoXcx2knAAArmdE+Ifivw7ZC00nWZordfuxOiSqnsocHaPYVm674k1fxLdrc65fy3kqLtQvgBR7KMAfgKi1kkun/B/zKvq33/4BLb+E9cuvDcuv2+nSPpcJIe4BXjHU7c5IHcgYFbPwl/5Klo3/XR//RbVjW/izXLXw3LoFvqMiaXMSXtwF5z1G7GQD3AODVPSdWvdC1SHUtKm8i7gJMcmxW25BB4YEdCe1XFpSv0IavG3U9U0f4geLNZ+Iknh+72avpk949tPaSWqYWDeVLEqoPA7nI4rh9dspdD8e6qfB7XQh025by57YsxgGcYLDsDleeuO9T33xV8a6havbXOvTCNxhvJijibH+8ig/rWHoniPV/Dd411ol/LaTOu1ymCGHoQcg/jURVreRbd7+Z6b4L16b4m3jaF400iHUo/JbGqxwiOa2IGRl1GAPy565rG0aNIfgv4yiifzES+gVX/vAOuDWBq3xK8X65YvZ6jrcz28gw6RIkW8dwdijI9jxVbw9438Q+FLeaDQNQ+yRzsHkXyI33EDGfmU03rf+utwWlvX9Drfg/Yz6TqN94t1GJ4NK0+ykzO42iRzjCrnqfp3x615tNIZpnlb7zsWP4mtjXvGfiHxOqrrmqz3UanIi4SPPrsUAZ98ViUbu4lorBRRRQAUUUUAFFFFABRRRQB3nwa1C3sfiNbpdvsW7hktkY/32AwPxxj6muX8QaBqHh/XZ9N1G2kjmSQhMqcSjPDL6g1lglWBUkEHII7V19r8VvG1nZraw69MY1G0GSKORsf77KW/Wh62YLS67m38PbOe98K+M/DPkyR6nPapNFbuu132Ekrg855X86x/hpoV9ffEOwIt5I49OnE927rtECoc/MT05GOa5tdb1NNaOrpf3C6iZDIboSEPuPU5/T6Vtav8SfF2uac9hqetSyWzjDxpGke8ehKKCR7HinezU+v+Qmk049DvfDmsafe3PxK1Wa0+36fIokMHmGLzo9z4+YcjI5zXIXfxAtbXRbrTfB/h2DQEvV2XM4uXuJnT+6HYAqD/AJxXM6fr2paVYX9lYXPlW+oRiO6Ty1bzFGcDJBI6npis+ptsulkir6t+dzofAWs3WheONLurNsF7hIZFPR0dgrKfwP5gVtfF/UHl8dTaVGiQWOkolvawRjCoCoYnHqSf0FcRbXEtpdRXNu2yWFxIjYBwwOQcH3qxq2rXuuapPqWqTefdzkGSTYq7iAB0UADgDtTetvK/9fmJaX8/6/yOh+Fn/JUNE/67n/0Bqx/FP/I4az/1/wA//oxq0dE+I3irw5paado2qfZrRGLLH9nifBJyeWUmofEPjvxH4qs4rXXtR+1wxSeYi+RGmGwRnKqD0JofS39Xt/kC63/rc9A17xAvhz4geFrq5+aym0K3t7xCMh4XDBgR3xwfwrR8U2EXgXw74UimO+0sNeaZWPOYd5dT7naR+NeO6trmo65Lbyapcee1tAtvEdirtjXovygZ69TzVrVfF2ua3pFnpeqX7XFnZAC3jaNAUwNo+YDJ49Sapvqu9/le/wDXqJLRJ9v0t/XyOz+Ib654R+J0/iXRpGihvlEtpfLGskbqyAEAkFc9eOuMHvSfFq9utS0fwfe6g5kurjTTJK5ULuY7STgAAVzOifEPxX4dshaaTrM0Vuv3YnRJVT2UODtHsKzdd8Sav4lu1udcv5byVF2oXwAo9lGAPwFRaySXT/g/5lX1b7/8Alt/CeuXXhuXX7fTpH0uEkPcArxjqduckDuQMCtX4Wf8lQ0T/ruf/QGrKt/FmuWvhuXQLfUZE0uYkvbgLznqN2MgHuAcGqWlapeaLqkGo6ZN5F3btujk2htpxjoQQetXF2kn0IavG3U9q0DxTFrvizxD4agtbDw/qlw88VnqenWyxySFWbKyE5JJxnIweDjBxXH/AAhtbiw+L0VreIY7iBbiOVW6qwUgj864aPV76LWxq8VwyX4n+0CZQAfM3bs4xjr2xir8PjHXbfxQ/iKC9VNVkzuuBBHzkbT8u3b09qiOlvSxUtbrzubV58WvG06T20utboZA0bL9khGVPBGdnpWx8LbSy0/w74h8RavfjTYGh/s2C7MTS+W8g+YhV5JHy9PU1jS/F7xxPC8Uut7kkUqw+yQDIPB/grnH1/UpPDsehNcf8S2Oc3CwCNR+8wRuLY3Hg9zR0f8AXr+A27u/nf8Ar5nqnhTRfDd54V8Q+FtE8UrrdzqEH2iCE6fLb7JI+QQWJBydvvgVzt+CP2fNMBGCNZf/ANBauK0bW9Q8ParFqWj3JtruIEJIFDYBGDwwIPB7itzS/iX4t0W1kt9L1UW8MkrzMgtYSN7HLHlDjnt0pvW/ml+D/wAhLT8fxR0vgW1uPDHw/wDFHiDVIntoLyz+x2YkG0zOwIyoPUcjn2PpU2v+IW8I6t4MujaC7jj8PRpPbO+0TJIGBUnB479D0rz7XPE2teJbhZtc1Ge8ZfuK5wqfRRgD8BUera7qOuNatqlx55tLdbaHEapsjXovygZ69TzRd7+n5P8AzBJWt/XT/I7vTtTn8Q/D74hahdHM1xNbTlN33f3h4+gAx+FaOp+MNd8J/CrwYfD999kNzFcCX9yj7trjH3lOOp6V5nY67qOm6Zf6fZXHl2uoqq3Uflq3mBSSOSCRjJ6Yrb0r4neL9E0uDTtM1fyLS3XbHH9mhbaM56lCTyfWh2tZeX4KwLe78/xsZfiHxVrPiu5hn1+8+1ywoUjbykTaM5x8oFZFbPiLxZrfiuaCXX737W9upWM+UibQeT90DNY1JDYUUUUxBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHvXiPxrZeHfiBotrqmjabNbtYwMdQa2DXVuTkBlc54XrjHrXnfj7SdQ0n4oOup3ct8biaOeG6lxmWMkbenHGNvAA+XgYrmda17UvEN5Hdaxc/aJo4lhRvLVMIucDCgDual1HxNq+rx6emo3fnjTUEdqTGgZFGMAkDLdB1zVJ++peb+4mz5HHy/E9N+JfxJ8WeH/iBf6bpGq/Z7SERlI/s0T4zGpPLKT1J71y3gGGfxf8UYdR1qUSiF21C8mKhRiPnJAAGN20U3/hcXjv/oO/+ScH/wARWJ/wmWvfbdUu/t3+katEYr2TyY8yoRgj7vy8f3cVEbx16lytJW9D03Qr7wjF8UH8RJ45W5lvp3U2baVOisJPlCbycADK8kY4qnoOiHw5qXxI0vGEg02XyveMgsn/AI6RXkasyOGQlWU5BHY11EXxK8WQ61Nq0Wqhb6eFYZJvs0PzIpyARsx364zRZWSXZoLu9/NP7maXwl0O8vfG1nqnlNHp2mlri5unGI0CqeN3TOe3pk1sa3q5u/hvq+tWZZftfiszQPnBUBNyn68Vx2ueP/FHiO1+zaxrE80B+9EirErf7wQAH8azTruonw8NDNx/xLluPtIh8tf9ZjG7djd07ZxTu/69U/0ErJ/12a/U9O8JeM5PGfxk0m4e1Sxhjt5o1t0fILMjs7ZwOWYk1U8Darf+Hfhr4zv9Lm+zXltcW4STar7SX2nhgQeCa850fWL7QNVh1LSZ/s93Dny5NittyCDwwI6E9q09C8deIvDRujomofZftbiSbEEb7m55+ZTjqelD207frcFvd91+ViXXfiH4o8S6adP1vVPtNqXDmP7PEnI6HKqDWVomhal4j1NdP0W1a6umUsEVgvA6kkkAD6mtbXPiL4p8R6W+nazqn2m1dgzR/Z4kyQcjlVBrJ0TXdS8OamuoaLdNa3SqVDqobg9QQQQR9RQrX1B3toQX1hdaXqU1jqEDQXMD7JI36qa9ynuZh8dGIkb9xoJ8rn7n7vPH4kmvDL/ULrVNQmvtQnae5ncvJI/VjWs3jXxA2utrLahm/aD7MZvJj5jxt27duOnfGaTu4W66/k0GnNfp/wAFP9DqY5Eb4LaXLenzIz4j3TFzncNnzZ/Wj4raRqup/FiW1tLWa4a6jiFkka5DR7APl9gd2T25rh21zUX8PpojXGdOSc3Cw7F4kIxu3Yz07ZxWvD8RvFsGhjSIdbuEs1Ty1UKu9V9A+NwHbrVOzd/62S/QFdf15tnQ/GuB7XxRpVvLjfFpMKNg8ZBYGvOKv6vrmo67LbyarcfaHtoFt4jsVdsa9B8oGevU81QpdX6sfRfIKKKKBFqzyYbgL97ZxTrCNsySY+XYRn3qqkjRuGRip9RUhu52bcZDnGOgr6LBZhhKSoyrKV6V9Fazu273b6X2trpqjGUJO9upPaYNnMPL8w5GVBxkU1biNUkEVsV3KQx3k4qtHI8Tbo2Kn1FSSXc8q7XkJB7YAp081hHDQinyzhFr4ISve/2n70d7O1/xB03d/wCZKCRpRxn/AFnNEQK6dMXGAxG3Pc1BFcywjEbkD060ks0kxzI5bHSp/tHDqEai5udU3C1ly6pq9732e3Lv1HyO9vO5POCdPtyOQMinTI0emxBxg7icGoIrmaFdsbkD0xmmvNJIu12LDOefWnPMMJKnOVpc8qcYWsrK3Kr3vd35eyt5i5JX8rlydImSLz5DGyoM4UkEVWuplmkXYDtRdoJ6mrjyswT7LcxogXGHPP61BeSq6RruWSQfedRXrZvGm6FV05JfDd2Xv2slZ87v30hHbUine6v/AMMVKKKK+HOkKKKdHI0Th4zhh3xVwUXJKbsuttX911+aAsSf8gyL/fP9aZaQrKzmTO1F3EDqaX7fc/8APT/x0VEkrxyb0bDete7VxeAeJo1felGKSacUvhVr/E797O3a5koy5Wi7aGNt5itygCH59xP4VFbEixuNuQeOlRG8nJyZD0x0FS2s3k2sxVwr8bc969Ghj8NXq04JtKMat3yxjvB7Ri7X+evftDi0m/QLQFYbh24TZj6mkiiiS0M8qmT5sBQcVDLcSzDEjkj06URXEsIIifaD1GM151PHYOEoU3FuEIySbim+Zu9+Vu1l2b8/Itxlqy1Jt/s1ikRiBccE5z70yQE6ZFsHygndj1qB7iWRSruWBOSDSRTyQ58pyuetbVc0w1So1ZqLp8jaUU173NdRVlbyuuolCSXzuMwcZxwe9aauqpCpO13iwr/3TWfLPJMQZW3Y6UjyvIqhzkKMDjoK5sDmFLL5VHSvK9rXSWzTd7N262aba0Y5Qc7XFljeKQrJ97+dMp7zPIqh23BenFMrycR7J1W6N+Xpff8AD8+vZGivbUKKKKwGFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABX0j+yN/wAzd/25f+16+bq+kf2Rv+Zu/wC3L/2vQBxn7Q//ACOMP1b/ANAiryGvfPil4Zbxd8XtO0gSGKORpGmkA5RFjiJI9+w9zXDan450HSNQk07w34N0O40+3cxifUbfz5psHBbfnjPbr/Sm9LeYbnnlFd74Q0bRdf1bXPEeqWH2bQ9KiNy1hFIxDsc7Yw3XGQf0HStLw54i8P8AjPXU8O6x4S0jT7e+JitbnTofKmgfB27m/j7DsM9QelKzenUNN3seYUV6j4N0m30C38c/2lpmn6nc6LGBEL62EqblZxnB5AOB0IqTw5No3xLtdT0q+8N6XpWoW9m91bXmlw+QoK4GGXPPJHU9M9OtJvS67X+Q7a2fex5VRXoWm6bY+M/hjcRWNlbwa/oGZi0MSo15bnqWwMswx39B/eNN8O6dYeG/h5feKdbsre7udQzaaTb3MQdc/wAUu0gjjHB/2cd6b0v5f0hLW3n/AF/wTz+ivQ/hhrdtca9pfhy+8O6FewXEzB7q5sRJPggt94nHGPTpWT468Qx3+pXelQaDoumx2V7IqTWFn5MjhSygMQeR36Dmh6W/r+twWpyVFexeOvDOk3ngm1bR7C2tNT0zTbe+n8iJUNxDIu1ycfeKlc5Pr71zt7otvc/CPws9lZW66je6lJAZ1jUSSZZgoZsZI6dabTu12dvxsJPRPv8A5XPP6K9P8Q3nh/4bXS6Bpeg6drepwxqb6+1WLzl3kZ2rHkAcEdD7HJ5rifEeu2uvTQT2+iWWkzKpEwsQUjlOeCE6Lj261N+w/UxqKK6PwJ4V/wCEw8VwabLMYLYK01zKuMrGvXGe54Ge2c1SVxN2Ocor0C+8e6Fp149n4b8F6FLp0TFEl1C2M80wB+9uJBGfTnFWPhsuk638QNUuH0SzFoLCaeKxnQTxxsNvTcPXP50lrr6j20PN6K9U8I63ovj3XE8Oa54S0az+2I/k3WlW/wBneJlUtk8nPT/6xrO+G+iWbeOda07Ura3vktLK5VRNErruRgAwBzg+9D037N/cC1+9L7zzyiiigAooooAKKKKACiiigAooooAKK3vBPhlvF3i200gSGKOQlppAOURRkke/Ye5rpdT8c6DpGoSad4b8G6HcafbuYxPqNv5802Dgtvzxnt1/pTelvMNzzyiuksPFtvpWrX93ZeGtGngu2BS11CA3K24GeEJIx1/lXeeKvEtnofhvw1qFp4P8LPLq1o086y6WCqsNv3cEYHPfNLpcOtjx+itvS9F1Lxn4hmi0mzgjklZp5FjHlwW6ZyTz91RnFaeqfDfVLDR59UstQ0nWbW15uW0u784wD1YYHH0zRsrse7sjkaK3PDfhHUvFElwbDyILa1UNc3d1KI4YQehZj9O2an8QeC7rw/p0d/8A2ppOp2ry+V5um3YmCtgnB4HYGh6biWuxzlFes+BPh/Yz6HrNzfar4dvZJ9MLQf6UHNizD78gK/JjuecYriPEHhH+wLFLn/hIdB1PfIE8rTb3zpF4J3EbRxx19xQ9HZgtVdHO0V6Zc22i/Dbw5pj3ejWmteIdUtxcsL9d8NrGeg2Z5Pv7HntXJeIvEtr4gt4Nvh7TNKuomO6XTozEkikdCmSM575oejsC1VzAortLL4XavcWNtc6jqOj6MbsBreDU7zypZQehC4Pr0PNY2oeEdW0rxTDoGowrb3k8qRxsxzGwc4Vgw6r7j378U7O9g6XMSiu/Hwd15Lw2t9qGj2E7ytHbR3V4Ua6xxmNdpJH1APtXP2ngfxDfeJLvQLTTzJqVmC00JlRdoBAzliAR8w6HvS32AztO0TVdX3/2Tpl5feX9/wCzW7SbfrtBxUF7Y3enXT2uoWs1pcJjdDPGUdcjIyDyOK9v1fwp470/wJ4d0fwhBNZvFE8moi1u44X84kHl94z/ABdDj9K8rm0PV9S8ZTaX4j1O3s9SXInudWvPlUquQGk+bPGAOvpR9qyDpdnO0V6J8R49dtfC/hy11a50K7sI0dLKfSctvChQSzEAen3eCc5rk/DXhfU/FepNZ6RErFE8yWWRtscK/wB5m7D9aN20g2SZj0V6FH8HtRm06W/h8S+GZLOE4luEv2MaH0LbMDr3rz5htYjIODjI70dbB0uJRRXQeGPBWr+K/Pk09YYLS2GZ7y6k8uGLjPLev0BoA5+iug8ReELjw9bwXJ1PS9Tt53MazabdCZVYDODwMHFbkvwe8SRfaF87T2mij82KATkSXShQxMSlQWxuAJOBnigDg6K6bxP4C1Xwpp9ve381nPDNIYWNrP5hhlAyY34GGHPTPSrtn8M7+4tLea71zw/pslyiyRW97qASVlYZU7QD1yKNwONRHlkWONWd2ICqoyST2AqW8srrT7p7W/tprW4jxvinjKOuRkZB5HFbMmgah4a8b2mmavD5VxHcxHg5VlLDDA9wa6nx/wCH9R8T/GzUtN0iAyzyNGSTwsa+WmWY9gPX+tG9rdb/AIWDvfoeb0Vp32hzWviD+yLO5t9UuPMEStYlnR3JxtUlRnnuOPeun/4VJrbM1vFqeiS6mq7m0tL8G5HGSNuMZ/GjdXDrY4WinzQyW88kM6NHLGxR0YYKkHBBHrTKACiiigAooooAKKKKACiitvwYkEvjjRYruCO4gkvYkeKVAyuCwGCDwRzTiuZpCbsrmJRXR+LdFni8aeIItOsH+zWV1KzLbwkpBHuOM4GFXGPaup0/wlba/wCEfBFhbwQwXWqXd0bi6SIeYY0bnLY5wBwDx0pR96Ka8vxKl7rt6/geZ0V6TqPjPw1omvS6TpvgzR7vR7aQwSS3MRe5mwcM4lP3c9uD+Ha4PBul6R8a9EtbaFLrRtTUXUENwokXYyt8pB64I4znjFEfetbZieid90eVUV7Do+q6T4l+IVz4R1LwdoSWck88CT2Fp5E0ezdhiwP+zzjHX8KxPh7oenn4ga9pt3BBqFvZ2l0sZuIlcEowAfBHX3pX0v5N/cO2tvNL7zzmiu+0yx0/wV4R/tvXrK3vdY1WIrplhdRCRYo+87qwx/u+v4nEnw18P6fqtjr2s3unjWLrTIRJb6YuQJWOTkqvUDGMdPbpVd/IXReZ57RXW6x40tdX025srrwhodlKeIZ9PtzbyQsD3wTu44wcVu+EprLR/hFquuPomk6leQ6ikSHUbQTAKyrkdj39aXRv+uweR5rRXp6po3j7wBrmojQrHRtW0WNZvN09PKimQ5+UpnrhT6npz2rI+HNlY29vrniTWbK3vbPSbTEcFzGHjknc4QEHg9D+Yo6tPpqHRW9Dh6K7P4oaPaab4rS80iGOLTNVto7y1WJAqKrDkADgcjOPetm5ttF+G3hzTHu9GtNa8Q6pbi5YX674bWM9Bszyff2PPahbXfp8w62R5nRW/wCIvEtr4gt4Nvh7TNKuomO6XTozEkikdCmSM575rvPGOvWfg9NCtLDwn4auRc6TBcSSXemh3LnIPII9KOlw62PJKK0td1n+3dS+2f2dp+nfIE8jT4PKi477cnms2gAooooAKVVZzhVLHGeBSxxPNIEjGSau2tuYpHJkjb5CMK2SK9XLssq42pHRqDdm/wCtyJzUUUKKfFC8zYQdBkk9BT5LV0jLqySKOpRs4rlhgsTUpOtCDcV19N/u69huSTsQ0VYSzkkVGBQK3Qk4/CkezkSIu235eq55HvWv9mY3k9p7N2te/la9/u1/4YXPG9rkFFTR2ryJvyqJ/ec4BpJrd4MbsFW6MpyDWcsDiY0fbuD5e/k9n6eew+aN7XIqKnS1d4w7MkanoXbGajljaJ9rYPGQQcg0qmDxFKmqs4NRf67ff0BSTdkMooorkKCiilVS7BVGSTgCnGLk1GKu2AlFWDZOM/vIiw6oG5qBEaRwqDLHoK6q2CxFGShUg03t5vt6+W5KknsJRVhrN0VsyRllGSobmo4oHnDGPB2jp61csvxUaipOD5ney9N/uDnja9yOirDWciozbkYqMsqtkikto2Zw6SRKyngOetWsuxKrRo1ItOX5devTtcXOrXRBRUt1v+0v5m3d329KctnI8auCoRhnJOAPrUfUa0686NGLlyt9NbJ2u108+w+ZWTZBRUsts8RXJUq3RlORVlbRfsbfvIS277+7ge2a6KGU4qtOdPls4q7v6XX39HsS6kUrlGinyxeUQN6Pn+4c4qUWb7QXeOPcMgO2Ca5oYHEzqSpxhdx38vnsVzRSuV6KV0MblW6ikrklGUJOMlZooKKKKkAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAr6R/ZG/5m7/ty/wDa9fN1fSP7I3/M3f8Abl/7XoAs+ItQt7H48WKXb7Fu4prZGP8AfaOHA/HGPqa+efEGgah4f12fTdRtpI5kkITKnEozwy+oNelftDEr4zgKkggsQR2+SKuQtfit42s7NbWHXpjGo2gyRRyNj/fZS360PWzBaXXc2/h7Zz3vhXxn4Z8mSPU57VJord12u+wklcHnPK/nWP8ADTQr6++IdgRbyRx6dOJ7t3XaIFQ5+YnpyMc1za63qaa0dXS/uF1EyGQ3QkIfcepz+n0ra1f4k+Ltc057DU9alktnGHjSNI949CUUEj2PFO9mp9f8hNJpx6He+HNY0+9ufiVqs1p9v0+RRIYPMMXnR7nx8w5GRzmuQu/iBa2ui3Wm+D/DsGgJersuZxcvcTOn90OwBUH/ADiuZ0/XtS0qwv7KwufKt9QjEd0nlq3mKM4GSCR1PTFZ9TbZdLJFX1b87nQ+AtZutC8caXdWbYL3CQyKejo7BWU/gfzAra+L+oPL46m0qNEgsdJRLe1gjGFQFQxOPUk/oK4i2uJbS6iubdtksLiRGwDhgcg4PvVjVtWvdc1SfUtUm8+7nIMkmxV3EADooAHAHam9beV/6/MS0v5/1/kdD8LP+SoaJ/13P/oDVj+Kf+Rw1n/r/n/9GNWjonxG8VeHNLTTtG1T7NaIxZY/s8T4JOTyyk1D4h8d+I/FVnFa69qP2uGKTzEXyI0w2CM5VQehND6W/q9v8gXW/wDW56Br3iBfDnxA8LXVz81lNoVvb3iEZDwuGDAjvjg/hWj4psIvAvh3wpFMd9pYa80ysecw7y6n3O0j8a8d1bXNR1yW3k1S489raBbeI7FXbGvRflAz16nmrWq+Ltc1vSLPS9Uv2uLOyAFvG0aApgbR8wGTx6k1TfVd7/K9/wCvUSWiT7fpb+vkdn8Q31zwj8Tp/EujSNFDfKJbS+WNZI3VkAIBIK568dcYPek+LV7dalo/g+91BzJdXGmmSVyoXcx2knAAArmdE+Ifivw7ZC00nWZordfuxOiSqnsocHaPYVm674k1fxLdrc65fy3kqLtQvgBR7KMAfgKi1kkun/B/zKvq33/4BLb+E9cuvDcuv2+nSPpcJIe4BXjHU7c5IHcgYFdV8F762t/G01ldOsZ1KyktYnb++cEDPvg/jiuVt/FmuWvhuXQLfUZE0uYkvbgLznqN2MgHuAcGshHaN1dGKspyGBwQfWq0v5f1cnW3n/Vju/CepeKfAvjWHQFeSwFzfRR3ULQI3mrvxkFlJwQTyp967XRWRPj/AOK2lTzEWymLJnG4bY8jPavPrf4r+N7azW2j1+YxqMAyRRu//fbKWP1zWNZeK9bsNYutVttQk+3XcbRzzyKsjOrYyPmB9B9KWv4NfeitPxX4HSR/EPTNGgnbwZ4Tt9FvpkMZvZLx7qSNT12bx8p96sfBtmfxbqbOSzNpVwSScknK155WnoHiPVfDGom+0O6+y3LRmMv5av8AKSCRhgR2FGmvo0LtbuZlFdhefFfxpf2M9nd6z5kFxG0UqfZYRuVhgjITI4PauPoAKKKKACiiigAooooAKKKKAO8+DWoW9j8RrdLt9i3cMlsjH++wGB+OMfU1y/iDQNQ8P67Ppuo20kcySEJlTiUZ4ZfUGssEqwKkgg5BHauvtfit42s7NbWHXpjGo2gyRRyNj/fZS360PWzBaXXc5Se3mtZ2huYnhlQ4aORSrL9Qa774if8AIjeBP+wc/wD7JXB3l5cahey3d9M89xMxeSSQ5Zie5q1qOvalq1jYWeoXPmwadGYrVPLVfLU44yACeg65pbpf10Ydb/10PQ/hWbaTwT4uhbS21ebZCzWMUzRPPGC2QGX5vwHXp3qvpHjnQtKGof8ACP8Aw9lgmltJILhl1SaXZGR825WQgAYznjp1rgNK1fUNEv0vdJu5bS5QYEkTYOPQ+o9jxW7q3xM8X63p0lhqWtSSW0o2yIkUce8ehKqCR7U5a/dYI6ffck8H+JptA0vUoL7RP7X0G+2x3kTFkAYcriQD5Tzn8unWtHXfC3h6+8CzeLfCv9oWUMNwsEtlfAMCTgfu3HUDPcnv0rm/D/jDXvCpl/sHUpLQS8ugVXVj67WBGffFO8QeM/EPilY017VJbqOM5WPaqID67VAGffGaJahHQ6n4VRPc6X4xtrdDJPLo7iOJBlnPPAHfqPzrztlKsVYEEHBBHSrmkazqOg6il/o93JaXKcCSM9R6EdCPY8Vq+IPHviTxTYpZ69qX2qCOQSKnkRphsEZyqg9CaHvdf1r/AMEFtZ/1ov8AI674r2M2s6foHirTY3n02bTkhkkQZ8l1J4b064+oNef6VCYNQsL29gcWH2pA8rIdhAYFhnoeO1XNA8aeIfC6uuhapNaxuctHhXQn12sCM++M03xB4v17xU0R17UZLsRZMalVRVJ77VAGffFO9pcy73Fa8bPtY6T4wWmov8SrqWaKWSG6WP7EwUlZE2KAEx15zwO5963vE/mW+rfDaw1DI1O2jg+0K33kBkTaG754NcZpXxL8X6LpyWGna3KltGNqJJGkmwdMAupIHsOlYb6xqEutLq013JLfrKJhPKd7bwcg8+mBx0ojaLSWyd/6+8cveT9LHWfES4ml+Md8ZJZHMV3Gse5idijaQB6Dmk+MgA+Kmq4GOIf/AEUlcpqGsX2q6xJqt/P5t7K4keXYq5YYwcAAdh2pdZ1q/wDEGqy6lq8/2i7mxvk2KmcAAcKAOgHaoStGK7f8Aq/vSff/ADO0+In/ACI3gT/sHP8A+yV57WhqOvalq1jYWeoXPmwadGYrVPLVfLU44yACeg65p+geI9V8Maib7Q7r7LctGYy/lq/ykgkYYEdhVdX6snol6HX+Nf8AklPgT/rnc/8Aoa1Z+FUUT+HfFo1QyRaTLaRxXE8AZpY2LELtUAkjkk/T61lN8YfHTKVbXMgjB/0SD/4itf4WaxY6fouuQQa5b6Lr93sFtc3pxBsHJ6/LnJPJ9eM809+Z97/iLZRj2sQPqvhfwf4O1rSdA1e412+1hVhkdrRraOBFz1DcluT/APW78Fp2nXerajBYadA091O2yONerH8a9rh8Tzadp19/wsHxloPiOwkt2SPTrARzvI/Y5VF2/U8c9q8U0/UbrSdShv8ATZmt7mB98Ui8lT+PWkvi1G78uhNrWh6l4e1N9P1m1a1ukAJjYg8HoQQSCPcGu8nt7m7/AGerL+yEZ44NSkbUVh5I67SwHYAr19q4PWtc1LxDqb6hrN011dOADIwA4HQAAAAewFTaD4o1rwxctPoWoS2buMOFwyv9VIIP4ijeLT/rUOqa/rQzhBMIVnMTiEttEm07SfTPTNe7z3Mw+OjESN+40E+Vz9z93nj8STXj/iHxjr/ioxf29qL3YhyY12KiqT3woAz709vGviBtdbWW1DN+0H2YzeTHzHjbt27cdO+M0ndxt6/k0HW/9bp/odHclp/gPZmR8vJr7bnc9SYzyTWtrmheFfBmrWXh5vCF74l1GaFXadr2SDzGPZFQcj+Xqa83bXNRfw+miNcZ05JzcLDsXiQjG7djPTtnFbkHxP8AGVtpS6dDrs626p5a/IhcL7OV3frVPy8vyt8hK9vv/O51fxUTy/iZ4cQQ/Z9tpajyS27y/wB43y5746Zrq/FUsev6p4o8K6DIum6/IUmZgQDqcQiUmLeeVIB6A4I9i1eJal4l1bWNQtb7Urwz3NpGkcMjIoKqhyvQc89zknvTb7xDquo+IDrd3eM2pF1f7QihCGUAAgKABjApaNWfn+LQ72d12X4HVfCRFsvixYQajH5UyGaMJKNpSTYwwc9DnI+taU/iLw/oPi3D/Da4i1i2ufMUtrFwXMgbIYAqd2Tz3BrhNX8RaprurjVNSuQ98Nv7+OJImyvQ/IBkj168D0reT4s+N47QW66/KUC7ctDGXx/vld2ffOad3o+qCy17MxfFWqNrXivUdReyawe4nLPbM24xt0IJIHOQewrIp80slxM807tJLIxZ3c5LEnJJPc0ypSsrDbu7hRRRTEFFFFABRRRQAVoaBN9n8S6ZNnHl3cTZPs4NZ9KjtHIrocMpBB9CKqLtJMmSvFo+g71bTw54yvrbUQoXxbqbWzhuf9HEO3PtmWUflVCxH/CJeIvh7pmqfu2hW8gZm4+Z3KqfoTj868k1zxfrviS+trzWr9rme1GIXEaJs5zwFAGc96Z4h8V614quYZ9evftcsCbI28pE2jOf4QKmOlv60Ssipa3/AK1bLGu+GNVtPG1zoosp3u5LlhBGEOZVLHay+oI5zXqF5PDH8avBujxSLJLpNnHbTspBxJsbI/LH5157D8U/GsGnCyj1+fyQuwFkRpMf9dCu7PvnNYGn6zqGl61Hq1lcsl/G5kWdwHO45yTuyCTk9aI+7yromEveu+57PoHimLXfFniHw1Ba2Hh/VLh54rPU9OtljkkKs2VkJySTjORg8HGDiuU+Edvcad481i3u49lzbadcpIjgHDKyggg9eRXAx6vfRa2NXiuGS/E/2gTKAD5m7dnGMde2MVoR+Mteh1671qK9VNQvI2inmEEY3qQAfl27RnA5AzSSaXnZr/Id9fK6Z1niu0Tx94cHjPR8m/s41i1ewVifKwMLKg7IQOg4HPo1cXot7reizf2vob3VsYjsa5hU7R32scYPTODSaF4j1Xw1evd6JeNazSIY3OxXV1PYqwIP4irGieMtf8NzTyaHqL2fntvkREQxsfXYRtH4Cns7oW6sz0TR7+P4m+GtabxZpECXOn2bTxa5bw+U25R91yOG9cdMZ4HWqfg+802w+CWsT6zpX9q2o1RA1t9oaDcSqYO5eeK47XfH3ifxJa/ZtZ1iae37xKqxo3fkIAD071mxa9qUPh+fRIrnbp1xMJpIfLU7nGMHdjI6DjNHfzt+dw7X8/yN/WvHaXXh9tC8N6NBoOlyuHuI4pWlknI6BpG5I6cf/qrq4tK0PT/hBpek6/4gGhz6vN/aTn7HJcGRBwgwvQY2nnvXktaOs6/qXiCaCXVrjz3t4Vt4sRqgSNc4UBQB3NHT1/r/ACDr/X9dz0fxdp+lap8H9Pn0LVxrJ8Oz+RLci2eAiOQ8Aq3PB2DPTrVf4r2M2s6foHirTY3n02bTkhkkQZ8l1J4b064+oNcFp/iLVNK0u/02xuvLs9RULcxGNWEgGcfeBIPPUYNWdA8aeIfC6uuhapNaxuctHhXQn12sCM++M0PW/wB/+YLRL7jINtOtqty0EggZtiylDtLegPTNevePPHniTwsPD1noOpfZYJNGt5WTyI3y3IzllJ6AV5t4g8X694qaI69qMl2IsmNSqoqk99qgDPviti2+LXjaztIba31rZDCixxr9khOFAwBkp6Cjpbz/AMw638v8jntc17UvEmptqGtXP2m6ZQhk8tUyB04UAVnVpa74g1PxLqX2/W7n7TdbAnmeWqfKOgwoA71m0kNhRRRTEWrPJhuAv3tnFOsI2zJJj5dhGfeqqSNG4ZGKn1FSG7nZtxkOcY6CvosFmGEpKjKspXpX0VrO7bvdvpfa2umqMZQk726k9pg2cw8vzDkZUHGRTVuI1SQRWxXcpDHeTiq0cjxNujYqfUVJJdzyrteQkHtgCnTzWEcNCKfLOEWvghK97/afvR3s7X/EHTd3/mTknybIdtx/mKcSS17nniqfnPhBu4jOV46UefJ8/wA3+s+9x1q1m9G+z2S6dKXJ376+nnoHs3/XrcsXWTbW7LygTHHY0EFdLAk4LSZUH0qGK5mhGI3IHpjNNkleZt0jFjWNTMMPLnrR5uecFFqy5Vok3e93torK3fQag9uhMs6mJI7mIkAfKw4OP60y6gEDrtJKsuRkcihLyeNQqyEAdOAajd2kbc7Fj6mssTjMPWw3I7ynpZuKTSXS6bcuyuhxi1LyG0UUV4hoFPiZklVoxlgcgYplKjsjBkOCOhFa0Z8lSM7tWa1W69PMT1RcRYLyQgI0Uh5yORTbAYnkUY37CFPvUbXlw67WkOPYAVCrFWBU4I6EV70syw0MRSrwjeUW3J8qhe/km1dau/XsZckrNMCrbiCDkdRirVmSsFwQcEJ1FRNeTuhVpCQeDwKjSV0VlU4DDB461x4fEYXCYpVaTk1aW6Sd2mltJ997r0KalKNmEcrxE7DjcMHjtSw/6+P/AHh/OmVLFdTQrtjfAznGBXJhqsPaRVeTUY6qyv8Acm0teupTTtoOvf8Aj8k+v9KknJ/s+3HOOc1DJdTSptkfK+mBVg3TRWcIhkAbncBg17lOthKtXF1FOSjON9lfWpF2S5rP71pfQyaklFf1sNcFNMQPwWfKg+lJGCdLkxzh8mq8kjytukYsfelimkhJMTFc9a5VmFD6xdp8nJydOa1rXte2/S+2lyuR2873GVb82OYql1EwcDG5ev5VXlnkmIMrbiOnGKkF7cBcCQ4+grHB4nD4ec4ubcHbeEXe3dOWnk02xyTaG3EPkTlM5A6GoqVmLMSxJJ6k0lebiJU51pSpR5Ytuy7Loi1e2oUUUViMKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK+kf2Rv+Zu/7cv8A2vXzdX0j+yN/zN3/AG5f+16AOM/aH/5HGH6t/wCgRV5DXvnxS8Mt4u+L2naQJDFHI0jTSAcoixxEke/Ye5rhtT8c6DpGoSad4b8G6HcafbuYxPqNv5802Dgtvzxnt1/pTelvMNzzyiu98IaNouv6trniPVLD7NoelRG5awikYh2OdsYbrjIP6DpWl4c8ReH/ABnrqeHdY8JaRp9vfExWtzp0PlTQPg7dzfx9h2GeoPSlZvTqGm72PMKK9R8G6Tb6Bb+Of7S0zT9TudFjAiF9bCVNys4zg8gHA6EVJ4cm0b4l2up6VfeG9L0rULeze6trzS4fIUFcDDLnnkjqemenWk3pddr/ACHbWz72PKqK9C03TbHxn8MbiKxsreDX9AzMWhiVGvLc9S2BlmGO/oP7xpvh3TrDw38PL7xTrdlb3dzqGbTSbe5iDrn+KXaQRxjg/wCzjvTel/L+kJa28/6/4J5/RXofww1u2uNe0vw5feHdCvYLiZg91c2IknwQW+8TjjHp0rJ8deIY7/UrvSoNB0XTY7K9kVJrCz8mRwpZQGIPI79BzQ9Lf1/W4LU5KivYvHXhnSbzwTato9hbWmp6ZptvfT+REqG4hkXa5OPvFSucn1965290W3ufhH4WeysrddRvdSkgM6xqJJMswUM2MkdOtNp3a7O342Enon3/AMrnn9Fen+Ibzw/8NrpdA0vQdO1vU4Y1N9farF5y7yM7VjyAOCOh9jk81xPiPXbXXpoJ7fRLLSZlUiYWIKRynPBCdFx7dam/YfqY1FFafhmKOfxZpMM8ayxSXsKujrlWBcAgg9RVRXM0hN2VzMorpviPaW9j8RdYtrK3itoI5wEihQIqjaOABwKs/D3wrZeIdQvbzXJXi0jSbc3V3sOGkAzhAe2cH34wME5ExfMrlS0djkKK7uX4iaWsxgtPAnh5dOHyhJbctcFf+u2c598Vd+Hn9nDRvGOryaLp92bK3We1gvoBOkXL/Lzz0wM8ZxT6NiPN6K9V8OTaN8S7XU9KvvDel6VqFvZvdW15pcPkKCuBhlzzyR1PTPTrWJ4F0+yu/BXjSe7tIJ5raxRoJJYgzRHLcqSMqeO1G179FcN7etv6+84WiiigAooooAKKKKACiiigAore8E+GW8XeLbTSBIYo5CWmkA5RFGSR79h7mul1PxzoOkahJp3hvwbodxp9u5jE+o2/nzTYOC2/PGe3X+lN6W8w3PPKK6Sw8W2+latf3dl4a0aeC7YFLXUIDcrbgZ4QkjHX+Vd54q8S2eh+G/DWoWng/wALPLq1o086y6WCqsNv3cEYHPfNLpcOtjx+itvS9F1Lxn4hmi0mzgjklZp5FjHlwW6ZyTz91RnFaeqfDfVLDR59UstQ0nWbW15uW0u784wD1YYHH0zRsrse7sjkaK3PDfhHUvFElwbDyILa1UNc3d1KI4YQehZj9O2an8QeC7rw/p0d/wD2ppOp2ry+V5um3YmCtgnB4HYGh6biWuxzlFes+BPh/Yz6HrNzfar4dvZJ9MLQf6UHNizD78gK/JjuecYriPEHhH+wLFLn/hIdB1PfIE8rTb3zpF4J3EbRxx19xQ9HZgtVdHO0V6Zc22i/Dbw5pj3ejWmteIdUtxcsL9d8NrGeg2Z5Pv7HntXJeIvEtr4ht4Nvh7TNKuo2O6XTozEkinoCmSM575oe9kC1VzAorY8UeGLzwnqy6fqMsEszQpMGgYldrdOoHPFL4h8L33hqawivZIJWvrRLuLyGZsK+cA5A547ZoAxqK7iP4VasqRJqOr6Fpl5KoZLG9vwk5B6fKAev1rD0zwtNqGuXel3OqaXpU1oWEkmo3QijLK20qrAHJ/oKOtg6XMOivXvHXw3sX1DThputeGNHjTT4leO5vBC0zZOZB8p3A/3j1xXm1j4b1DVfEbaJpCx6hdCRkV7dwY3CnlwxwNvfNHWwdLmVRXcXHwo1lba5fTdT0bV57RS01pp155syAdcrtHI9OvpWb4f8Bar4k0h9TsprOK1iuTBNJcylBDhN5kc4wEA4znOSOKAOZorvH+D3iRGulabTt0KloV+083gChiYhj5gARycda4OgOlwooroPDHgrV/FfnyaesMFpbDM95dSeXDFxnlvX6A0Ac/RXQeIvCFx4et4Lk6npep287mNZtNuhMqsBnB4GDityX4PeJIvtC+dp7TRR+bFAJyJLpQoYmJSoLY3AEnAzxQBwdFdN4n8Bar4U0+3vb+aznhmkMLG1n8wwygZMb8DDDnpnpV2z+Gd/cWlvNd654f02S5RZIre91AJKysMqdoB65FG4HGojyyLHGrO7EBVUZJJ7AVLeWV1p909rf201rcR43xTxlHXIyMg8jitmTQNQ8NeN7TTNXh8q4juYjwcqylhhge4NdT4/8P6j4n+NmpabpEBlnkaMknhY18tMsx7Aev8AWje1ut/wsHe/Q83orTvtDmtfEH9kWdzb6pceYIlaxLOjuTjapKjPPcce9dP/AMKk1tma3i1PRJdTVdzaWl+DcjjJG3GM/jRurh1scLRT5oZLeeSGdGjljYo6MMFSDggj1plABRWx4c0I69fSRDVtK0wwqJBJqdx5SPyOBwcn29K6T4sPrra5pw8RvpMkn2FWgk0pW8toyxwSWGT07cY6dTQ9EgWtzg6K6jw78Ptb8U6O+o6QLeSKO5Fu6vJtZPl3FzkYCgdTnPtT9e+Hup6FoY1hb3TdU0/zPKe402585Y27BuB+maHpuC12OUooooAKKKVfvD604q7sAMrI2HUqfQjFJV+7tmlumbciKcAF2xniqckTxSGNx83869TMMsr4KrNOL5FJpPv2+/p36EQmpIZRVkWMnQvGHx9wtzUUcDyT+UMK/PWsZ5di4SjGVNpydl69vXy3HzxfUjoqyLGUj7yB8Z2bvmqBEZ3CKCWPaoq4HE0XFVINOW2m77evluClF7MbShWKlgpIHUgdKnazdFbMkZZRkqG5qS1RpLOdUGSSoFddDK606/sKsWm4ya73jFu33q3clzVrop0VPJaOkZcMjheuxs4qCuCvhq2Gko1o2b1LUk9gooornGFFFFABRRRQAUUUUAFFFFABSqrOcKpY4zwKWOJ5pAkYyTV21tzFI5MkbfIRhWyRXq5dllXG1I6NQbs3/W5E5qKKFFSQwPOxCDp1JPAp8lo6Rl1ZJFHUoc4rmhgcTUpe2hBuOuvpv93XsNyina5BRUkMDzsQg6dSegpZbcxJu8yNxnHyNnFTHB4iVH26g+Xv6b+tuocyvYiooorlKCiiigAooooAKKKltLWe+vIbSziaaeZxHHGo5ZicAUbhsRUV3LfCjVUYwPrWgLqCrltOOoj7QDjO3bjGfxrltF0j+2dVSxN/Y6eWDHz7+byolwM4LYPJ7UdbB0uZ9FeifEePXbXwv4ctdWudCu7CNHSyn0nLbwoUEsxAHp93gnOa5Pw14X1PxXqTWekRKxRPMllkbbHCv95m7D9aN20g2SZj0V6FH8HtRm06W/h8S+GZLOE4luEv2MaH0LbMDr3rF8PfD3W/FGkyahpH2eWKO6+zOrSbSvy7i5JGNgHfOfagDl6K6vXvh7qehaGNYW903VNP8zynuNNufOWNuwbgfpmoNA8EXuvaa2oHUdK0yzEhiE+pXYhVmABIHBPcdqNw2OborofEfgrUvDS2k91NZ3VleHEF9ZzebA57jdgfy/ka73SfhxYr8O9cE2teGLi8eWIRait4HjthuBKtJt+Qnpx1zR0bDqkeQ0Vt+IvDX/CPNbj+2tH1Tz93/IMu/O8vGPvcDGc8fQ0zxR4YvPCerLp+oywSzNCkwaBiV2t06gc8UeYGPRW5rnhO+8P3mm215Lbu+o20dzEYmYhVc4AbIHPHbNdBL8INetL2aDU7/SNOiSQRR3V5dGKO4cgHEeV3NjPoOc9cU7MLnB0Vr6r4X1bR/EraDd2rNqG9USOL5vM3fdKnuDmuj/4VJrbM1vFqeiS6mq7m0tL8G5HGSNuMZ/Glurh1scLRT5oZLeeSGdGjljYo6MMFSDggj1plABRWv4b8L6p4r1E2ekQqxRd8ssjbY4U/vM3YfrWzqfw11Wx0afVLHUNK1q1tv+PhtKuvOMI9WGBx9Pr0oeiuC12OPrV/4RbxB9hN5/YWpfZQnmGf7HJsCYzu3YxjHOa6/wCGfw/1nU9e0bXJ9MWbRPPMjTNNHg7CRyhbd94elanjvSvie11rWpXct9FowaQlYtQRYvIyQB5avyNuMjGT3ol7qCOrPJ6KKKACiup0X4f6lq+kJqlxfaZo9hKxSG41S68hZiOoXgk1Q8S+FNU8KXkUGqJGUnTzILiB98Uy+qt3/nyPWh6bgtVdGLRXqnhTRdd0PwrrU2haz4Uv4rrTzNdwGYzTxRhCSNoXg84w2RmvLER5ZFjjVndiAqqMkk9gKHvYPs3Eorv7X4O63PNBa3Oq6HY6hMm9dPub0i4A/wBxVP6Vz+veEL7QfEUWifabPUr2XChNPlMu1yxXY2QCGyOnuKOtg6XMCiu6/wCFSa2zNbxanokupqu5tLS/BuRxkjbjGfxrB8PeEdU8SavdaZYqkd5awySvFPuUnYQCgAB+bJxg4oDpcw6K7l/hJr62dw0d3pU99axebPpkN4HuYh15UDGfx+ma53w7rVtoV1Nc3GjWeqyNHthS9BaKNs/eKD73HGKNL2DW1zIor1C6/szxV8KtV1y/8O6fol5YzItpc6fD5EdyWYApt/iwPc/hg15fS6tD6XCiiu40/wCE2vajbWc8dzpsMV9bpPbNPOU80sCREuV5fCkkDgDHNPpcRw9FdVrHw61vQ/Dn9sXzWmxGRbi2jn3TW2/7vmLjAzx3PUUuk/D+91PSYNRudY0TSbe4BMH9pXwiaQAkEgAHuD1oA5Siuh1fwVqWha/Z6Zqk1nAt7tMF6Zv9GZCcb9+OFHfj+ld7P8N7EfDC1jTWvDCXp1As+qNeDypF2nEYl25z32+1HS4dbHkNFa+s+Hm0fV4dPTVNN1JplUibT7jzo1JJGC2Bzx09xXSy/CDXrS9mg1O/0jTokkEUd1eXRijuHIBxHldzYz6DnPXFG4eRwdFbd94Uv9K8WDw/q0ltY3PmKhnuJdsIB6OX/u45zXYeKLLXdI+FFnYS6h4c1HRYr0Ik+mOZZfMIZsFsBfXJHPTtR9m47e9Y80ora8L+GLjxZqh06wvLO3uiheKO6dk84jqqkKRn2OKl0Hwbquvane2cYis/7PR3vJ7xikduF67yAcHIPGOx9DQIwKKdIoSVlV1kCsQHXOG9xkA4+optAF/TtC1bWFkbSdLvb5YyA5trd5ApPTO0HFV72xu9OuntdQtZrS4TG6GeMo65GRkHkcVf8P63qulX8UemaneWUc0yeYlvcNGH57gEZ610fxl/5Krqn+7D/wCikoelvP8A4AR1uu3+Zw1Fd58NtD1FtVtNa0XWfDkN9HM0cNlqdwRI5IxxGBnnPBBzXNeLWvG8Yat/an2f7YLuRZ/sq7Y94Yg7Qeccd+fXmh6NIFqmyhc6fe2UUEt5aT28dwm+F5YmUSr/AHlJHI9xVevX/E3hK/8AE3hPwhLbz2dlaWukJ595fzeTChbbgbu5OD0/qK898UeENS8JXMEeomCaG6j8y3urWTzIpl9VbA9R27j1oejafdgtV8jCoruB8J9dVIZ7q60yzsZbaO4+33VyYoF3/dQsy53ewBA455FYXiXwlqfhbVIrLUBDIbhFkt57eTfFMp6FW4/XFHWwbq5iUV3Ufwo1N5VtpNd8PQ6g3AsH1EeeW/u7QCM/jXN23hrUZ/FkfhyWNbXUHuBblZyQqOTjkgHj3GaFq7IOlzJorvIfhDrzXH2e8vdJ0+d5Witoby78uS62nG6NduSCRxkDPWsbTPA2r6pf6vYIYIL7SYnlmtZmIdwvDBMAgnp3HUUDsznKK1fDfh298Va9BpOmeWJ5tx3ykhEAGSWIBwOPT0rPuoPs15NAJY5vKcp5kRJV8HGRkA4P0oERUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAV9I/sjf8zd/25f8Atevm6vpH9kb/AJm7/ty/9r0AWfEWoW9j8eLFLt9i3cU1sjH++0cOB+OMfU188+INA1Dw/rs+m6jbSRzJIQmVOJRnhl9Qa9K/aGJXxnAVJBBYgjt8kVcha/FbxtZ2a2sOvTGNRtBkijkbH++ylv1oetmC0uu5t/D2znvfCvjPwz5Mkepz2qTRW7rtd9hJK4POeV/Osf4aaFfX3xDsCLeSOPTpxPdu67RAqHPzE9ORjmubXW9TTWjq6X9wuomQyG6EhD7j1Of0+lbWr/EnxdrmnPYanrUsls4w8aRpHvHoSigkex4p3s1Pr/kJpNOPQ73w5rGn3tz8StVmtPt+nyKJDB5hi86Pc+PmHIyOc1yF38QLW10W603wf4dg0BL1dlzOLl7iZ0/uh2AKg/5xXM6fr2paVYX9lYXPlW+oRiO6Ty1bzFGcDJBI6npis+ptsulkir6t+dzofAWs3WheONLurNsF7hIZFPR0dgrKfwP5gVtfF/UHl8dTaVGiQWOkolvawRjCoCoYnHqSf0FcRbXEtpdRXNu2yWFxIjYBwwOQcH3qxq2rXuuapPqWqTefdzkGSTYq7iAB0UADgDtTetvK/wDX5iWl/P8Ar/I6H4Wf8lQ0T/ruf/QGrH8U/wDI4az/ANf8/wD6MatHRPiN4q8OaWmnaNqn2a0Riyx/Z4nwScnllJqHxD478R+KrOK117UftcMUnmIvkRphsEZyqg9CaH0t/V7f5Aut/wCtz0DXvEC+HPiB4Wurn5rKbQre3vEIyHhcMGBHfHB/CtHxTYReBfDvhSKY77Sw15plY85h3l1PudpH4147q2uajrktvJqlx57W0C28R2Ku2Nei/KBnr1PNWtV8Xa5rekWel6pftcWdkALeNo0BTA2j5gMnj1Jqm+q73+V7/wBeoktEn2/S39fI7P4hvrnhH4nT+JdGkaKG+US2l8sayRurIAQCQVz1464we9J8Wr261LR/B97qDmS6uNNMkrlQu5jtJOAABXM6J8Q/Ffh2yFppOszRW6/didElVPZQ4O0ewrN13xJq/iW7W51y/lvJUXahfACj2UYA/AVFrJJdP+D/AJlX1b7/APAJbfwnrl14bl1+306R9LhJD3AK8Y6nbnJA7kDApvhT/kctG/6/4P8A0YKdb+LNctfDcugW+oyJpcxJe3AXnPUbsZAPcA4NZlpdTWN5Dd2r7J4JFkjfAO1gcg4PHUVcWlNPpoQ1eNup0/xR/wCSn65/13H/AKCtb3wqKanofivw3EUF/qVjm1ViB5jIG+XJ/wB4fqazP+FxeO/+g7/5Jwf/ABFcpNq1/NrMmrNdSJfyTGdriI+W28nJYbcY5PaoirR5Htaxcnd83nc9E+E+v+I9J8bWPhaWWW2smnka4s5LdQwbYTySu4cgd6u+DJ7W2j+JE2oWf261QEy23mmPzV8yT5dw5H1Fcm3xa8cNbeQdel2YxkQxBv8Avrbn8c1gWfiLVbC11G3tbxlj1Rdl4GVXMwyTyWBIPJ5BBpu7+5oWi+9fgdJd/EC1tdFutN8H+HYNAS9XZczi5e4mdP7odgCoP+cVc+Hv/IheO/8Arwj/AJvXntbXh3xfrnhN528P332RrgKJT5KPuxnH3lOOp6UaWa7qwdvUxaK6nV/iX4t17SptN1bVvtFpPjzI/s0S7sEEcqoPUDvXLUAFFFFABRRRQAUUUUAd58GtQt7H4jW6Xb7Fu4ZLZGP99gMD8cY+prl/EGgah4f12fTdRtpI5kkITKnEozwy+oNZYJVgVJBByCO1dfa/FbxtZ2a2sOvTGNRtBkijkbH++ylv1oetmC0uu5yk9vNaztDcxPDKhw0cilWX6g133xE/5EbwJ/2Dn/8AZK4O8vLjUL2W7vpnnuJmLySSHLMT3NWtR17UtWsbCz1C582DTozFap5ar5anHGQAT0HXNLdL+ujDrf8Aroeh/Cs20ngnxdC2ltq82yFmsYpmieeMFsgMvzfgOvTvVfSPHOhaUNQ/4R/4eywTS2kkFwy6pNLsjI+bcrIQAMZzx061wGlavqGiX6Xuk3ctpcoMCSJsHHofUex4rd1b4meL9b06Sw1LWpJLaUbZESKOPePQlVBI9qctfusEdPvuSeD/ABNNoGl6lBfaJ/a+g322O8iYsgDDlcSAfKec/l061o674W8PX3gWbxb4V/tCyhhuFglsr4BgScD9246gZ7k9+lc34f8AGGveFTL/AGDqUloJeXQKrqx9drAjPvineIPGfiHxSsaa9qkt1HGcrHtVEB9dqgDPvjNEtQjodT8KonudL8Y21uhknl0dxHEgyznngDv1H5152ylWKsCCDggjpVzSNZ1HQdRS/wBHu5LS5TgSRnqPQjoR7HitXxB498SeKbFLPXtS+1QRyCRU8iNMNgjOVUHoTQ97r+tf+CC2s/60X+R13xXsZtZ0/QPFWmxvPps2nJDJIgz5LqTw3p1x9Qa80+zTrbpctDIIGfYspQ7S3pnpmtfQPGniHwurroWqTWsbnLR4V0J9drAjPvjNN8QeL9e8VNEde1GS7EWTGpVUVSe+1QBn3xT2ldd7gtkmdj8XtOvNQ+IFhHY20tw95YQC3EalvNPP3fWk+MFtc2XiHw5a7SLqDSLePanzHeGYYGOvIrnbT4k+L7HRU0q01uaK0SPy0UIm9F9A+Nwx2weO1ZOp+IdV1me0n1G8aaWzhWCBwqqURTlRlQMkE9Tz70tnp3v+f+YLbXtb8v8AI75tZ8P+O9dgsfGXh6/0/X52S3a909jl24ALxMOABjPU4rhvFWhf8I14pv8AR/PFwLWTaJQMbgQCOOxwefetofFnxwLX7P8A29Ls27c+TFvx/v7d2ffOa5GaaW5nea4keWWRizyOxZmJ5JJPU0uo+mp6H8YoZTqWg3YjY20ujwKkwHyMRkkA9M4I/MUnwnMklr4rtdPJ/tWfSXFoF++x5yF9+VrD0j4leLtC06Ow0zWZI7aPhI3ijl2D0BdSQPbpWIutakmuNrEV5JFqDStMbiI7G3sTk8YxnJ46c1Wl32d/xF0Xlb8DrPhLY6l/wsyxeCGaNbRnN2xUgRJtYEP6enPeta8vEk+EviqXT3221x4iO3acBozhgPpwK5jVviV4v1vTnsNS1qWS2kGHRI0j3j0JRQSPasWPXNRi0CXRUuMafNMJ3h2Ly4GAd2M9B0zilLVW/rdP9AWjv/Wz/wAz2q3mlf42aJE8jNHHoI2KTwuYWJwK8RstOu9W1WOw06Bp7qeTZHGvVj+NaSeNfECa5DrCX+L+C3FtHN5Mfyxhdu3G3HQ9cZrL0/UrvStSh1DT52guoH3xyrjKn+VPRyu9v+C3+oldQt10/JIm1rQ9S8Pam+n6zata3SAExsQeD0IIJBHuDXeT29zd/s9WX9kIzxwalI2orDyR12lgOwBXr7Vweta5qXiHU31DWbprq6cAGRgBwOgAAAA9gKm0HxRrXhi5afQtQls3cYcLhlf6qQQfxFLeLT/rUfVNf1oZwgmEKzmJxCW2iTadpPpnpmvd57mYfHRiJG/caCfK5+5+7zx+JJrx/wAQ+Mdf8VGL+3tRe7EOTGuxUVSe+FAGfent418QNrray2oZv2g+zGbyY+Y8bdu3bjp3xmk7uNvX8mg63/rdP9Do7ktP8B7MyPl5Nfbc7nqTGeSa1tc0Lwr4M1ay8PN4QvfEuozQq7TteyQeYx7IqDkfy9TXm7a5qL+H00RrjOnJObhYdi8SEY3bsZ6ds4rcg+J/jK20pdOh12dbdU8tfkQuF9nK7v1qn5eX5W+Qle33/nc6v4qJ5fxM8OIIfs+20tR5Jbd5f7xvlz3x0zXV+KpY9f1TxR4V0GRdN1+QpMzAgHU4hEpMW88qQD0BwR7Fq8S1LxLq2saha32pXhnubSNI4ZGRQVVDleg557nJPem33iHVdR8QHW7u8ZtSLq/2hFCEMoABAUADGBS0as/P8Wh3s7rsvwOq+EiLZfFiwg1GPypkM0YSUbSkmxhg56HOR9a0p/EXh/QfFuH+G1xFrFtc+YpbWLguZA2QwBU7snnuDXCav4i1TXdXGqalch74bf38cSRNleh+QDJHr14HpW8nxZ8bx2gt11+UoF25aGMvj/fK7s++c07vR9UFlr2Zi+KtUbWvFeo6i9k1g9xOWe2ZtxjboQSQOcg9hS6z4T1zw/ZWl3rGnSWsF4MwuxU7uM4OCdpx2ODWVNLJcTPNO7SSyMWd3OSxJyST3Naus+LNc8QWVpaaxqMl1BZjEKMFG3jGTgDccdzk1KVo2Q27yuzHr0L4uf8AH74a/wCwDb/zauX8O+L9c8JvO3h+++yNcBRKfJR92M4+8px1PStW++KvjPUtPnsr3WfMt7iNo5U+ywjcpGCMhMjj0pvay/rf/MS3u/62/wAjX0aeWD9n/XTDK8ZfVI0bYxG5SqZB9j6VH4W5+CvjQHkCW1IB7HeK42LXtSh8Pz6JFc7dOuJhNJD5anc4xg7sZHQcZotde1Ky0W90m1udljflDcxeWp3lTleSMjB9CKJa83nb8Lf5BHRxfZ/5mfRRRQAUq/eH1pKKcXZ3Atahua9IGTwMCppCBf24b7yqA31qsL24C480/kKgJLEliST1Jr6WtmuHjWqVqKlJzmpNSSSVne2jd+19NOhiqbsk+hdmkijuG32p3bs5Mh596WCTzdU3lNhI5B+lQC9uFXAkOPcA1Gs0iS+YrfP6nmrlm9FYinUi3yqam1yQjt5x1k9XvYXs3Zr9WS2pJ1BSTk7jzUtr/wAfk4X72G2/XNVEkaOQOhww6Gk3t5m8HDZzkVxYTMoYeNO6bcZuT9Gkt++hUoN39AKtuIIOR1GKtW5Isbgg46VE15O6FWkJB4PAqNZXWNkU4Vuox1rKhiMLha/tKTk04yWqSd5RaW0n31d/kNqUlZli0/497n/cqrTkldFZVOAwweOtNrmxGIhVoUaa3gmn85N6feUlZthRRRXCUFFFFABRRRQAUUUUAFFFFAFqzyYbgL97ZxTrCNsySY+XYRn3qqkjRuGRip9RUhu52bcZDnGOgr6LBZhhKSoyrKV6V9Fazu273b6X2trpqjGUJO9upLFltNlCctvBYD0osgVWZ2/1flkH3NV45XhbdGxU06W5mmGJHJHpjFTRzDDw9lWlzc9OLilZcr3s73ut9VZ376jcHqujJowW0xxGMnf82PSqmDjOOPWnRyvE26Nipp0tzLMAJX3AdsYrkxGIw2IoQ5nJThHltZOLs3re6a310ZSTTZHRRRXlFhRRRQAUUUUAFX9Dur6y16yutIjaW9gmWSFFQuWZTnG0cnpVCprO8udPvIruxmeC4hbdHLG2GU+oNNOzuJ6qx6dZDwp8TfERs7vRr/Q9eumZnuLN/NhaQAlmdG5UE9h36nvXmeoWbafqd1ZO6yNbTPEXXoxViMj8q6e6+K3ja8s3tptemEbjBMUUcbY/3lUMPzrD0HxHqvhjUWv9Duvs1y0ZjMnlq+VJBIwwI7CptqO7sdf41/5JT4E/653P/oa1Z+FUUT+HfFo1QyRaTLaRxXE8AZpY2LELtUAkjkk/T61lN8YfHTKVbXMgjB/0SD/4itf4WaxY6fouuQQa5b6Lr93sFtc3pxBsHJ6/LnJPJ9eM81W/M+9/xFsox7WIH1Xwv4P8Ha1pOgavca7fawqwyO1o1tHAi56huS3J/wDrdzRp5YP2f9dMMrxl9UjRtjEblKpkH2PpXXQ+J5tO06+/4WD4y0HxHYSW7JHp1gI53kfscqi7fqeOe1eOR69qMOgT6JFcbdNuJhPJBsU5cYwd2N3Yd6l63Xe357FLo/X8jsfC3PwV8aA8gS2pAPY7xT9O0Hw54f8AhxY+KNf0q412bUZmjjt0uWgihCkj5mUZzwf5ds1xVrr2pWWi3uk2tzssb8obmLy1O8qcryRkYPoRWjoHj3xN4Ys2tdD1WS2t2bcYjGkig+oDg4/Cqerb9PwJWkUvN/id344SBPgnpTWmgSaBDJqe9LOWd5WwUf5suAefSsnwrDLd/BPxdDaxtNKtxA5jjG5goYEnA7YB/I1ymreMdf13TzZavqUl3bmf7RtkVSRJjGc4yBjjGcD0qDQfEuseGLxrrQr+SzlcbX2gMrj3Ugg/iKW9/P8A4H+RV7cr7f8AB/zMsfeFel/F7TrzUPiBYR2NtLcPeWEAtxGpbzTz931rj/EXjDXfFhtz4gvvtZtt3lfuUTbuxn7qjPQdau2nxJ8X2OippVprc0VokflooRN6L6B8bhjtg8dqN0r9GLr/AF5HT/Fa2lsvFvha1uBtlg0u2jcA5wwdgf1FZ3xpuZ5viffRSyu8cEcSxKzZCAxqSAO3JJ/GuT1PxDqmsXFnPqV0Z5bKFIYGKKNiKcqOBz16nJqPWdav/EGqy6lq8/2i7mxvk2KmcAAcKAOgHah3f3t/eNWV/RL7ju/hv4iu9e+L2k3fiK5W5nWF7eF2RUxhG2jgAZ5PPXmpZ/EXh/QfFuH+G1xFrFtc+YpbWLguZA2QwBU7snnuDXmccjwypLC7RyIwZXU4KkdCD2NdenxZ8bx2gt11+UoF25aGMvj/AHyu7PvnNO+zXQlLddzF8Vao2teK9R1F7JrB7ics9szbjG3Qgkgc5B7Csiul0TwtJ4nt57+fxJodhKZmDrql95Ush4JfGDkHPX1BrS/4Vp/1Ovg//wAGv/2NSlyqxTd3c0PByT3nwe8W2ekKz6gZYXkjiGXeDIzgdSOGo+Dkdxbavq+pXCumkwabMt3Iw/dngEKT0z3xXJ/aNS8E+JZP7G1mB7iAAfa9Om8yKQEA4zjDD1BGMip9e8f+J/E1mLTWtWkuLcHJiVEjVj7hAM/jTdndrqrfhYSVrJ9Hf9S38Lf+SoaJj/nuf/QGrH8U/wDI4az/ANf8/wD6MaqulapeaLqkGo6ZN5F3btujk2htpxjoQQetQ3VzNfXs11cvvmnkaSR8AZZjknA4HJo3t8/xt/kHf5fqRUV2w+GmQD/wmvg8Z9dV/wDsagvvh99h0+e6/wCEu8K3Hkxs/k2+p75JMDO1Rt5J7CjYFqdz4xvtCtPDPhe81Lwe+t2LaZEkV2moSwRwtjlCqAgHvk8np2rjPF/iy31nwppGl2HhmTRrG0kke2d7p5g4P3gpZQTyQep7VlaD478TeGbY22iatLbwE58plWRAe5CuCB+FVNe8T6z4nukuddv5LySMEJuAVUB64VQAPyolq/V3COiXkdb8K/8Ajy8Yf9gGf+Vcj4YS4k8WaStiiSXP2yLykdtqs28YBPYV0KfGDxzGiomuYVRgD7JB0/74qtZeLJNd8faVqvji9knht5EEk0cYjZEUkjiMA8Mc8c1cf4kX6fm/8yX8DX9bL/I7rxNb+CrP4mzeINT8Q30F1bXQlk04WMhaSWPHCSkbdpwPw7jisjwNr9v4g+PSavPEsC3kkphRznafLIUZ9cD8zXWalr/iKfXJrrSvib4Zt9Kkk3RxSSReZHH6bChJOP8AayfavNfiTrmk6r43a/8ADOERETfcwoYhLMCSZFHUduevGfes4+7b+ty5Lmubs/iLw/oPi3D/AA2uItYtrnzFLaxcFzIGyGAKndk89wau+AdXk1f4s+ItU+yPp0s1hcO0BcloXBXIzgHOR6CuVT4s+N47QW66/KUC7ctDGXx/vld2ffOawdL8R6to2o3F/p140d1cxvHNK6rIXVzls7geSe/Wi2lvJr70F7u/mjrvgzLJN8Urd5XZ3khnLsxyXJQk59ea4yw1S80TW01HS5vIureQtFJsDbTyOhBHQ+lLomuaj4d1RNR0a4+zXSKyrJsV8AjB4YEdKueHvGGu+FZbiTQb77K9zjzT5KPuxnH3lOOp6VXVNdF+pK2afV/oegabrOpePfAfiCXxvBHcW+n2rT2WqNAImSbtGCoAOTjgD69RXklbuv8AjXxF4oRE1zVZrqNORFhUTPrtUAE++K0rH4e/bdPt7r/hLvCtv50ayeTcanskjyM7WG3gjuKVtbjvpY5CvaUlkPiX4WQlz5a2KMFzwCRgn9B+VcY3w12qT/wmnhA4GcDVev8A47WH/wAJdri3ml3Ivv32kRiKycRJ+6UdB93DfjmmpWa8mn+Ymm0/S35HcNNLceBPiNLPI0kjanDlmOSf3xqO60Lwv4O8OaFNqnh+68SX+sQLPkXbwRx5AIRNg5PI4OfX0FcIPEeqjT9RsRdf6Nqcomu08tP3rhtwOcZHPpitTSfiP4t0PS107TNZlitUBCRtGj7B6AspIHsDUpWVvT8FYpv9fxZ1vxciWHwt4Pjj0x9JUW82LF5DI0Aynylm5J+tUbiGW4/Z5smt42lFvrDtMUGfLG1uWx0HI/MVx2r+JtY1+3tYNZvpLtLTf5JkA3LuOWy2MtkjuTU3h7xjr/hXzRoOpSWiy8um1XQn12sCM++M0+jXf/O4X+Hy/wArGZp3/IUtf+uyf+hCu2+NNzPN8T76KWV3jgjiWJWbIQGNSQB25JP41y+t+KNY8R6pFqOs3n2m7hUIknlImACSBhQB1J7VX1nWr/xBqsupavP9ou5sb5NipnAAHCgDoB2oeqXlcS0bfdIfrev6l4ivUu9ZuftM8cSwq5RVwi5wPlA9Tz1rsZv+TeLf/sPH/wBFGuJ0nVr3QtUh1LSpvIu4CTHJsVtuQQeGBHQntXV/8Li8d/8AQd/8k4P/AIijo13/AM7gt0+3+VjmvDtjqmo+IrK20ESf2g0oMLRnBQjndnsB1z7V7N4+n/4SDwprFn4Vu7ea/sJkfXkt49jXe1AC688qpHI/2fz8h0/xhrmlape6lYXohvb/AHefOIYyzbjlsEr8uT/dx29KraJ4g1Tw5qY1DRbtra6Cld4UNkHqCGBB/EUPWNv6v/l/XQFpK6/r/gmdRXWab4NfxDZLqknifwzYPcszNb3d6IJEO4jmMLhQeoA4wRVv/hWn/U6+D/8Awa//AGNGvUNOhyGnf8hS1/67J/6EK7H4y/8AJVdU/wB2H/0UlZul+MvEnglrvS9B1eFIBcMXeCKOaORh8u5WZSSCAMUus/EnxZ4g0qXTdX1X7RaTY3x/ZolzggjlVB6gd6Hqlb+r2COjd+pH8PP+Sj6D/wBfsf8AOofHP/JQNe/7CE//AKGataL8SPFfh7S49N0fVfs9pESUj+zxPjJyeWUnqfWofEHj3xJ4psUs9e1L7VBHIJFTyI0w2CM5VQehNEulun62/wAgXW/X9L/5nS/EiS4PgvwPCrSGA6aG2AnaXwoBx0zijxfFJp3wc8J6dqcbQ35mnmSKQYdIiT1HUZ3LWFpXxM8X6Lp8djp2tSR20S7Y0eKOTaOwBZSQPasHVdX1DXNQe91e7lu7l+DJK2Tj0HoPYcUS1uu7v+oR0tfov0sd18Xbmdm8MWplcwJosEixbvlDHIJx64A/KuZtb3UvGGpaDoOo337iKRLO2LRqPJRmA7AFug65rP1fXtS157Z9VufPa1gW2hPlqu2Nei/KBnr1PNUEd4pFkjZkdSCrKcEEdwaaa5rvvcWvKku1j11tP8K6N49i8M6Z4GvtWvLaWMG8l1CWNyeCZNijbtHXPANRa3/yc1B/1/W3/oCVyc/xS8aXNiLOXXpzFgD5Y0ViB6uF3H3yee9ZE/ijWLnxMviGa83aosiyC48pB8ygAHbjb0A7URdpRb6f8AJaxkl1Ro+N9SvE+J2rXguJDcW2ov5MjHcU2P8AIBnsMDipfDnje+tPiPb+I9Vn8+SaUJePtC74yArcKAOBg/UCuavr241LULi+vZPNuLiRpZX2gbmY5JwOBz6VseGfDEPiFpmude0rSIYGXeb6fY7A5yUX+LGOmR1FKn7qV+n9MdRqTfmd9qOjf8K2tfFuqRgRtfSfYNJIPPlyDezD6KQM+oryKu0+Iviy312fTtK0meWfS9HtxbwzSjDTsAAZCPfaMf8A164upX/AXp/Wo3/wX6hRRRVCCiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK+kf2Rv8Ambv+3L/2vXzdX0j+yN/zN3/bl/7XoA4z9of/AJHGH6t/6BFXkNe1/G7Sp9c+JmnaXaNGk93MYkaUkKCUi6kAnH4VyEPwh15rj7PeXuk6fO8rRW0N5d+XJdbTjdGu3JBI4yBnrTswODorXtfCus3viZvD9vYu2pJI0bw5A2FepJ6Y984robj4Uayttcvpup6Nq89opaa006882ZAOuV2jkenX0pdLjtrY4eitfw54X1TxVqTWekwqzRrvmlkbZHCv95mPQfrWzqfw11Wx0afVLHUNK1q1tv8Aj4bSrrzjCPVhgcfT69KHoriWrsjj6K9R+FHgiy1LVrbUdTv9DvYZIJD/AGbJcB51YZAZoiMYHX6EVzGt+B/7H02a+Hifw5feWR/o9jqHmStk44XaM4zk+1D0dmC1WhzdpZ3N/crb2NtNczv92KGMuzfQDmpNQ0rUNJmWHVbG5spWG5UuYWjYj1wwFekafa6v4f8AD2maH4MtXfxLrtt9tvLmIgSQ25PyIGOAg7k5HPfpia5sPE0/hDXNB8eiWS7s7T+1NPkuJ1llTY+1/nBJIIOOT9KJaX8v03+79Ajr/Xfb7zyeiux0zxlo2h6VZ29h4S02+udub241WPzzI2ekY4CDH/6uMm/8RfC9nH4k0U+GbP7P/b1rFNHYhgBHI5wFBPAByPbr0FD3svQF/wAE4azsrvUblbbT7aa6nb7sUEZdj9AOan1HRNV0cRnVtMvLES58v7VbvFvx1xuAzjI/OvYfCngfxh4Z+H+urYad9l8Q3ksccDLPEX8kEbsNuwvVu+f0rz7xJoPjVdX0vS/Fst3Jc3kmyzW7vROAWYKcYZtvOKPtcqDpdnI0V6RrWreHvAWoSaFovh3TtYu7TCXd/q0RmEkmPmCpkBQOn+PU8Ff3T6vq8txHZwW73MmVtrOLZGpP8KLzge1G70DbcqUV7d4e8L6BomialoOo2NpqGvrpMt/eSzRrJ9jbaAkSkg4IBycd8HuMeT+HF0I6mz+KHuhZxxlxHaqN8zjGEyfug880fat/XX/IOl/6/rUyaK9K8eQ6RN8MvDWq6TotppbXU0wKwrlyqkgBnPzOeOp71Q8D6Rplt4V1rxdrViupJppSK2s5GxG0jEfM/qBkcfWjrJPoHa3U4SivTtNfS/iP4e1m3fw/puk6xptq15bTaXD5KSqvVGXnPbnPftjmr4Gks9N+HXiXWZtH0zU7qzmtxCNQtRMqhmwfcdexo2vf+tbBva3XT9Tzuiuk17xl/bumi0/4Rzw/pvzh/O06x8mTjPG7ceOelN8O+CdS8RWU1/HPZafp8LbHvtQn8mEP/dzg5P4UK7A52iug8S+C9U8MQW11dPa3ljdcQX1jN5sMh9A3HP1HY46VteA9C0+2sZ/FviiFZdNtHEVpaSAYvbg9Fweqjqf8ARTirsHocLRXbfFyws9N+It3b6daQWkCxRERW8YjQEoCcAcV0Xi7xDZ+ETotnY+E/DVys+lQXEkl3pod2dgQeQR6VKd43+X5/wCQPe3lf8v8zyerVhpeoarMYdLsbm9lUbiltC0jAeuFBrTdL7xz4qSLSdJsbe7uhiOzsEWCL5VySAxwOASea9WtPB3jbQvhRBpvh2zez1q5vmkvTDcxJJ5WDtxJuwOi9Dn9aetrsOtjxbUNK1DSZ1h1WxubGVl3rHcwtGxXpkBgOODVWup1eDVNJ8YWkfxIS+vTEFaWGS882RoiSQA+44Gc8ZHfp1rsPB2r6F468QN4avfB+kWVncxP9nns4dtxCVUkFpOrcDrxz1zQtVp/VgdlueTUVLdQfZryaAMH8qRk3Dvg4zXQeI/Aes+FtG07U9UFv5GoKCgik3MhI3AMMdcemR70rprm6DtZ2Oaqe3sLy7hnmtLSeeK2XfO8UZZYl9WI6D3NQV31/wD8Ur8JLSwHyX/iST7VPjgrbJ/qwfYnn86b2uLrY4Git7wz4N1TxT9oksfs9vaWozcXt3L5cMP+83+ANW9e+H+q6Fo66slzp+q6aX2Nd6ZcedHG3oxwMemen5ih6bgtdjlqK67SPhrrmtaHZ6vZvZrY3Jk3zTTbFtwhwWkJGACemMmq3iPwLqXhu1tLya5sb7T7xtkV9Yz+bCW9C2BzwfyPoaNnYDmqK9e0n4cWK/DvXBNrXhi4vHliEWoreB47YbgSrSbfkJ6cdc1554i8Nf8ACOm3H9taPqnn7v8AkGXfneXjH3uBjOePoaHo7AtVcxKnvLC806YQ6haT2srKHCTxlGKnocHsfWt74f6DH4g8Y2sF3gWNvm6vGb7qxJyc+x4H407UrqTx/wCPrq4kvrPT1u5GMUt/N5UUUaj5VLc44AH1o7L+v6/yDuzmKK9e8R/DexPhLw4lprXhiwnWKQz3c14I1vCSvzI+3LgfpmvM77Q57XxAdItLi21ScusccmnyebHKzAYCtgZ64+tHWwdLmbRXdf8ACpNbZmt4tT0SXU1Xc2lpfg3I4yRtxjP41g+HvCOqeJNXutMsVSO8tYZJXin3KTsIBQAA/Nk4wcUB0uYdFdy/wk19bO4aO70qe+tYvNn0yG8D3MQ68qBjP4/TNc34e8N6l4o1P7DpESvIqGSR3cKkSDqzMego3dg6XMqiuq1jwDdaTo82pQ61oeqQW5UTDTr4StHk4BIwO5FU/DPg3VPFP2iSx+z29pajNxe3cvlww/7zf4A0bgYNFdTr3w/1XQtHXVkudP1XTS+xrvTLjzo429GOBj0z0/MUuifDrXfEWhw6rpSwSwS3LW7AuVMW1dxdyRtCAd857YoA5WnwQS3M6QW0TzSyHakcalmY+gA610viDwDqWgaRFqovNO1Swkl8k3Om3PnJG/8AdY4HP+fSvQ/h34A8VeGYNd1CbSlg1RrAx6Y7TRP+8OemGIB6cnAo6Ng+h5Lf+Hda0q3Fxqmj39lCzBRJc2rxqT1xlgBng1KfCniFbM3baDqYthH5pmNnJsCYzu3YxjHOa3PGWlePdM0+FvGk981rNN+7W4vxOu8A9FDnHGecVu/DfW9V1HR/FdrqGp3l1bw6DN5UM9wzpHgYG0E4HHHFLo/L/K4+qXf/ADPMKKciPLIscal3YhVVRkknsK7mL4R60zQwXWqaJZahMu5NNub4LcHPQbQDyfrTEcJRXQ2fgjWLrUtW0+RI7W80m2e5ngnJDMqYyFwCCeQR2Oetc8Bk4oWuwbBRXd6f8NbmLxsujarq2jQS27wO8c9yU88Oc7IwV+ZscY9xXaR+ANNPiDxfenUPC/2ZraaK3t1nUrYOzAK0g24iIweR0OcUdL+v4Atfw/E8Qoq1qVj/AGbqU9n9qtrvyX2+fayb4pPdW7iqtG4BRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAV9I/sjf8zd/25f+16+bq+kf2Rv+Zu/7cv8A2vQBQ+In/JePDf8A1/L/AOgxV5J431K8T4nateC4kNxbai/kyMdxTY/yAZ7DA4r0D47ahdaT8Q7K/sJfJubeQyRPtDbWCRYOCCD+NeP317calqFxfXsnm3FxI0sr7QNzMck4HA59Kfa3S/6f5Auvnb9T0r4e6tqPiC68YzyTmfxBfaU3kOqqjuQMEKFAAP3eg7VkfCWx1L/hZli8EM0a2jObtipAiTawIf09Oe9cbY393pl9FeadcSW1zEcpLExVl/EV0OrfErxfrenPYalrUsltIMOiRpHvHoSigke1F7NNdv8AP/MTV00+p12mP/angLx/F4cVpLibUBMI4R872xkzwB1GN3A7Vn/ByO4ttX1fUrhXTSYNNmW7kYfuzwCFJ6Z74rhtH1rUtA1Bb7RryW0uFGN8Z6j0I6EcdDxWpr3j/wAT+JrMWmtatJcW4OTEqJGrH3CAZ/GptZWXa34WKvd697/jc3vgqR/wseNcgF7SZVBPU7elcLdW8tteSwXMTwyxuVeORSrKc9CD0pbK9udOvYruwnkt7iFt0csbbWU+xrodY+JHizX9Jl0zVtV+0WkuN8f2eJc4II5VQeoHem90xLS6Z6frFtfXEXjaLQoJZ9RaDTrSFYOXELIucY6A859s+lR+LbCbQ7fWbq4iaOytPDUGk28jjCyyOwyEPQ4wc46Vz5uIPGNjZ6ro/i+28Oa5HaJZ6jDeXbWqzheA4cfeyByOe3TvxnikTWDWukjxP/blvbx7gsMzvBA2SNqbuDxjkAdcUT3a/rZr9W/VhDZeX/A/yt6G14S8KWNrpY8WeNSYdGib/Rrb/lpfyDoqj+76n69smuf8WeJ7zxb4gm1O9CpuGyGFfuwxj7qj/Huc1q2PxW8Z6dp9vZWWs+Xb28axRJ9lhO1VGAMlMngd6zvEXjfxD4rghh1/UPtccDF4x5MabSRg/dUUS1en9f8ABGtjpNE/5IJ4k/7CMH80rmfBN1FZeO9EuLkgRR3sRcscBRuHJ+nWqcGvalbaBc6LDc7dPupFlmh8tTuZcYO7GR0HQ1n1Sdp83p+SJavHl9fzZ7B4r8deN9C+I11pGlxRRQtc5gs4rBSLpWOQScbmLZ5IPXPSrWoR+DfDPxku7zUZ4dN8mzSaGFbd5Y4rth1KIOww2OOT1rgbX4o+M7PTVsLfXZlgRNi7o42cD/fKlv1rlp55bq4knuZXlmkYs8jsWZiepJPU1CurLsU9bntvgfT/AA9JqniO9t/Gravc3mmz/anbTJYjGrEFpPmPzY/uivHtbs9OsdUeDRtU/tW0UArdfZ2h3EjkbG5GDxS6Rr2paE10dKufIN3A1vN+7Vt8bdR8wOPqOadoPiHVPDOpfb9Eufs1zsMfmeWr/KeowwI7U7K69P8AMV3Z+v8Akdr4s/5Ij4N/67T/APoRrnvCHjSTwxHe2d1YRappWoIFurKZyobHRlbnaffH8gRof8Li8d/9B3/yTg/+IrE0Hxjrvhm6ubnQ777LLdY85vJR93JPRlOOSelH2pPuG0Uux6boOqabpXhDX9ZtPB6eG7VrJoILie4kmkuZX4VELgHb3OOOPY15p4d8a+IPCcU8egX/ANkS4YNKPJjfcRnH3lOOp6VW1zxNrXiSdZdc1Ge8ZPuK7YVPoo4H4Crnh7xz4i8K2sttoGo/ZIpn8x18iN8tjGcsp7UdWw6WO51S+n8U/Bu+1vxlZwJqMNxHHp1/9nEUlzkjI4xuGC3QY4J6irLXOkw/BXw5dX3hh9fs4HmWfyr2SAW0m8/MwQHOfU9PxrzHXPE2teJbhZtc1Ge8ZfuK5wqfRRgD8BU3h/xfr3hZnOg6nLaLIcugAdGPqVYEZ98Ub387B1Xz/E6bUvF2l33gn+w9N8KS6Lpc18kr3f2yS4VH743L12g8A9jxW34gbwNr8ul2lj44+wabpsaxWtkukTvzn5mZuMsx6nFcB4h8Z+IPFSxJr2pSXaRHckexUUHpnaoAz71iIxR1dThlOQfenF63fe4ntoeo/GzT9JXxTcXqa1v1NhCrab9kcbU2ff8AN+6e3HvWNpHxS8cq9pp9lefbUQLFFZmyjfzABgJhV3HgdjmuV1rXNR8Q6o+o6xcfaLp1CtJsVMgDA4UAdK6Fvix42azFsNddIgmweXBEjAYxwwUEfXNTHRWZT1aLvxg0/TdP8Ywrp1vDaTy2ccl7bQABIpjnIwOAcYOPx71Lq3/JANB/7Csv8nrgZ7ia6uHnupXmmkbc8kjFmY+pJ5Jq5Nr2pT+H4NElud2nW8pmih8tRtc5yd2Mnqepo+y1/W9w6p/1tYq2lpcX95FaWULz3EzBI40GWYnsBXo9xPafCjRp7CzmjufF99DsuZkO5NPjPOwHu5/wPTGfP9H1i+0DVYdS0mf7PdwZ8uTYrbcgg8MCOhPauq/4XF47/wCg7/5Jwf8AxFN7WEt7nEdetdBr+j+KdP0fTJvEUd6thJH/AKCJ5t6opAOAuTs4xwQOlZOpald6xqU+oajL511cPvlk2hdx9cAAD8Ku6t4q1vXdOs7HVtQkubayXbBGwA28Y5IGWOBjJyaOnmPqL4T0J/EvizT9KQHbcTASEfwxjlz+Cg1e+IWvR+IPGV1NaYFjbYtbRV+6sScDHsTk/jR4T8SWfhnTdamWOdtWu7X7LZyKo2Qqx+diSc5xjGAa5mh7pf1f+vzEur/r+v8AI9HMc95+z5DHpKvILbVWfUEiGSF2kqzAduV/IelHgSOey+GvjO8v1ePTbi0WKIuMLJMSQNuepBI6e1cboPifWfDF01xoWoS2cjjDhcMr+mVIIOMnqKm8QeMvEHikRjXtTkukiOUj2qiA+u1QBn3xmiWt7df8rAtLeX+dzrNZlnT9n/w8kTyLE9/N5qqSFYBmI3evPrQYJdN/Z+lj1VWia+1VZbGOThmUKNzAenB5/wAatW/jq88NfB/Q4fDmsQW+ofa5hcQr5ckioWYjKMCQOnOK4HXfEer+JbwXWuX8t5Kowu/AVB6KowB+Aon8Ukutv0f6BHZN+f6nZ+FYZbv4J+LobWNppVuIHMcY3MFDAk4HbAP5GvOa1NB8S6x4YvGutCv5LOVxtfaAyuPdSCD+Iqx4g8Ya34sktv8AhI783QtyRGRBGhQNjPCgZ6DrQ9ZXX9dAWkbPzOj04/8ACLfCG8vyNl/4kmNpAe4tk/1hH1OVP4VwFdL428S2viC/sotJimg0vTrRLW0imADAAfMxAJGSfc9BXNUbtv8Aq39a/MNkl/X9dPkejeOYZZfhb4HuYo2eCO3lR5VGVViVwCex4P5GqPwdkgj+KOmfadvzCVYy398xtj8aydB8feJ/DFm1pomrSW9uW3eU0aSKp9g4OPwrM1PXNS1jWn1bULppL92VjOqhDlQACNoABGB0pp2k33v+ImrwUex38/iLw/oPi3D/AA2uItYtrnzFLaxcFzIGyGAKndk89wau+AdXk1f4s+ItU+yPp0s1hcO0BcloXBXIzgHOR6CuVT4s+N47QW66/KUC7ctDGXx/vld2ffOawdL8R6to2o3F/p140d1cxvHNK6rIXVzls7geSe/Wptpbya+9FXu7+aOu+DMsk3xSt3ldneSGcuzHJclCTn15rG8IeIL7w1q1/d2umf2lZSQtBfW7IdjRMeQWAO3p1NY2ia5qPh3VE1HRrj7NdIrKsmxXwCMHhgR0qXQ/EuseG757zRL6S0ncYcqAQ491IIP4iq6r0t+ZK2fqmdlJ4b8LeK/Cur654Yt9Q0e40uISzWtw3m27jk7Uf72eO/tx3pTHPefs+Qx6SryC21Vn1BIhkhdpKswHblfyHpXN678QPFHiWz+yazq8s9vnJiVEjVvTcEAz+NUdB8T6z4YumuNC1CWzkcYcLhlf0ypBBxk9RS3uvT/MfZnZeBI57L4a+M7y/V49NuLRYoi4wskxJA256kEjp7Un2me3/Z1RYJXjWbWjHIFbG9dmcH1GQD+Fcp4g8ZeIPFIjGvanJdJEcpHtVEB9dqgDPvjNVG17Um8OroRuf+Jas/2kQeWvEmMbt2N3TtnFD1v8vwdwWjXz/FWFh1/U7fw/c6JDc7dOupVllg2KdzjGDkjI6Doa7H4cf8ih46/7BX/xVee1oabr2paRZ31rp9z5MOoReTcr5at5ic8ZIJHU9MUdH5p/lYOq/rqZ9ehfCv8A48vGH/YBn/lXntdqnxg8cxoqJrmFUYA+yQdP++KOjXqHVP8ArQz/AIdTW0HxG0SS9KiEXSjLdAx4X/x7FS+MNM1p/iXqVvLbXL6hcXrtAoUlpFLHYV9RjGMentWTr/iTVvFGoJe67d/arhIxGr+WiYUEkDCgDqTW1B8U/Gtvp4s4tfn8oLtBeNGfH++VLfjmn2fa/wCn+Qd/P+v1PTLm8if48R6c7q89xopsbpgespjLnn1wBWdDokN74XsvBIgH9qaWlrqcgX7+6WT96pB/uo6GvJLDWtQ0zWo9Ws7plv43MizuA53HOSd2QTyetXrfxnr9r4nl8Qwaiy6pNkSXHlodwIwRtI24wB27UJ2ab/rVtfi/wE10/ron+CPSrKbw/rXx5vG1P+0m1KPUgtl9m2eRiJcfvM/N1TtUtvN4H/4RjxjqKDxB9murmOK+dhBvLNKWxF2xnru5xivJ7PxFqun+IjrtpdbNSMjyGcxq3zPkMdpGOdx7VHHreoRaLcaTHcbbG6mWaaLYvzuOhzjP4ZxUpPlS8v8AK/4Ip/E3/XX/AIBVuvs/2yb7F5v2bzG8nzsb9mfl3Y4zjGcVFRRTEFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABX0j+yN/zN3/bl/wC16+bq+kf2Rv8Ambv+3L/2vQBP8Q9Ps77xpefbbSC42FNvnRB9uY1zjI46CuX/ALA0f/oE2P8A4DJ/hRRQAf2Bo/8A0CbH/wABk/wo/sDR/wDoE2P/AIDJ/hRRQAf2Bo//AECbH/wGT/Cj+wNH/wCgTY/+Ayf4UUUAH9gaP/0CbH/wGT/Cj+wNH/6BNj/4DJ/hRRQAf2Bo/wD0CbH/AMBk/wAKP7A0f/oE2P8A4DJ/hRRQAf2Bo/8A0CbH/wABk/wo/sDR/wDoE2P/AIDJ/hRRQAh0DR9p/wCJTY9P+fZP8KqPoekj/mF2f/gOn+FFFAEf9iaV/wBAyz/8B1/wo/sTSv8AoGWf/gOv+FFFAB/Ymlf9Ayz/APAdf8KP7E0r/oGWf/gOv+FFFAB/Ymlf9Ayz/wDAdf8ACj+xNK/6Bln/AOA6/wCFFFACHRdKx/yDLP8A8B1/wo/sTSv+gZZ/+A6/4UUUAL/Ymlf9Ayz/APAdf8KP7E0r/oGWf/gOv+FFFAB/Ymlf9Ayz/wDAdf8ACj+xNK/6Bln/AOA6/wCFFFAB/Ymlf9Ayz/8AAdf8KP7E0r/oGWf/AIDr/hRRQAf2JpX/AEDLP/wHX/Cj+xNK/wCgZZ/+A6/4UUUAH9iaV/0DLP8A8B1/wo/sTSv+gZZ/+A6/4UUUAH9iaV/0DLP/AMB1/wAKP7E0r/oGWf8A4Dr/AIUUUAH9iaV/0DLP/wAB1/wo/sTSv+gZZ/8AgOv+FFFAB/Ymlf8AQMs//Adf8KP7E0r/AKBln/4Dr/hRRQAf2JpX/QMs/wDwHX/Cj+xNK/6Bln/4Dr/hRRQAf2JpX/QMs/8AwHX/AAo/sTSv+gZZ/wDgOv8AhRRQAf2JpX/QMs//AAHX/Cj+xNK/6Bln/wCA6/4UUUAH9iaV/wBAyz/8B1/wo/sTSv8AoGWf/gOv+FFFAB/Ymlf9Ayz/APAdf8KT+xdKx/yDLP8A8B1/woooAX+xNK/6Bln/AOA6/wCFH9iaV/0DLP8A8B1/woooAP7E0r/oGWf/AIDr/hR/Ymlf9Ayz/wDAdf8ACiigA/sTSv8AoGWf/gOv+FH9iaV/0DLP/wAB1/woooAP7E0r/oGWf/gOv+FH9iaV/wBAyz/8B1/woooAP7E0r/oGWf8A4Dr/AIUf2JpX/QMs/wDwHX/CiigA/sTSv+gZZ/8AgOv+FH9iaV/0DLP/AMB1/wAKKKAD+xNK/wCgZZ/+A6/4Uf2JpX/QMs//AAHX/CiigA/sTSv+gZZ/+A6/4Uf2JpX/AEDLP/wHX/CiigA/sTSv+gZZ/wDgOv8AhR/Ymlf9Ayz/APAdf8KKKAD+xNK/6Bln/wCA6/4Uf2JpX/QMs/8AwHX/AAoooAP7E0r/AKBln/4Dr/hR/Ymlf9Ayz/8AAdf8KKKAD+xNK/6Bln/4Dr/hR/Ymlf8AQMs//Adf8KKKAD+xNK/6Bln/AOA6/wCFH9iaV/0DLP8A8B1/woooAP7E0r/oGWf/AIDr/hR/Ymlf9Ayz/wDAdf8ACiigA/sTSv8AoGWf/gOv+FH9iaV/0DLP/wAB1/woooAP7E0r/oGWf/gOv+FH9iaV/wBAyz/8B1/woooAP7E0r/oGWf8A4Dr/AIUf2JpX/QMs/wDwHX/CiigA/sTSv+gZZ/8AgOv+FH9iaV/0DLP/AMB1/wAKKKAD+xNK/wCgZZ/+A6/4Uf2JpX/QMs//AAHX/CiigA/sTSv+gZZ/+A6/4Uf2JpX/AEDLP/wHX/CiigA/sTSv+gZZ/wDgOv8AhR/Ymlf9Ayz/APAdf8KKKAD+xNK/6Bln/wCA6/4Uf2JpX/QMs/8AwHX/AAoooAP7E0r/AKBln/4Dr/hR/Ymlf9Ayz/8AAdf8KKKAD+xNK/6Bln/4Dr/hR/Ymlf8AQMs//Adf8KKKAD+xNK/6Bln/AOA6/wCFH9iaV/0DLP8A8B1/woooAP7E0r/oGWf/AIDr/hR/Ymlf9Ayz/wDAdf8ACiigA/sTSv8AoGWf/gOv+FH9iaV/0DLP/wAB1/woooAP7E0r/oGWf/gOv+FH9iaV/wBAyz/8B1/woooAP7E0r/oGWf8A4Dr/AIUf2JpX/QMs/wDwHX/CiigA/sTSv+gZZ/8AgOv+FH9iaV/0DLP/AMB1/wAKKKAD+xNK/wCgZZ/+A6/4Uf2JpX/QMs//AAHX/CiigA/sTSv+gZZ/+A6/4Uf2JpX/AEDLP/wHX/CiigA/sTSv+gZZ/wDgOv8AhR/Ymlf9Ayz/APAdf8KKKAD+xNK/6Bln/wCA6/4Uf2JpX/QMs/8AwHX/AAoooAP7E0r/AKBln/4Dr/hR/Ymlf9Ayz/8AAdf8KKKAD+xNK/6Bln/4Dr/hR/Ymlf8AQMs//Adf8KKKAD+xNK/6Bln/AOA6/wCFH9iaV/0DLP8A8B1/woooAP7E0r/oGWf/AIDr/hR/Ymlf9Ayz/wDAdf8ACiigA/sTSv8AoGWf/gOv+FH9iaV/0DLP/wAB1/woooAT+xdK/wCgZZ/+A6/4Uf2LpX/QMs//AAHX/CiigA/sXSs/8gyz/wDAdf8ACl/sTSv+gZZ/+A6/4UUUAH9iaV/0DLP/AMB1/wAKP7E0r/oGWf8A4Dr/AIUUUAIdF0r/AKBln/4Dr/hS/wBiaV/0DLP/AMB1/wAKKKAD+xNK/wCgZZ/+A6/4Uf2JpX/QMs//AAHX/CiigA/sTSv+gZZ/+A6/4Uf2JpX/AEDLP/wHX/CiigBP7F0rP/IMs/8AwHX/AAo/sTSv+gZZ/wDgOv8AhRRQAf2LpX/QMs//AAHX/Cl/sTSv+gZZ/wDgOv8AhRRQAf2JpX/QMs//AAHX/Cj+xNK/6Bln/wCA6/4UUUAH9iaV/wBAyz/8B1/wo/sTSv8AoGWf/gOv+FFFAB/Ymlf9Ayz/APAdf8KP7E0r/oGWf/gOv+FFFAB/Ymlf9Ayz/wDAdf8ACj+xNK/6Bln/AOA6/wCFFFAB/Ymlf9Ayz/8AAdf8KP7E0r/oGWf/AIDr/hRRQAf2JpX/AEDLP/wHX/Cj+xNK/wCgZZ/+A6/4UUUAH9iaV/0DLP8A8B1/wo/sTSv+gZZ/+A6/4UUUAH9iaV/0DLP/AMB1/wAKP7E0r/oGWf8A4Dr/AIUUUAH9iaV/0DLP/wAB1/wo/sTSv+gZZ/8AgOv+FFFAB/Ymlf8AQMs//Adf8KP7E0r/AKBln/4Dr/hRRQAf2JpX/QMs/wDwHX/Cj+xNK/6Bln/4Dr/hRRQAf2JpX/QMs/8AwHX/AAo/sTSv+gZZ/wDgOv8AhRRQAf2JpX/QMs//AAHX/Cj+xNK/6Bln/wCA6/4UUUAH9iaV/wBAyz/8B1/wo/sTSv8AoGWf/gOv+FFFAB/Ymlf9Ayz/APAdf8KP7E0r/oGWf/gOv+FFFAB/Ymlf9Ayz/wDAdf8ACj+xNK/6Bln/AOA6/wCFFFAB/Ymlf9Ayz/8AAdf8KP7E0r/oGWf/AIDr/hRRQAf2JpX/AEDLP/wHX/Cj+xNK/wCgZZ/+A6/4UUUAH9iaV/0DLP8A8B1/wo/sTSv+gZZ/+A6/4UUUAH9iaV/0DLP/AMB1/wAKP7E0r/oGWf8A4Dr/AIUUUAH9iaV/0DLP/wAB1/wo/sTSv+gZZ/8AgOv+FFFAB/Ymlf8AQMs//Adf8KP7E0r/AKBln/4Dr/hRRQAf2JpX/QMs/wDwHX/Cj+xNK/6Bln/4Dr/hRRQAf2JpX/QMs/8AwHX/AAo/sTSv+gZZ/wDgOv8AhRRQAf2JpX/QMs//AAHX/Cj+xNK/6Bln/wCA6/4UUUAH9iaV/wBAyz/8B1/wo/sTSv8AoGWf/gOv+FFFAB/Ymlf9Ayz/APAdf8KP7E0r/oGWf/gOv+FFFAB/Ymlf9Ayz/wDAdf8ACj+xNK/6Bln/AOA6/wCFFFAB/Ymlf9Ayz/8AAdf8KP7E0r/oGWf/AIDr/hRRQAf2JpX/AEDLP/wHX/Cj+xNK/wCgZZ/+A6/4UUUAH9iaV/0DLP8A8B1/wo/sTSv+gZZ/+A6/4UUUAH9iaV/0DLP/AMB1/wAKP7E0r/oGWf8A4Dr/AIUUUAH9iaV/0DLP/wAB1/wo/sTSv+gZZ/8AgOv+FFFAB/Ymlf8AQMs//Adf8KP7E0r/AKBln/4Dr/hRRQAf2JpX/QMs/wDwHX/Cj+xNK/6Bln/4Dr/hRRQAf2JpX/QMs/8AwHX/AAo/sTSv+gZZ/wDgOv8AhRRQAf2JpX/QMs//AAHX/Ck/sTSv+gZZ/wDgOv8AhRRQBo/2Bo//AECbH/wGT/Cj+wNH/wCgTY/+Ayf4UUUAH9gaP/0CbH/wGT/Cj+wNH/6BNj/4DJ/hRRQAf2Bo/wD0CbH/AMBk/wAKP7A0f/oE2P8A4DJ/hRRQAf2Bo/8A0CbH/wABk/wo/sDR/wDoE2P/AIDJ/hRRQAf2Bo//AECbH/wGT/CtLSJH8P8Anf2C7aZ5+3zfsR8nzNucbtuM4ycZ9TRRQB//2Q==)

The location of grpc source: ROOT\_FOLDER/bazel-tensorflow/external/com\_github\_grpc\_grpc
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The location of absl source: ROOT\_FOLDER/bazel-tensorflow/external/com\_google\_absl
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The location of zlib source: ROOT\_FOLDER/bazel-tensorflow/external/zlib
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# Build first C++ Tensorflow app

1. Build the tensorflow C++ API library with

bazel build -c opt --config=monolithic //tensorflow:libtensorflow\_cc.so

or

bazel build --config=opt --verbose\_failures -c dbg --strip=never //tensorflow:libtensorflow\_cc.so

if we want to have DEBUG symbols available.

1. Build

# Third Party and External Packages

## **BoringSSL:** <https://boringssl.googlesource.com/boringssl/>

BoringSSL is a fork of OpenSSL that is designed to meet Google's needs.

Although BoringSSL is an open source project, it is not intended for general use, as OpenSSL is. We don't recommend that third parties depend upon it. Doing so is likely to be frustrating because there are no guarantees of API or ABI stability.

Programs ship their own copies of BoringSSL when they use it and we update everything as needed when deciding to make API changes. This allows us to mostly avoid compromises in the name of compatibility. It works for us, but it may not work for you.

BoringSSL arose because Google used OpenSSL for many years in various ways and, over time, built up a large number of patches that were maintained while tracking upstream OpenSSL. As Google's product portfolio became more complex, more copies of OpenSSL sprung up and the effort involved in maintaining all these patches in multiple places was growing steadily.

Currently BoringSSL is the SSL library in Chrome/Chromium, Android (but it's not part of the NDK) and a number of other apps/programs.

## **FarmHash:** <https://github.com/google/farmhash>

### *Introducing FarmHash*

#### Monday, March 31, 2014

*We’re pleased to announce the new*[*FarmHash*](http://code.google.com/p/farmhash/)*family of hash functions for strings.  FarmHash is a successor to*[*CityHash*](http://code.google.com/p/cityhash/)*, and includes many of the same tricks and techniques, several of them taken from Austin Appleby’s*[*MurmurHash*](https://code.google.com/p/smhasher/)*.  
  
We’re heavily influenced by the types of CPUs that are common in Google’s datacenters, but FarmHash’s goals don’t end there. We want FarmHash to be fast and easy for developers to use in phones, tablets, and PCs too. So, yes, we’ve improved on CityHash64 and CityHash32 and so on.  But we’re also catering to the case where you simply want a fast, robust hash function for hash tables, and it need not be the same on every platform. To that end, we provide sample code that has one interface harboring multiple platform-specific implementations.  
  
Over time, we plan to expand FarmHash to include hash functions for integers, tuples, and other data. For now, it provides hash functions for strings, though some of the subroutines could be adapted to other uses.  
  
Overall, we believe that FarmHash provides high-performance solutions to some classic problems. Please give it a try! Contributions and bug reports are most welcome.*

## **HighwayHash**: <https://github.com/google/highwayhash>

Hash functions are widely used, so it is desirable to increase their speed and security. This package provides two 'strong' (well-distributed and unpredictable) hash functions: a faster version of SipHash, and an even faster algorithm we call HighwayHash.

SipHash is a fast but 'cryptographically strong' pseudo-random function by Aumasson and Bernstein [<https://www.131002.net/siphash/siphash.pdf>].

HighwayHash is a new way of mixing inputs which may inspire new cryptographically strong hashes. Large inputs are processed at a rate of 0.24 cycles per byte, and latency remains low even for small inputs. HighwayHash is faster than SipHash for all input sizes, with 5 times higher throughput at 1 KiB. We discuss design choices and provide statistical analysis and preliminary cryptanalysis in <https://arxiv.org/abs/1612.06257>.

# Appendix A: Bazel tutorial for Tensorflow Builds

# Appendix B: Hashing in Tensorflow

## Understanding Hash Functions intro by Geoff Pike

UNDERSTANDING HASH FUNCTIONS

by Geoff Pike

Version 0.2 --- early draft --- comments and questions welcome!

References appear in square brackets.

1 INTRODUCTION

Hashing has proven tremendously useful in constructing various fast

data structures and algorithms. It is typically possible to simplify

the analysis of hash-based algorithms if one assumes that the relevant

hash functions are high quality. At the other extreme, if the

relevant hash functions were always to return the same value, many

hash-based algorithms become algorithms that are slower, simpler, but still well-known.

For example, a chaining hash table devolves into a linked list.

There are many possible definitions of hash function quality. For

example, one might want a list of keys and their hashes to provide no

pattern that would allow an opponent to predict anything about the

hashes of other keys. Although I cannot prove it, I think I can meet

this and many other definitions of quality with

f(s) = SHA-3(concatenation of z and s),

where z is some secret string known only to me. This well-known trick

provides, I think, more high-quality hash functions than anyone will

need, though greater computational power in the future may push us to

replace SHA-3 from time to time.

In short, discussions about choosing a hash function are almost always

discussions about speed, energy consumption, or similar. Concerns

about hash quality are easy to fix, for a price.

2 ANATOMY OF A HASH FUNCTION

Hash functions that input strings of arbitrary length are written in

terms of an internal state, S. In many cases the internal state is a

fixed number of bits and will fit in machine registers. One generic

sketch of a string hash is:

let S = some initial value

let c = the length of S in bits

while (input is not exhausted) {

let t = the next c bits of input (padded with zeroes if less than c remain)

S = M(S xor t)

}

let n = the number of bytes hashed

return F(S, n)

where M is a hash function that inputs and outputs c bits, and F is a

hash function that inputs c bits (plus, say, 64 for its second argument)

and outputs however many bits one needs to return. In some sense we have

reduced the string-hashing problem to two integer hashing problems.

2.1 INTEGER HASHING TECHNIQUES

A hash function that inputs and outputs the same number of bits, say,

32, can use reversible bit-twiddling operations, each of which is

"onto" in the mathematical sense. For example, multiplication by an

odd constant is reversible, as all odd numbers are relatively prime to

2^32. Other commonly used reversible operations include:

o Adding or xoring a constant

o Bitwise rotation or other bitwise permutations

o bit j = (bit j) xor (bit k) for unequal constants j and k

o "Shift mix": S = S xor (S >> k), where k is, say, 17

o Replacing a fixed-length bit string with its cyclic redundancy

checksum, perhaps via \_mm\_crc32\_u32(f, <some constant>) [Pike]

Each of the above is a "bad" hash function that inputs and outputs

the same number of bits. One can simply compose two or more of those

bad hash functions to construct a higher-quality hash function.

One common quality goal for integer hashing (and string hashing) is

that flipping the 19th bit, or any other small change, applied to

multiple input keys, causes a seemingly unpredictable difference each

time. Similarly, any change to an input should lead to a seemingly

unpredictable selection of the output bits to flip.

Therefore, if we want a high-quality hash function that inputs c bits

and outputs fewer than c bits, we can simply truncate the output of a

high-quality hash function that inputs and outputs c bits.

To give a concrete example, here is Bob Jenkins' mix(), published in

1996 [Jenkins]. Its input is 96 bits in three 32-bit variables, and its output

is 96 bits. However, one may use a subset of the output bits, as every

output bit is affected by every non-empty subset of the input bits.

Input: a, b, and c

Algorithm:

a -= b; a -= c; a ^= (c>>13);

b -= c; b -= a; b ^= (a<<8);

c -= a; c -= b; c ^= (b>>13);

a -= b; a -= c; a ^= (c>>12);

b -= c; b -= a; b ^= (a<<16);

c -= a; c -= b; c ^= (b>>5);

a -= b; a -= c; a ^= (c>>3);

b -= c; b -= a; b ^= (a<<10);

c -= a; c -= b; c ^= (b>>15);

Output: a, b, and c

2.2 VARIATIONS ON STRING HASHING

There are three variations on our initial sketch worth noting.

First, for speed, one can special-case short inputs, as the CityHash

and FarmHash algorithms do. The number of special cases can be

reduced by using loads that may overlap: for example, a hash of a 9-

to 16-byte string can be implemented by a hash that inputs two 8-byte

values (the first 8 and last 8 bytes of the input string) and the string

length [CityHash, FarmHash].

Second, one may choose different means of incorporating input bits

into the internal state. One example: the mixing of S and input bits

may be interleaved with the mixing of parts of S and other parts of S.

Another example: the input bits processed in a loop iteration might be

xor'ed into multiple places in S, rather than just one, or might be

hashed with each other before touching S [Murmur]. The advantages and

disadvantages of these are unclear.

Third, one may repeatedly "squeeze information" from S, by remixing it with

itself and then revealing a subset of S. This is convenient when one would

like a family of hash functions with different output lengths. A special

case of the idea, called the "sponge construction," has been well studied and

adopted by the authors of Keccak and others [SHA-3].

3 HASH FUNCTIONS FOR HASH TABLES

It isn't hard to find real-life examples where hash tables or the hash

functions for them take more than 5% of a program's CPU time.

Improvements to hash tables and their hash functions are therefore a

classic example of software performance tuning. Unfortunately, the

best choice may be platform-dependent, so to avoid writing your own

collection of #ifdefs, please consider selecting something like the

FarmHash family of hash functions, that supply decent

platform-dependent logic for you.

To tune a program, often one will replace an existing hash function with a

faster, lower-quality hash function, despite the increased chance of unlucky

or pathological performance problems. Clever algorithms can mitigate this

risk. For example, hash tables can start with one hash function and then

switch to another if things seem to be going poorly. Therefore, one should

rarely plan to spend much CPU time on a secure hash function (such as SHA-3)

or a near-universal hash function (such as VHASH) when seeking the best

possible performance from a hash table. Against that, those types of hash

functions can limit the risk of pathological performance problems when one is

designing around typical hash-based algorithms that stick with a single hash

function no matter how it behaves on the data at hand.
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## CityHash: Fast hash functions for Strings by Geoff Pike, Google

### Notation

N – the length of the inputs (bytes)

^ - exponentiation operator

a b – bitwise exclusive or

a + b – sum (usually mod 2^64)

a \* b – product (usually mod 2^64)

– right shift by n bits

– left shift by n bits

– right rotate by n bits

– left rotate by n bits

– byteswap a

– the -th byte of the input (0-based)

- the -th -bit word of the input

- the last -bit word of the input

- the second-to-last -bit word of the input

GF(n) – Galois field of order n

Deg(p) – degree of polynomial p

- equivalence relation

### Cyclic Redundancy Check (CRC)

CRC can be viewed as a result of algebraic operations applied to polynomials which coefficients are elements of GF(2). Recall, in GF(2):

0 is additive identity

1 is multiplicative identity

1 + 1 = 0 + 0 = 0

Sample polynomial:

p = x^32 + x^27 + 1

We can use p to define equivalence relation : we say that q and r are equivalent iff they differ by polynomial times p

Observation1: The equivalence relation has 2^Deg(p) elements

Lemma1: If Deg(p) == Deg(q) > 0

Then Deg(p+q) < Deg(q)

Else Deg(p+q) = max(Deg(p),Deg(q))

Observation2: There are 2^Deg(p) polynomials with degree less than Deg(p), none equivalent.

Observation3: Any polynomial with degree >= Deg(p) is equivalent to a lower degree polynomial

Example1: What is a degree <= 31 polynomial equivalent to x^50?

Deg(x^50) – Deg(p) = 18. Therefore x^50 – x^18\*p has a degree less than 50.

x^50 – x^18\*p = x^50 – x^18 \* (x^32 + x^27 + 1) = x^45 + x^18

Applying the same idea repeatedly will lead us to the lowest degree polynomial that is equivalent to x^50:

x^50 x^30 + x^18 + x^13 + x^8 + x^3

More examples for the defined equivalence relation:

x^50 + 1 x^30 + x^18 + x^13 + x^8 + x^3 + 1

x^51 x^31 + x^19 + x^14 + x^9 + x^4

x^51 + x^50 x^31 + x^30 + x^19 + x^18 + x^14 + x^13 + x^9 + x^8 + x^4 + x^3

x^51 + x^31 x^19 + x^14 + x^9 + x^4

Let us look into the CRC implementation known as \_mm\_crc32\_u64() / crc32q:

The inputs of crc32q are 32-bit number and 64-bit number. The output is 32-bit number.

The polynomial p used in \_mm\_crc32\_u64 is :

x^32+x^28+x^27+x^26+x^25+x^23+x^22+x^20+x^19+x^18+x^14+x^13+x^11+x^10+x^9+x^8+x^6+1

which corresponds to the following normal hex number representation: 0x11EDC6F41.

Here is summary of the algorithm used for calculating the intrinsic \_mm\_crc32\_u64 on Intel CPUs. Details can be found [here](https://software.intel.com/sites/landingpage/IntrinsicsGuide/#text=_mm_crc32_u64&expand=1288).

unsigned \_\_int64 \_mm\_crc32\_u64 (unsigned \_\_int64 crc, unsigned \_\_int64 v)

Synopsis

unsigned \_\_int64 \_mm\_crc32\_u64 (unsigned \_\_int64 crc, unsigned \_\_int64 v)  
#include <nmmintrin.h>  
Instruction: crc32 r64, r64  
CPUID Flags: SSE4.2

Description

Starting with the initial value in crc, accumulates a CRC32 value for unsigned 64-bit integer v, and stores the result in dst.

Operation

tmp1[63:0] := v[0:63] // bit reflection

tmp2[31:0] := crc[0:31] // bit reflection

tmp3[95:0] := tmp1[31:0] << 32

tmp4[95:0] := tmp2[63:0] << 64

tmp5[95:0] := tmp3[95:0] XOR tmp4[95:0]

tmp6[31:0] := MOD2(tmp5[95:0], 0x11EDC6F41) // remainder from polynomial division

// modulus 2

dst[31:0] := tmp6[0:31] // bit reflection

### Traditional String Hashing

Hash function loops over the input. While looping the internal state is kept in registers. In each iteration consume a fix amount of input. Here is a sample loop for traditional byte-at-a-time hash

for (int i = 0; i < N; i++) {

state = Combine(state, )

state = Mix(state)

}

Two more concrete loop examples (old):

for (int i=0; i < N; i++)

state = (state)

for (int i=0; i < N; i++)

state = 33 \* state +

A complete byte-at-a-time example (Bob Jenkins circa 1996):

int state = 0

for (int i = 0; i < N; i++) {

state = state +

state = state +

state = state

}

state = state +

state = state

state = state +

### Jenkins’ Mix

Also around 1996 Bob Jenkins published a hash function with 96-bit and 96-bit output.

Pseudocode with three 32-bit registers:

a = a – b; a = a – c; a = a

b = b – c; b = b – a; b = b

c = c – a; c = c – b; c = c

a = a – b; a = a – c; a = a

b = b – c; b = b – a; b = b

c = c – a; c = c – b; c = c

a = a – b; a = a – c; a = a

b = b – c; b = b – a; b = b

c = c – a; c = c – b; c = c

### Jenkins’ Mix-based string Hash

Given mix(a,b,c) as defined above , pseudo code for string hash:

uint32 a = …

uint32 b = …

uint32 c = …

int iters =

## Abseil CityHash Implementation

## Understanding MurmurHash

// TODO: finish this section

## Understanding FarmHash

// TODO: finish this section
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